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RESOURCE ACCESS CONTROL SYSTEM

This application derives priority from U.S. provisional patent
application number 60/152,312, titled “Resource Access Control System,” filed

September 3, 1999, which is incorporated herein in its entirety.

BACKGROUND OF THE INVENTION
The present invention relates in general to digital processing

systems, and in particular to allocation of resources in a digital system.

Digital processing devices, such as computer systems, allow a user
of the device to execute various software programs, objects, etc., in order to
provide functionality. For example, a user may run a web browser, word processor
and E-mail program on a computer system. Each of these software applications
can be manufactured by a different software developer and be obtained, installed
and operated independently. The user can run or remove software from the
computer as desired. This approach allows a non-changing piece of hardware, i.e.,
the computer system, to perform many different tasks by executing software
objects. Thus, the functionality of the computer system can be changed, or

updated, as desired.

A problem arises in such an approach when the software
applications, or objects, have to compete for resources. Limited resources in a
computer system include random access memory (RAM), disk storage and
network access or communication mechanisms for communicating with other
devices. Traditionally, it has been the job of an operating system in a computer to
handle allocation of resources. The main goal of an operating system is to provide

each software object with as much allocation of resources as it needs on a
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timeshare basis. This approach makes it difficult for any manufacturer of software

objects to control allocation among the objects executing in the processing device.

It becomes increasingly important to be able to regulate access to
resources in a digital processing device as the overall size and amount of resources
decreases. This is especially true in consumer-oriented embedded processing such

as 1n a television receiving device or so-called “set-top box.”

Thus, it is desirable to provide a resource access control system
(RACS) for use in a processing device, such as a computer, set-top box or other
device, that allows a very high degree of control over resource access and
allocation. By allowing greater control over resource allocation, manufacturers of
software objects can devise different revenue models for selling software
functionality to an end user. For example, a software object can be provided at a
low cost where it is restricted from certain resources (e.g., a modem connection,
access to a television tuner, hard disk storage, efc.). The same software object can
be provided at a higher cost with a higher resource access level so that it provides

greater functionality to the end user.

A resource access control system that provides detailed control over
each software object’s resource allocation can also be used to achieve a high level
of security. Certain classes of objects can be restricted to using limited resources,
thus ensuring that high priority, or high security, objects that use more or different

resources are able to execute adequately and privately.

SUMMARY OF THE INVENTION
The present invention provides a resource access control system that
restricts access rights of individual software objects executing in a processing
device. According to the present invention, the allocation of resources for a

software object can be changed during execution of the software object.
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Accordingly, in one embodiment the present invention provides a
method of controlling resource access in a digital processing device, the method
including: allocating a first set of resources to a software object in the digital
processing device; and changing the allocation of resources to the software object

during execution of the software object.

In another embodiment, the present invention provides a method of
controlling resource access in a digital processing device, the method including:
1dentifying a first set of resources in the digital processing device; associating a
domain with the first set of resources; and allocating the first set of resources to a

software object by associating the software object with the domain.

In another embodiment, the present invention provides a method of
controlling resource access in a digital processing device, the method including:
allocating a first set of resources to a software object in the digital processing
device; and changing the allocation of resources to the software object to modify

the functionality of the software object.

In another embodiment, a system for controlling resource access in a
digital processing device includes: means for allocating a first set of resources to a
software object in the digital processing device; and means for changing the
allocation of resources to the software object during execution of the software

object.

A better understanding of the nature and advantages of the present
invention may be gained with reference to the following detailed description and

the accompanying drawings.
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BRIEF DESCRIPTION OF THE DRAWINGS

Figure 1 is an example of some of the various security threads that

might be present in a running system;

Figure 2 depicts an authorization stack for a security thread; and

Figure 3 1s an illustration of authorization stacks of the present

invention.

DETAILED DESCRIPTION OF THE SPECIFIC EMBODIMENTS
The present invention provides a resource access control system that

restricts access rights of individual software objects executing in a processing
device. A cable or satellite set-top box, or any other computer host, will in general
include different types of software objects, i.e. system programs, interpreters,
applications, applets, scripts, etc. Software objects require access to resources to
fulfill their function, i.e., they need a physical/software resource such as a modem
to communicate, a tuner to tune into a TV channel, a file to save data, etc.
Therefore, a given software object may require some type of access to a given type
of resource object. It should be noted that the set of resource objects includes the
set of software objects. In other words, a given software object may require access

to another software object.

Different software objects may have different resource needs, may
originate from different code sources or may run on behalf of different set-top
users. In all of these cases it is necessary to restrict the access rights of the
software object; e.g., not all software objects may be entrusted with the use of a
modem or the read/write of a password file. Each software object should have
access rights for a subset of resource objects if it is authorized to access those
resources. The RACS is responsible for enforcing the limitations on resource

access that are placed on each software object.
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A fundamental concept and important building block of the RACS is
the protection domain. A domain can be scoped by the set of resource objects that
are currently directly accessible by a software object, and operations that are
permitted on those resources. A software object is an entity to which permissions

(and as a result, accountability) are granted.

Java security architecture employs a similar concept to that of the
protection domains used to restrict downloaded objects to access only the
resources for which they had been authorized. This is an example of a static
protection domain, where the resources for which a particular object is authorized

do not change over time.

The RACS can also include dynamic protection domains. The
inclusion of a dynamic protection domain means that the resources for which an
object is authorized do change over time, even while the object is running. In
particular, dynamic protection domains are used as tools for conditional access.
The consumer may download a software object with some of its functionality
disabled via a resource control. Later, the same consumer may pay for additional
functionality within the same software object. This is achieved by changing the
resource control on the software object so that the software object can access (i.e.,

1s now authorized for) an expanded list of resources.

Although the RACS is most easily implemented inside an object-
oriented environment such as Java, the RACS architecture and its implementation
described in this document applies to any software environment. For example, a
software environment may consist of native applications written in C or C++,
interpreted Java applications running inside a Java virtual machine (JVM), and

HTML scripts and Java applets running inside a browser.
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In one embodiment, a protection domain is associated with a group
of objects. Each object will contain a security group identification (ID) that
associates the object with a particular protection domain. All objects with the
same security group ID will be authorized for an identical set of resources. It is

possible for a protection domain to contain exactly one object.

It is further possible for a system to include software objects that are
authorized for all of the resources on that host. That does not mean that these
objects will not require resource checks by the RACS. For consistency, each such
object will be assigned to the same protection domain, which is authorized for all
of the resources. The identity of each such object will still undergo authentication,

the same as for any other object.

If this were not the case, and some objects were not associated with
any authorization information, a perpetrator could easily bypass the RACS by
taking an object that is limited to a particular protection domain and simply

stripping out its authorization information.

In order to determine the authorization of a particular running
instance of an object, it is not enough to look at this object’s protection domain.
This is because a running object may invoke another object from a different
protection domain. This calling sequence of objects has to be tracked in order to

calculate the effective permissions of a running instance of an object.

In another embodiment, the use of a security thread is envisioned.
The security thread is an execution thread that keeps track of the current
authorization state in addition to the current execution state (e.g., register values,
local variables, etc.). Each security thread executes independently, just like other

threads.
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The authorization state of a security thread is a list of resources and
allowable operations on those resources for which the thread is currently
authorized. In general, an authorization state is a function of the protection
domains of all of the objects that are in the current calling stack of the security
thread. The way in which the authorization state is calculated will be described,

infra.

As is the case with other threads, a security thread may spawn
another security thread. The new thread will inherit the authorization state of the
thread that spawned it. However, once the new thread starts executing its
authorization state will be modified based on the objects that it invokes,
independently from the authorization state of the original thread. When RACS is
enabled, every single thread running in the host will be a security thread and will

have an associated authorization state.

In a specific embodiment shown in Figure 1, an example is depicted
of some of the various security threads that might be present in a running system.
In this example, initially there is only the operating system running, associated

with its own Security Thread 0.

Thread 0 later spawns an email application (Security Thread A) and
a JVM (Security Thread B). Security Threads A and B will start out with a copy
of the authorization state of the Security Thread 0. After Security Threads A and
B are spawned, there are 3 independent Security Threads running (0, A and B),

each having its own authorization state.

Later, the E-mail application spawns three additional threads. Check
Incoming Mail (Security Thread A-1), Send Outgoing Mail (Security Thread A-2)
and Format Output and Send to the Printer (Security Thread A-2). Threads A-1,
A-2 and A-3 each start out with a copy of the authorization state of Thread A.
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There are now 6 independent Security Threads running (0, A, A-1, A-2, A-3 and
B).

Finally, the JVM starts up three Java applications, each with its own
Security Thread: Screen Saver (Security Thread B-1), Fancy Clock (Security
Thread B-2) and Internet Banking (Security Thread B-3). (Here, we are using a
generalized definition of a Java Application, which is a high level Java object that
is started up directly by the JVM. Unlike the standard definition of an application
-- an object that contains the function “main()” -- there can be multiple such
applications controlled by the same instance of a JVM. A Java Applet is one
example of such an application. The same instance of a JVM is capable of running
multiple applets simultaneously.) Threads B-1, B-2 and B-3 start out with a copy
of the authorization state of Thread B. There are now nine independent Security

Threads running (0, A, A-1, A-2, A-3, B, B-1, B-2 and B-3).

When one object makes a call to another object that is in a different
protection domain, the action is to intersect the current authorization state with the
protection domain of the called object. This means that the called object cannot

access a resource unless it 1s accessible by every object in the current call stack.

It is legitimate to have objects belonging to a protection domain that
has rights to every single resource as mentioned earlier. When a call is made to
such an object, the current authorization state remains the same. In fact, an object
may be placed into this protection domain not because it should have rights to all

the resources, but because it should inherit the current authorization state.

Simply intersecting protection domains may be insufficient in some
cases. For example, various software objects may be authorized or not authorized
to send output to a printer. However, they are only authorized to make certain API
calls on a printer driver and should not be allowed to write directly to the printer

port.
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Thus, the protection domain of the printer driver object will be the
only protection domain to include the rights to access the printer port. Under the
intersection rule defined in the above section, when the printer driver is called its
protection domain will be intersected with the current authorization state and it
will lose the ability to access the printer port. Consequently, a new way of

combining protection domains is needed here.

The RACS uses the privileged section, similar to the Java privileged
section, to solve this problem. When a “Begin Privileged” construct is
encountered inside the executing object, the current authorization state is modified
again -- it is set to the union of the current authorization state and the protection
domain of the executing object. When “End Privileged” is encountered, the

authorization state reverts back to what it was previously.

Various implementations of the security threads are contemplated.
In one embodiment, each security thread has an associated authorization stack,
analogous to the calling stack, but maintained independently. Each entry on the
authorization stack is the authorization state. At any point in time, the current
authorization state of a security thread is the authorization state that is found on the

top of its authorization stack.

In keeping with the invention, whenever a call is made to a different
software object a new authorization state is pushed onto the top of the
authorization stack. As specified earlier, the new authorization state is the
intersection of the old authorization state with the protection domain of the called
object. Once the execution of this new software object ends and control is
transferred to the previous object, the current authorization state is popped off the

stack.
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Similarly, when a “Begin Privileged” construct is encountered, a new
authorization state is pushed onto the top of the authorization stack. This time, the
new authorization state is the union of the old authorization state with the
protection domain of the current object. Once the privileged section ends (with an

“End Privileged” construct), that authorization state is popped off the stack.

Referring now to Figure 2, an example of an authorization stack for
Security Thread 1 is shown. Security Thread 1 is started by some other state and
acquires an initial authorization state Sy. The authorization state S, is a copy of the

authorization state of the spawning thread.

Subsequently, object A is called and a new authorization state is
pushed onto the stack. It is the intersection of the previous authorization state and
the protection domain of object A (PO,). Similarly, object B is called and the new
authorization state is the intersection of the previous state and the protection

domain of B (POg).

Finally, within object B a “Begin Privileged” construct is
encountered causing a new authorization state to be established. The new

authorization state is the union of the previous authorization state and POg.

In further keeping with the invention, each entry in the authorization
stack is an authorization state that should include at least the following
information: an object ID of the currently executing object; a security group ID
(identifying a protection domain); a time stamp of when this authorization state
was created (i.e., pushed onto the stack); and a list of allowable resource

operations (e.g., open, close, read and write).

Authorization for a particular resource is checked at runtime. The
most important place to perform a resource check is inside an “open” function for

a particular object, representing a resource. The open call should include a

10
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“mode” that would restrict a returned resource handle to a particular set of
operations. Thus, a check inside the “open” function would verify that the security
thread is both allowed to access this resource and allowed to perform the specified

operations.

Operations performed on the opened resource may also be verified
by the RACS in order to further enhance the security. It is conceivable that a
handle to a resource was obtained via illicit means (outside of the normal “open”
call), which can be detected with a resource check during a subsequent operation
on that handle. Since resource operations may be performed frequently, care must
be taken in the implementation of these subsequent resource checks. It may be
sufficient that the subsequent resource checks do the actual checking only once

every few calls in order to improve performance.

If an illegal resource access is detected inside a resource check API,
an appropriate action must be taken. In one embodiment, this resource check API
is performed by a tamperproof security processor that will be responsible for
taking appropriate action on an unauthorized access. The action taken may include
any of the following or a combination thereof: returning an error code, denying the
requested operation on that resource; writing out an unauthorized access message
to a log; reporting the unauthorized access to a trusted authority; killing the
offending security thread; and/or starting shutting down various services inside
that host. To allow for the most flexibility, each protection domain may include
flags that determine the action or actions taken when unauthorized access is

detected.

Each resource check may involve communication with a security
processor, which may introduce too much overhead. As mentioned in the previous
section, performing the actual checking only once every few operations may

reduce this overhead.

11
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In an alternative embodiment, each resource access will not be
checked immediately and will not be checked by the security thread that acquired
the resource. Instead, each resource access will be shadow imaged, ideally in
secure memory available to the security processor and will be reviewed by an
independent thread running inside that security processor. If this thread detects an
unauthorized access, it will then take some action that may be any of the following
or a combination thereof: writing out an unauthorized access message to a log;
reporting the unauthorized access to a trusted authority; killing the offending
security thread; and/or starting shutting down various services inside that host.
Each protection domain may include flags that determine the action or actions

taken when unauthorized access is detected, as previously stated.

It may be desirable to dynamically change the resource permissions
for various protection domains. For example, resource permissions may be
modified based on the functionality that is purchased by the owner of the set-top
box or some other platform. When a software object is called, the latest resource
permissions associated with its protection domain will be used in calculating the
authorization state of a security thread, thus making the RACS more dynamic than

the standard Java security model.

Sometimes the permissions of an object that is currently executing
are also modified. An object such.as a JVM, for example, may be executing
continuously for a prolonged period of time, and one may want the changes to take
effect before it is restarted. Additional mechanisms need to be defined to handle

this case.

Each entry in the authorization stack contains the security group ID,
which references a particular protection domain. When resource permissions for
one of the protection domains in the authorization stack are modified it is possible

to update the stack by modifying each entry, starting with the one that corresponds

12
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to a modified protection domain and continuing up until the top of the stack is

reached.

Unfortunately, this would not be enough to solve the problem. When
a Security Thread A spawns a Security Thread A-1, the initial authorization state
of A-1 is set to the authorization state of A at the time that A-1 is created. Let us
say that at time T one of the protection domains in A’s authorization stack is
modified. We can adjust A’s authorization stack, but the initial authorization state

of A-1 may now be out-of-date.

There is no way to provide a link from A’s authorization stack to the
initial authorization state of A-1. That is because after A-1 is started, thread A can
continue executing independently, and by time T A’s authorization stack may be

completely different, or perhaps A has terminated by then.

The present invention provides a solution to this problem. Let us say
that Security Thread A creates A-1. Then, A-1’s authorization stack is initialized
to an exact copy of A’s Authorization Stack. Subsequently, when a protection
domain that happened to be in A’s authorization stack at the time (of A-1’s
creation) is modified, it will also be found in A-1’s authorization stack. This

allows for all of A-1’s authorization states in the stack to be updated properly.

Turning to Figure 3, one can see how Security Thread A creates A-1.
Initially, thread A is running object A, which means that entries affected by A’s
protection domain were found in both A’s and A-1’s authorization stack. Later (in
step 5), thread A stops executing object A, and the corresponding entries in A’s
authorization stack are removed. However, since thread A-1 was created from the
code inside object A, the corresponding entries remain in A-1’s authorization
stack. Later, object A’s protection domain is modified. This no longer affects
thread A’s authorization stack, since it is not running object A. However, it does

affect A-1’s authorization stack which is updated accordingly.

13
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In one embodiment, there is a separate execution thread called
authorization stack refresh (ASR) thread, which will dynamically update the
contents of authorization stacks when protection domains change. This does not
guarantee immediate updates to authorization stacks, but will insure that they are
updated within some reasonable amount of time. Whether or not this thread is
started is optional, depending on whether or not the resource permissions need to

be updated while a particular object is running.

In order to securely implement the RACS, the identity of each object
must be authenticated both during the object download and during the object
launch (start of execution). Object authentication can be implemented

independently from the RACS and is outside of the scope of this discussion.

The resource permissions for a protection domain may change
dynamically and must also be delivered securely. Resource permissions for each
object may be signed with a private key of the authorization authority and should
include a version number to avoid version rollback attacks. Alternatively, the
authorization authority may deliver resource permissions via a secure message
protocol, such as TLS or IPSEC. The details of the delivery of resource

permissions are outside of the scope of this discussion.

Security of the RACS is further enhanced when all resource and
authentication checks are encapsulated inside a tamperproof security processor.

The design of the security processor is also outside of the scope of this discussion.

In conclusion, the present invention provides methods for controlling
resource access in a digital processing device. While the above is a complete
description of the preferred embodiment of the present invention, it is possible to
use various alternatives, modifications and equivalents. Therefore, the scope of

the present invention should be determined not with reference to the above

14
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description but should, instead, be determined with reference to the appended

claims, along with their full scope of equivalents.

15
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WHAT IS CLAIMED IS:

1. A method of controlling resource access in a digital
processing device, the method comprising:

allocating a first set of resources to a software object in the digital
processing device; and

changing the allocation of resources to the software object during

execution of the software object.

2. A method of controlling resource access in a digital
processing device, the method comprising:

identifying a first set of resources in the digital probessing device;

associating a domain with the first set of resources; and

allocating the first set of resources to a software object by associating

the software object with the domain.

3. The method of claim 2 wherein a software object can be

associated with one or more protection domains.

4. The method of claim 2 wherein the domain is a protection
domain.

5. The method of claim 4, wherein the protection domain is
static.

6. The method of claim 4, wherein the protection domain is
dynamic.

7. The method of claim 4, wherein the software object is

associated with a security group identification that associates the software object

with the protection domain.

8. The method of claim 4, wherein each of at least one software

object is associated with a single security group identification; and each different

16



— O VS N )

[« NV S N R S

WO 01/18650 PCT/US00/24290

security group identification associates the software object or objects associated

therewith with a different protection domain.

9. The method of claim 8§, further including:

running a security thread having an authorization state; and

calling software objects via the security thread, wherein the
authorization state is modified based upon the software objects called via the

security thread.

10.  The method of claim 9, wherein when a first software object
makes a call to a second software object, the authorization state is intersected with

the protection domain of the second software object.

11.  The method of claim 8, wherein all of the software objects
that are associated with the same security group identification are authorized for an

identical set of resources.

12.  The method of claim 9, further including:
associating an authorization stack with a security thread, wherein the
current authorization state of the security thread is the authorization state that is on

the top of the authorization stack.

13. A method of controlling resource access in a digital
processing device, the method comprising:

allocating a first set of resources to a software object in the digital
processing device; and

changing the allocation of resources to the software object to modify

the functionality of the software object.

14.  The method of claim 13, wherein the allocation of resources

to the software object is changed while the software object is executing,.

15.  The method of claim 13, further comprising:

17
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accepting payment from an end user in exchange for changing the

allocation of resources.

16. A system for controlling resource access in a digital
processing device, the system comprising:

means for allocating a first set of resources to a software object in the
digital processing device; and

means for changing the allocation of resources to the software object

during execution of the software object.

18
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