The present invention relates to a system and method for reducing the adverse impact of assertion instructions to processor performance so that programmers will be encouraged to include assertion instructions in computer programs. The system of the present invention includes memory and a compiler. The memory stores a first program to be compiled by the compiler. The compiler, in compiling the first program, translates a first function of the first program into a second function of a second program. The first function has assertion instructions that are translated by the compiler into translated assertion instructions, which are included in the second function. In compiling the first program, the compiler enables selective execution, based on a run time input, of a portion of the translated assertion instructions included in the second function.
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SYSTEM AND METHOD FOR ENABLING EFFICIENT PROCESSING OF A PROGRAM THAT INCLUDES ASSERTION INSTRUCTIONS

BACKGROUND OF THE INVENTION

[0001] 1. Field of the Invention

[0002] The present invention generally relates to data processing techniques and, in particular, to a system and method for reducing the adverse impact of assertion instructions to processor performance so that programmers will be encouraged to include assertion instructions in computer programs.

[0003] 2. Related Art

[0004] Computer programmers often insert assertions into computer code to help ensure that the computer code runs free of errors. An assertion is a Boolean statement used in a computer program to test a condition that, if the program is operating correctly, should always evaluate to a certain logic level (e.g., should always evaluate as true or should always evaluate as false). Therefore, if the tested condition evaluates to another logic level, then the assertion test fails, and it is known that an error in the execution of the program has occurred. When an assertion test fails, the program is typically terminated, and an appropriate error message is generated.

[0005] Although assertion testing helps to ensure correct operability of a running computer program, the inclusion of assertion instructions (i.e., instructions that perform assertion testing) in the computer program reduces performance. In particular, the execution of assertion instructions consumes processor time, yet the assertion instructions do not affect the functionality of a correctly operating computer program. In this regard, assertion testing affects the functionality of a program only when the assertion test fails, and the assertion test should never fail, if the program is operating properly.

[0006] As a result, many computer programmers insert assertion instructions into a computer program and utilize the assertion instructions only when testing or debugging the computer program. After the testing or debugging phase, the computer programmer will recompile the program into a version that does not include instructions for performing assertion testing. In this regard, most compilers provide an option for removing assertion instructions from the program being compiled. When the programmer selects to have the assertion instructions removed, the compiler ignores the assertion instructions in the source program. Therefore, the compiled version of the source program does not include instructions that have been translated from the assertion instructions included in the source program.

[0007] Consequently, when the compiled program executes, no assertion testing is performed, thereby maximizing the efficiency of a processor in executing the compiled program. However, even though the compiled program has already been tested and debugged at this point, it is possible for the program to include bugs that were not detected during the testing and debugging phases. These bugs may cause errors detectable by assertion instructions had the assertion instructions removed at compile time. Therefore, the optimized performance of running the program without assertion testing may allow the occurrence of an error that otherwise would have been detected by the assertion testing.

[0008] Thus, a heretofore unaddressed need exists in the industry for providing a system and method of reducing the adverse impact of assertion instructions to processor performance such that assertion instructions may be included in a program without significantly affecting the processor’s performance in executing the program.

SUMMARY OF THE INVENTION

[0009] The present invention overcomes the inadequacies and deficiencies of the prior art as discussed hereinbefore. Generally, the present invention relates to a system and method for reducing the adverse impact of assertion instructions to processor performance so that programmers will be encouraged to include assertion instructions in computer programs.

[0010] In architecture, the system of the present invention includes memory and a compiler. The memory stores a first program to be compiled by the compiler. The compiler, in compiling the first program, translates a first function of the first program into a second function of a second program. The first function has assertion instructions that are translated by the compiler into translated assertion instructions, which are included in the second function. In compiling the first program, the compiler enables selective execution, based on a run time input, of a portion of the translated assertion instructions that are included in the second function.

[0011] The present invention can also be viewed as providing a method for enabling selective assertion testing of computer programs based on run time inputs. The method can be broadly conceptualized by the following steps: translating a first function of a first computer program into a second function of a second computer program; the first function having assertion instructions, the second function having translated assertion instructions translated from the assertion instructions of the first function; detecting stall locations within the second function of said second computer program; inserting one of the translated assertion instructions into one of the stall locations in response to a detection of the one stall location in the detecting step; inserting a block of the translated assertion instructions into the second function; and enabling selective execution of the block of translated assertion instructions based on a run time input.

[0012] Other features and advantages of the present invention will become apparent to one skilled in the art upon examination of the following detailed description, when read in conjunction with the accompanying drawings. It is intended that all such features and advantages be included herein within the scope of the present invention and protected by the claims.

BRIEF DESCRIPTION OF THE DRAWINGS

[0013] The invention can be better understood with reference to the following drawings. The elements of the drawings are not necessarily to scale relative to each other, emphasis instead being placed upon clearly illustrating the principles of the invention. Furthermore, like reference numerals designate corresponding parts throughout the several views.
[0014] FIG. 1 is a block diagram illustrating a conventional computer system for compiling and executing computer programs.

[0015] FIG. 2 is a block diagram illustrating a function compiled by a conventional compiler depicted in FIG. 1.

[0016] FIG. 3 is a block diagram illustrating a computer system in accordance with the present invention for compiling and executing computer programs.

[0017] FIG. 4 is a block diagram illustrating a function compiled by a compiler depicted in FIG. 3.

[0018] FIG. 5 is a diagram of exemplary code that may be produced by the compiler depicted in FIG. 1 in producing the function depicted by FIG. 2.

[0019] FIG. 6 is a diagram of exemplary code that may be produced by the compiler depicted in FIG. 3 in translating assertion instructions of a program being compiled.

[0020] FIG. 7 is a diagram of exemplary code that may be produced by the compiler depicted in FIG. 3 in producing the function depicted by FIG. 4.

DETAILED DESCRIPTION OF THE PREFERRED EMBODIMENT

[0021] Generally described, the present invention relates to a system and method for reducing the adverse impact of assertion instructions to processor performance so that programmers will be encouraged to include assertion instructions in a computer program subsequent to the testing and debug phases. Before describing the features of the present invention, a conventional computer system 20, with reference to FIG. 1, will be described.

The conventional computer system 20 of FIG. 1 comprises one or more conventional processing elements 22, such as a digital signal processor (DSP), that communicate and drive the other elements within the system 20 via a local interface 25, which can include one or more buses. Furthermore, an input device 28, for example, a keyboard or a mouse, can be used to input data from a user of the system 20, and screen display 31 or a printer 34 can be used to output data to the user. A disk storage mechanism 37 can be connected to the local interface 25 to transfer data to and from a nonvolatile disk (e.g., magnetic, optical, etc.). The system 20 can be connected to a network interface 41 that allows the system 20 to exchange data with a network 44.

[0022] As shown by FIG. 1, the computer system 20 may include a computer program 46, a compiled program 48, and a compiler 50 stored in memory 52. The compiler 50 is configured to translate the computer program 46 into compiled program 48, which is in a form that may be interpreted directly with and executed by processing element 22. As an example, the computer program 46 may be written in a high level language (e.g., C or Fortran), and the compiled program 48 may be a compiled version of the computer program 46 in a lower level language (e.g., machine code).

[0023] The computer program 46 may include a plurality of functions (e.g., subroutines) and may include assertion instructions within one or more of the functions. A function is a block of code that includes a start statement (e.g., a function name unique to the function) that marks the beginning of the function and that is followed by an end statement (e.g., a return instruction) that marks the end of the function. FIG. 2 shows a block diagram of an exemplary function 62 that may be generated by compiler 50 in compiling program 46. As shown by FIG. 2, the function 62 includes a start function statement 65 marking the beginning of the function 62 and an end function statement 69 marking the end of the function 62. The function 62 also includes a block of code 67, which is a sequence of instructions that may be executed to perform any desired functionality.

[0025] The compiler 50 shown by FIG. 1 is an optimizing compiler, which employs various techniques to increase the execution performance of the compiled program 48. As an example, the optimizing compiler 50 analyzes the instructions of the program 46 and/or 48 to determine which instructions of the compiled version (i.e., program 48) are to be stalled during execution. In this regard, an instruction is stalled when execution of the instruction is temporarily halted until a particular condition occurs. For example, a first instruction, when executed, may retrieve data that is utilized in the execution of a second instruction. If execution of the second instruction is commenced before the foregoing data is retrieved and available for use in executing the second instruction, then an error may occur. The execution of the second instruction should be temporarily halted or, in other words, the second instruction should be stalled until the foregoing data is available. If the second instruction is not stalled until the foregoing data is available, then a data error may occur as the second instruction will likely utilize incorrect data during execution.

[0026] If the optimizing compiler 50 determines that the second instruction is to be stalled at run time, the optimizing compiler 50 may rearrange the order of the instructions to reduce the execution time of the compiled program 48. For example, the optimizing compiler 50 may move a third instruction to a stall location associated with the expected stalling of the second instruction. As used herein a “stall location” is a location in a computer program, in which any instruction located at the stall location will execute during a stall of another instruction. Therefore, the third instruction should execute during the stall of the second instruction. Thus, processing time is not wasted waiting on the stall of the second instruction to expire. U.S. Pat. No. 5,450,588, entitled “Reducing Pipeline Delays in Compilers by Code Hoisting,” which is incorporated herein by reference, describes an optimizing compiler that inserts instructions in front of instructions that are likely to be stalled, as described hereinabove.

[0027] It should be noted, however, that the rearranging of the instructions in a computer program is limited by certain constraints. For example, an instruction should be moved to a stall location only if it can be assured that the move will cause no data errors or create no additional data hazards. Thus, it is not always possible to move an instruction into each stall location of a program. If none of the instructions translated from program 46 by compiler 50 can be inserted into a particular stall location of compiled program 48, the compiler 50 usually inserts a “NO OP” (no operation) instruction into the stall location.

[0028] As noted in the Background of the Invention section, the compiler 50 can be configured to translate assertion instructions of the program 46 into translated assertion
instructions and to include the translated assertion instructions in the compiled program 48. Alternatively, the compiler 50 can be configured to ignore the assertion instructions in the program 46, such that the compiled program 48 contains no translated assertion instructions. As used herein, the term “translated assertion instructions” shall refer to a set of instructions translated by a compiler from one or more assertion instructions in a program that is being compiled by the compiler.

By including translated assertion instructions in the compiled program 48, it is possible to detect certain types of data errors. However, the execution time required to execute the program 48 is typically increased when translated assertion instructions are included in the program 48. By ignoring any assertion instructions in the program 46, the execution time required to execute the compiled program 48 can be minimized since the compiled program 48 includes no translated assertion instructions, but it is not possible to detect the data errors detectable by the ignored assertion instructions. Therefore, a trade-off exists between configuring the compiler 50 to include translated assertion instructions in the program 48 and configuring the compiler 50 to refrain from including translated assertion instructions in the program 48.

FIG. 3 depicts a computer system 100 in accordance with the principles of the present invention. Similar to conventional systems, the computer system 100 of the present invention preferably includes a processing element 22, a local interface 25, an input device 28, a display screen 31, a printer 34, a disk storage mechanism 37, memory 52, and a network interface 41 that may interface the system 100 with a network 44. The system 100 also includes a computer program 46 that is translated or compiled by a compiler 110 into a compiled program 115. Except as otherwise described herein, the compiler 110 of the present invention preferably utilizes techniques similar to conventional optimizing compilers 50 to translate or compile the program 46. Therefore, in the preferred embodiment, the compiled program 115 corresponds to a version of the program 46 written in a lower level language. For example, the program 46 may be written in C or Fortran, and the compiled program 115 may be a version of the program 46 written in machine code, which can be directly interfaced with and executed by processing element 22.

Although the compiler 110 is shown in FIG. 1 as being implemented in software, the compiler 110 can be implemented in hardware, software, or a combination thereof. Note that the compiler 110, when implemented in software, can be stored and transported on any computer-readable medium for use by or in connection with an instruction execution system, apparatus, or device, such as a computer-based system, processor-containing system, or other system that can fetch the instructions from the instruction execution system, apparatus, or device and execute the instructions. In the context of this document, a “computer-readable medium” can be any means that can contain, store, communicate, propagate, or transport the program for use by or in connection with the instruction execution system, apparatus, or device. The computer readable medium can be, for example but not limited to, an electronic, magnetic, optical, electromagnetic, infrared, or semiconductor system, apparatus, device, or propagated medium. More specific examples (a nonexhaustive list) of the computer-readable medium would include the following: an electrical connection (electronic) having one or more wires, a portable computer diskette (magnetic), a random access memory (RAM) (magnetic), a read-only memory (ROM) (magnetic), an eraseable programmable read-only memory (EPROM or Flash memory) (magnetic), an optical fiber (optical), and a portable compact disc read-only memory (CDROM) (optical).

The computer-readable medium could even be paper or another suitable medium upon which the program is printed, as the program can be electronically captured, via for instance optical scanning of the paper or other medium, then compiled, interpreted or otherwise processed in a suitable manner if necessary, and then stored in a computer memory. As an example, the compiler 110 may be magnetically stored and transported on a conventional portable computer diskette.

The compiler 110 is preferably configured to compile the program 46 into compiled program 115 such that whether or not assertion testing is performed in a run of the program 115 can be controlled at run time. Therefore, the compiler 110 is designed to translate the assertion instructions of program 46 into translated assertion instructions and to include translated assertion instructions in the compiled program 115. Furthermore, the compiler 110 is configured to insert into the compiled program 115 mode selection instructions that enable the extent of assertion testing to be controlled at run time.

In the preferred embodiment, the mode selection instructions inserted into the program 115 by the compiler 110 allow the user to select one of three modes of operation. In a first mode of operation, assertion testing is turned on such that assertion testing is performed despite the adverse effect on performance caused by the assertion testing. In the first mode of operation (hereinafter referred to as “mode 1”), any error detectable by the translated assertion instructions in compiled program 115 should be detected, and termination of the program 115 should occur in response to a detection of such an error. In a second mode of operation (hereinafter referred to as “mode 2”), assertion testing is turned off such that the program 115 is not terminated even if the program 115 includes an error detectable by the translated assertion instructions. In a third mode of operation (hereinafter referred to as “mode 3”), assertion testing is performed to the extent that performance of the program 115 is not significantly affected. In this regard, assertion testing is performed for a function until the function is otherwise ready to complete. In particular, once all of the non-assertion instructions in a function have been executed (other than an end function statement marking the end of the function), assertion testing is halted for the function, and execution of the function ends via execution of the end function statement.

To illustrate the principles of the present invention, refer to FIG. 4, which depicts a block diagram of an exemplary function 130 that has been translated by compiler 110. In this regard, function 130 represents a translated version of a function included in the program 46. Assume that the functions 62 and 130 depicted by FIGS. 2 and 4, respectively, have been translated from the same function in program 46. Therefore, FIG. 2 depicts a translated version of a function in program 46 as translated by compiler 50, and FIG. 4 depicts a translated version of the same function in program 46 as translated by compiler 110.
As shown by FIG. 4, the function 130 produced by compiler 110 includes a start function statement 65 that marks the beginning of function 130 and an end function statement 69 that marks the end of function 130. The function 130 also includes a block of code 135 that, when executed by processing element 22, should cause the processing element 22 to perform the functionality defined by the block of code 67 in the function 62 of FIG. 2. However, in the preferred embodiment, the block of code 135 also includes translated assertion instructions.

In this regard, the compiler 110 is preferably configured to compile the program 46 into program 115 according to conventional techniques, which are preferably optimizing techniques so that performance of program 115 is increased. In compiling the program 46, the compiler 110 is configured to analyze the program 46 and/or program 115 to determine where stalls are likely to occur in the compiled program 115. In other words, the compiler 110 identifies stall locations in the program 115. When possible, the compiler 110 is then configured to insert translated assertion instructions into the identified stall locations of program 115 (i.e., the points in the block of code 135 where stalls will occur at run time). Therefore, translated assertion instructions placed into the code 135 by the compiler 110 should be executed by the processing element 22 at run time in unused cycles caused by stalls, and the processing time of executing the code 135 should not be affected by including the translated assertion instructions in the code 135.

The amount of stall locations in the block of code 135 may be limited, and it may not be possible to insert each translated assertion instruction into a stall location of code 135. Each translated assertion instruction associated with function 130 that is not placed in the block of code 135 is preferably inserted into the function 130 by the compiler 110 after the block of code 135 but before the end function statement 69. These translated assertion instructions are represented as the remaining assertion code 141 in FIG. 4.

The compiler 110 also inserts into the program 115 a set of instructions, referred to herein as mode selection instructions 138. When executed by processing element 22, the mode selection instructions 138 cause the processing element 22 to set a mode indicator 139 (FIG. 3), such as one or more flags in a control register or some other data location, for example, that indicates which of the three aforementioned modes of operation is selected at run time. For example, in response to the mode selection instructions 138, the processing element 22 may prompt the user via a display device 31, for an input for selecting the mode of operation. In response, the user may enter an input via input device 28, and the mode indicator 139 may be set in response to execution of the mode select instructions 138 and based on the input provided by the user. Alternatively, the input used to set the mode select indicator may be passed to the function 130 from another function in program 115 or in another program (not shown) that calls the function 130. It should be apparent to one skilled in the art that there are various techniques that may be employed to set the mode indicator 139 for controlling the mode of operation, and any of these techniques may be employed in implementing the present invention.

The compiler 110 also inserts a set of instructions, referred to herein as mode test instructions 144, into the function 130 preferably before the remaining assertion code 141 and after the block of code 135. In response to the mode test instructions 144, the processing element 22 analyzes the mode indicator 139. If the mode indicator 139 indicates the selection of mode 1, then assertion testing is turned on. Therefore, after executing the mode test instructions 144, the processing element 22 proceeds to execute the remaining assertion code 141. However, if the mode indicator 139 indicates the selection of another mode (i.e., mode 2 or 3), then the remaining assertion code 141 should not be executed, and the function 130 is immediately terminated by executing the end function statement 69 after the mode test instructions 144.

The foregoing functionality may be accomplished by including in the mode test instructions 144 a conditional branch that causes the processing element 22 to branch to the end function statement 69 only when the mode indicator 139 indicates that mode 2 or 3 is selected. However, there are other techniques well known in the art that may be employed to achieve the foregoing functionality.

Outside of function 130, the compiler 110 preferably inserts mode test instructions 152 and assertion handling code 155. Each time an assertion test defined by the translated assertion instructions in function 130 fails, an error has occurred, and the translated assertion instructions in the function 130 cause the processing element 22 to branch to mode test instructions 152.

The mode test instructions 152, when executed by the processing element 22, cause the processing element 22 to analyze the mode indicator 139 to determine whether mode 3 has been selected. If mode 3 has been selected, then assertion testing has been turned off. Therefore, when the mode indicator 139 indicates that mode 3 has been selected, the mode test instructions 152, when executed by processing element 22, cause the processing element 22 to return to the function 130. Preferably, the processing element 22 returns to the instruction following the instruction that previously caused the processing element 22 to branch to the mode test instructions 152. This may be accomplished in a variety of ways. For example, upon branching to the mode test instructions 152, the address of the instruction causing the branch could be saved in a control register (not shown) or some other data location. To branch back to the function 130, this address could be retrieved and used to locate the instruction following the foregoing branch instruction that previously caused the branch to the mode test instructions 152.

If the mode indicator 139 indicates that mode 3 has not been selected (i.e., another mode has been selected), then the mode test instructions 152, when executed by processing element 22, cause the processing element 22 to proceed to the assertion handling code 155 for execution. Therefore, the assertion handling code 155 is only executed when an error detectable by the translated assertion instructions in the function 130 has occurred and when the assertion testing is turned on via selection of either mode 1 or mode 2. In response to the assertion handling code 155, the processing element 22 appropriately handles the detected error. In the preferred embodiment, the assertion handling code 155, when executed by processing element 22, causes the processing element 22 to output an appropriate error message via display device 31 and/or printer 34 and to terminate the run of the program 115.
Although it is possible to place mode test instructions 152 and assertion handling code 155 within the function 130, it is preferable to place the instructions 152 and the code 155 outside of the function 130, as shown by FIG. 4. By placing the mode test instructions 152 outside of function 130, the performance effect to the function 130 can be minimized, and all functions in the program 115 can have direct access to the assertion handling code 155.

Note that the mode selection instructions 138, the mode test instructions 144, and/or the mode test instructions 152 are preferably generated automatically by the compiler 110 in the preferred embodiment. However, it is possible for a programmer of program 46 to include the functionality of these instructions in the program 46 so that the compiler 46 generates instructions 138, 144, and/or 152 by translating code from program 46.

To better illustrate techniques that may be employed by compiler 110 to implement the present invention, refer to FIGS. 5-7. FIG. 5 depicts an exemplary block of code 171 defining a portion of a function in the program 48 (FIG. 1) written in machine code or, in other words, written in a form compatible with processing element 22. In this regard, the compiler 50 translates a portion of a function in the program 46 into the code 171 depicted in FIG. 5. These instructions may be used to form a portion of compiled program 48. In particular, the foregoing instructions may define the block of code 67 and the end function statement 69 of FIG. 2, in which “END” is the end function statement 69 and the other instructions of FIG. 5 are the block of code 67. It assumed that the compiler 50, generating code 171, is designed to ignore assertion instructions in the program 46. In other words, assertion testing is turned off during compiling such that code 171 includes no instructions translated from assertion instructions in program 46.

Through techniques known in the art, compiler 50 detects which translated instructions (i.e., instructions translated from the instructions of program 46) in compiled program 48 will be stalled. The compiler 50 may then rearrange the order of translated instructions in code 171, at compile time, such that a translated instruction executes while another of the translated instructions is being stalled. In other words, the compiler 50 detects stall locations in the code 171 and, where possible, moves translated instructions into the stall locations. However, compiler 50 is not always able to rearrange the order of translated instructions such that a translated instruction executes in each cycle in which an instruction is stalled. In other words, the compiler 50 is not always able to move a translated instruction to each stall location. As a result, for some cycles, there are no translated instructions that are to be executed. The compiler 50 usually inserts a “NO OP” (no operation) instruction into each stall location that does not have a translated instruction inserted therein. As shown by FIG. 5, a number of “NO OP” instructions exist in the compiled set of instructions 171.

Assume now that the same portion of the same function in program 46 is compiled by the compiler 110 of the present invention in translating program 46 into compiled program 115. Further assume that the foregoing portion of the function in program 46 includes three assertion instructions (in which each assertion instruction in program 46 defines an assertion test) and that the translated version of each of these assertion instructions is shown by FIG. 6 as blocks of code 182, 184, and 186, respectively. In other words, in compiling the three assertion instructions of program 46, the compiler generates code blocks 182, 184, and 186, respectively.

FIG. 7 depicts code 191 that may be generated by compiler 110 in compiling the aforementioned portion of the aforementioned function in program 46. Note that the code 191 is the same as the code 171 except that instructions from blocks of code 182 and 184 have been inserted into the code 191 in lieu of the “NO OP” instructions of code 171 and except that instructions have been inserted before the end function statement 69. In particular, instructions defining the mode test instructions 144 and the remaining assertion code 141 of FIG. 4 have been inserted before the end function statement 69 by the compiler 110. Note that the instructions of the remaining assertion code 141 are the instructions of code blocks 182, 184, and 186 that were not inserted into the block of code 135 in lieu of “NO OP” instructions.

It is assumed that the address identified by the word “SKIP” in the code 191 is the start of the mode test instructions 152 of FIG. 4. Therefore, if any of the assertion tests defined by assertion blocks 182, 184, or 186 fails at run time, at least one of the “BRANCH !->, SKIP” instructions should cause the processing element 22 to branch to mode test instructions 152. However, if each of the assertion tests defined by assertion blocks 182, 184, or 186 passes at run time, then each “BRANCH !->, SKIP” instruction does not induce a branch, and the processing element 22 proceeds to the next instruction after the “BRANCH !->, SKIP” instruction for execution.

Note that the test mode instructions 144, when executed by processing element 22, cause the processing element 22 to compare the mode indicator 139 to a predefined value. This predefined value should be set such that the “BRANCH !->, FINISHED” instruction, when executed by processing element 22, causes the processing element 22 to branch to the end function statement 69 only when the mode indicator 139 indicates that mode 2 has been selected. Otherwise, the processing element 22 proceeds to the next instruction (i.e., the “LOAD REGISTER4, FFB” instruction) for execution.

The preferred use and operation of the system 100 and associated methodology are described hereafter with reference to FIG. 4.

Initially, compiler 110 compiles computer program 46 into compiled program 115. Some time thereafter, compiled program 115 is invoked and begins to run. The mode selection instructions 138 are executed, and the mode indicator 139 is set in response to execution of the mode selection instructions 138. For example, the processing element 22 (FIG. 3), in response to execution of the mode selection instructions 138, may transmit data defining a prompt message to the display device 31. In response to the foregoing data, the display device 31 may prompt the user (i.e., display a prompt message) to select the mode of operation. The user may then enter an input indicating which mode of operation is selected by the user. Based on this input and in response to the mode selection instructions 138, the
processing element 22 sets the mode indicator 139 to indicate the selected mode of operation.

[0054] Assume in a first example that the mode indicator 139 indicates selection of mode 1 as the mode of operation. In other words, the mode indicator 139 indicates that assertion testing is turned on and that the translated assertion instructions in program 115 within the program flow of the present run are to be executed even though execution of these instructions may significantly impact processor performance. Assume that at some point after the selection of the mode of operation, the processing element 22 executes the block of code 135. As previously set forth hereinabove, translated assertion instructions are preferably included at stall locations in the block of code 135 and are, therefore, executed while other instructions in the block of code 135 are being stalled.

[0055] Once the block of code 135 is executed, the processing element 22 executes mode test instructions 144. In response to the mode test instructions 144, the processing element 22 tests the mode indicator 139 to determine whether the remaining assertion code 141 should be executed or whether the remaining assertion code 141 should be bypassed. Since the mode indicator 139 indicates that mode 1 has been selected and, therefore, that assertion testing is turned on, processing element 22 proceeds to execute the remaining assertion code 141. After executing the remaining assertion code 141, processing element 22 proceeds to execute the end function statement 69, thereby terminating function 130.

[0056] If at any point in the execution of block of code 135 or remaining assertion code 141 an assertion test fails, the processing element 22 branches to mode test instructions 152 in response to the translated assertion instructions defining the failed assertion test. In response to the mode test instructions 152, the processing element 22 executes the block of code 135. As previously set forth hereinabove, translated assertion instructions are preferably included at stall locations in the block of code 135 and are, therefore, executed while other instructions in the block of code 135 are being stalled.

[0057] Assume in a second example that the mode indicator 139 indicates selection of mode 2 as the mode of operation. In other words, the mode indicator 139 indicates that assertion testing is turned off so that the program 48 is not terminated in response to a failed assertion test. Assume that at some point after the selection of the mode of operation, the processing element 22 executes the block of code 135. As previously set forth hereinabove, translated assertion instructions are preferably included at stall locations in the block of code 135 and are, therefore, executed while other instructions in the block of code 135 are being stalled.

[0058] Once the block of code 135 is executed, the processing element 22 executes mode test instructions 144. In response to the mode test instructions 144, the processing element 22 tests the mode indicator 139 to determine whether the remaining assertion code 141 should be executed or whether the remaining assertion code 141 should be bypassed. Since the mode indicator 139 indicates that mode 2 has been selected and, therefore, that assertion testing is turned off, processing element 22 branches around remaining assertion code 141 and executes the end function statement 69, thereby terminating function 130. Therefore, processor time is not utilized executing the remaining assertion code 141.

[0059] If at any point in the execution of block of code 135 an assertion test fails, the processing element 22 branches to mode test instructions 152 in response to the translated assertion instructions defining the failed assertion test. In response to the mode test instructions 152, the processing element 22 tests the mode indicator 139 to determine whether the assertion handling code 155 should be executed or whether the processing element 22 should return to function 130 to continue execution. Since the mode indicator 139 indicates that mode 2 has been selected and, therefore, that assertion testing is turned off, processing element 22 returns to block of code 135 to complete the execution of the function 130. Therefore, if an assertion test fails during the execution of function 130, the execution of program 115 is not terminated.

[0060] Assume in a third example that the mode indicator 139 indicates selection of mode 3 as the mode of operation. In other words, the mode indicator 139 indicates that assertion testing is not turned off but should only be performed to the extent that processor performance is not significantly impacted by the assertion testing. Assume that at some point after the selection of the mode of operation, the processing element 22 executes the block of code 135. As previously set forth hereinabove, translated assertion instructions are preferably included at stall locations in the block of code 135 and are, therefore, executed while other instructions in the block of code 135 are being stalled.

[0061] Once the block of code 135 is executed, the processing element 22 executes mode test instructions 144. In response to the mode test instructions 144, the processing element 22 tests the mode indicator 139 to determine whether the remaining assertion code 141 should be executed or whether the remaining assertion code 141 should be bypassed. Since the mode indicator 139 indicates that mode 3 has been selected and, therefore, that assertion testing should be performed only to the extent that processor performance is not significantly impacted, processing element 22 branches around remaining assertion code 141 as execution of the remaining assertion code 141 would utilize processor time and extend the execution of function 130 when the function 130 is otherwise ready to terminate. In particular, the processing element 22 branches from the mode test instructions 144 directly to the end function statement 69, thereby terminating function 130. Therefore, processor time is not utilized executing the remaining assertion code 141, and the execution of function 130 is not needlessly extended by the execution of translated assertion instructions.

[0062] If at any point in the execution of block of code 135 an assertion test fails, the processing element 22 branches to mode test instructions 152 in response to the translated assertion instructions defining the failed assertion test. In response to the mode test instructions 152, the processing
element 22 tests the mode indicator 139 to determine whether the assertion handling code 155 should be executed or whether the processing element 22 should return to function 130 to continue execution. Since the mode indicator 139 indicates that mode 3 has been selected and, therefore, that assertion testing is not turned off, processing element 22 proceeds to execute assertion handling code 141. In response to the assertion handling code 141, the processing element 22 terminates execution of compiled program 115. Therefore, if an assertion test fails during the execution of function 130, the execution of program 115 is terminated.

[0063] As a result of the foregoing, a determination does not have to be made at compile time whether the program 46 should be compiled into a version that performs assertion testing or into an optimized version that does not perform assertion testing. Instead, translated assertion instructions can be inserted into a compiled version of the program 46 (i.e., into compiled program 115) and a decision at run time can be made whether to turn assertion testing on or off. Furthermore, an option can be provided based on an input at run time to turn assertion testing on but only to the extent that processor performance is not significantly affected. Accordingly, programmers should be encouraged to compile program 46 into versions capable of performing assertion testing.

[0064] It should be emphasized that the above-described embodiments of the present invention, particularly, any “preferred” embodiments, are merely possible examples of implementations, merely set forth for a clear understanding of the principles of the invention. Many variations and modifications may be made to the above-described embodiment(s) of the invention without departing substantially from the spirit and principles of the invention. All such modifications and variations are intended to be included herein within the scope of this disclosure and the present invention and protected by the following claims.

Now, therefore, the following is claimed:

1. A system for enabling selective assertion testing of computer programs based on run time inputs, comprising:

   - memory;
   - a compiler configured to translate a first function of a first program stored in said memory into a second function of a second program, said first function having assertion instructions, said second function having translated assertion instructions translated from said assertion instructions of said first function, said compiler configured to enable selective execution of a portion of said translated assertion instructions based on a run time input.

2. The system of claim 1, wherein said compiler is further configured to enable the execution of each said translated assertion instruction that extends an execution time of said second function to be prevented.

3. The system of claim 1, wherein said compiler is further configured to enable selective execution of assertion handling code based on said run time input in response to a failed assertion test that is defined by said translated assertion instructions.

4. The system of claim 1, wherein said compiler is further configured to detect stall locations in said second function and to insert into said stall locations each said translated assertion instruction that is outside of said portion.

5. The system of claim 4, wherein said compiler is further configured to enable execution of each said translated assertion instruction that is outside of said portion regardless of said run time input.

6. A system for enabling selective assertion testing of computer programs based on run time inputs, comprising:

   - memory; and
   - a compiler configured to translate a first program stored in said memory into a second program, said first program having assertion instructions, said compiler configured to translate said assertion instructions into translated assertion instructions and to insert said translated assertion instructions into said second program, said compiler configured to detect a stall location in said second program and to insert one of said translated assertion instructions into said second program at said stall location in response to a detection of said stall location, said compiler further configured to insert mode selection instructions and mode test instructions in said second program,

   wherein said mode selection instructions, when executed by a processing element, cause said processing element to control a value of a mode indicator based on a run time input, and wherein said mode test instructions, when executed by said processing element, cause said processing element, based on said mode indicator, to control whether at least one of said translated assertion instructions is executed by said processing element.

7. The system of claim 6, wherein said compiler is configured to automatically generate said mode selection instructions and said mode testing instructions in response to at least one of said assertion instructions in said first program.

8. The system of claim 6, wherein:

   - said translated assertion instructions and said mode testing instructions are inserted into a single function of said second program by said compiler;
   - said compiler further is further configured to insert assertion handling instructions and a second set of mode testing assertions into said second program and outside of said function, said assertion handling instructions, when executed by said processing element, cause said processing element to terminate execution of said second program;
   - at least one of said translated assertion instructions, when executed by said processing element, causes said processing element to branch to said second set of mode testing assertions in response to a failed assertion test; and
   - said second set of mode test instructions, when executed by said processing element, causes said processing element to control whether said assertion handling instructions are executed based on said value of said mode indicator.

9. The system of claim 8, wherein said second set of mode test instructions, when executed by said processing element, causes said processing element to branch back to said function if said value of said mode indicator indicates that said assertion handling instructions are not to be executed.
10. A method for enabling selective assertion testing of computer programs based on run time inputs, comprising the steps of:

translating a first function of a first computer program into a second function of a second computer program, said first function having assertion instructions, said second function having translated assertion instructions translated from said assertion instructions of said first function;

detecting stall locations within said second function of said second computer program;

inserting one of said translated assertion instructions into one of said stall locations in response to a detection of said one stall location in said detecting step;

inserting a block of said translated assertion instructions into said second function; and

enabling selective execution of said block of translated assertion instructions based on a run time input.

11. The method of claim 10, further comprising the step of executing said one assertion instruction regardless of said run time input.

12. The method of claim 10, further comprising the step of:

enabling selective execution, based on said run time input, of assertion handling code in response to a failed assertion test that is defined by said translated assertion instructions.

13. The method of claim 10, further comprising the step of:

enabling execution of each said translated assertion instruction that is outside of said block of translated assertion instructions regardless of said run time input.

14. A method for enabling selective assertion testing of computer programs based on run time inputs, comprising the steps of:

translating a first function of a first computer program into a second function of a second computer program, said first function having assertion instructions, said second function having translated assertion instructions translated from said assertion instructions of said first function; and

enabling selective execution of a portion of said translated assertion instructions based on a run time input.

15. The method of claim 14, further comprising the step of preventing execution of each said translated assertion instruction that extends an execution time of said second function.

16. The method of claim 14, wherein said enabling step is automatically performed along with said translating step.

17. The method of claim 14, further comprising the steps of:

detecting stall locations in said second function; and

inserting into said stall locations each said translated assertion instruction that is outside of said portion.

18. The method of claim 17, further comprising the step of:

enabling execution of each said translated assertion instruction that is outside of said portion regardless of said run time input.

19. The method of claim 17, further comprising the step of:

enabling selective execution, based on said run time input, of assertion handling code in response to a failed assertion test defined by said translated assertion instructions.

* * * * *