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(57) Abstract: Various technologies and techniques are disclosed for providing a programming model for modular development.
A definition feature is provided that allows a definition to be specified for a particular method that is part of an application. A
production feature allows a functionality implementation to be specified for the particular method separately from the definition.

& A consumption feature allows a method call to be made indirectly to the functionality implementation of the particular method by
& referencing the definition of the particular method from a consuming method. The consuming method has no awareness of the
functionality implementation for the particular method. An analysis process inspects components containing indirect associations
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application.

between these consumers and producers of application functionality to generate a graph of direct associations between the consumers
and producers without having to actually load the components. A loader process uses the graph of direct associations to run the
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PROGRAMMING MODEL FOR MODULAR DEVELOPMENT
BACKGROUND

[001] Computer software can be written by software developers using one or more
software development tools. In software development programs, the developer
writes a series of code segments called methods or functions that are each designed
to perform one or more tasks. The developer also writes code that connects the
methods together so that they are executed in one or more desired orders. The
typical way of connecting methods together is by making a call to a particular
method from within another method. Simple software applications may be written
as one or more methods that are contained within a single program file. However,
with more comprehensive software applications, it is common is to separate the
functionality of the software application into different components or assemblies
that are contained in different files. When a first component of the application
wants to call one or more methods that are contained in a second component, a
reference is made to the second component in the source code of the first
component so the first component knows how to find and communicate with the
second component. After the reference is made, code can be written to directly call
a desired method in the second component.
[002] One problem with directly referencing a particular method in one component
from another component is that there is no easy way for a developer to come in
later and use different functionality for that particular method. One way the
developer can implement the new functionality is to change the source code within
that specific method to achieve the different functionality. However, the problem
with this potential solution is that the developer may want to keep that particular
method intact for use in some situations, yet use a totally different implementation
for the present situation. Another option is to write a totally new method that
contains the different functionality, and then change the first component to directly
reference and call the new method. Both of these solutions can be tedious and
greatly limit the extensibility of an application after original product shipment. For
example, in the case of MICROSOFT® programming technologies, while
extensibility can be fairly achievable using the MICROSOFT® Component Object



10

15

20

25

30

MS 319258.02
WO 2008/147738 PCT/US2008/063997

Model (COM), it is not as achievable using MICROSOFT® .NET. Even when
using COM to create the abstraction of interface-> implementation, there is no
method to determine dependencies or closure. This is especially problematic when
derivations are made on specific implementations of a particular method. This locks
the original code author to either being locked into one implementation, or to break
extensibility based upon that implementation.

SUMMARY
[003] Various technologies and techniques are disclosed for providing a
programming model for modular development. A definition feature is provided
that allows a definition to be specified for a particular method that is part of an
application. A production feature allows a functionality implementation to be
specified for the particular method separately from the definition. A consumption
teature allows a method call to be made indirectly to the functionality
implementation of the particular method by referencing the definition of the
particular method from a consuming method. The consuming method has no
awareness of the functionality implementation for the particular method. An
analysis process inspects components containing indirect associations between
these consumers and producers of application functionality to generate a graph of
direct associations between the consumers and producers without having to actually
load the components. A loader process uses the graph of direct associations to run
the application.
[004] In one implementation, an original functionality implementation can be
replaced with a different functionality implementation. A publicly accessible
definition is provided for a particular method that is part of an application. An
original private, inaccessible functionality implementation can be provided for the
particular method separately from the definition. A consuming method is provided
that indirectly calls the original functionality implementation of the particular
method by referencing the definition of the particular method. The consuming
method has no awareness and needs no awareness of the original functionality
implementation for the particular method. A different or complimentary

(additional) functionality implementation is then provided for the particular method
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to be used in a current configuration of the application instead of the original
functionality implementation. An intermediate language version of the application
1s recompiled to point to the different or multiple functionality implementations.
[005] This Summary was provided to introduce a selection of concepts in a
simplified form that are further described below in the Detailed Description. This
Summary is not intended to identify key features or essential features of the
claimed subject matter, nor is it intended to be used as an aid in determining the
scope of the claimed subject matter.

BRIEF DESCRIPTION OF THE DRAWINGS
[006] Figure 1 is a diagrammatic view of a computer system of one
implementation.
[007] Figure 2 is a diagrammatic view of a framework application of one
implementation operating on the computer system of Figure 1.
[008] Figure 3 is a process flow diagram for one implementation of the system of
Figure 1 that illustrates the definition, production, and consumption features of a
programming model for modular development.
[009] Figure 4 is a process flow diagram for one implementation of the system of
Figure 1 illustrating the stages involved in using pre-defined attributes with the
definition, production, and consumption features to designate the respective areas
in the source code.
[010] Figure 5 is a diagram for one implementation of the system of Figure 1
illustrating some exemplary source code that uses the definition, production, and
consumption features and the respective pre-defined attributes to create a portion of
a software application.
[011] Figure 6 is a process flow diagram for one implementation of the system of
Figure 1 illustrating the stages involved in performing an analysis process and a
loading process to construct and load the application.
[012] Figure 7 is a process flow diagram for one implementation of the system of
Figure 1 that illustrates the stages involved in providing multiple implementations

of a particular method using extensions.
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[013] Figure 8 is a process flow diagram for one implementation of the system of
Figure 1 that illustrates the stages involved in replacing an original functionality
implementation of a method with a different functionality implementation.
DETAILED DESCRIPTION
[014] For the purposes of promoting an understanding of the principles of the
invention, reference will now be made to the embodiments illustrated in the
drawings and specific language will be used to describe the same. It will
nevertheless be understood that no limitation of the scope is thereby intended. Any
alterations and further modifications in the described embodiments, and any further
applications of the principles as described herein are contemplated as would
normally occur to one skilled in the art.
[015] The system may be described in the general context as an application that
provides a framework for developing and/or executing modular software
applications, but the system also serves other purposes in addition to these. In one
implementation, one or more of the techniques described herein can be
implemented as features within a framework program such as MICROSOFT®
NET Framework, or from any other type of program or service that enables the
creation and/or execution of software applications.
[016] In one implementation, a platform for developing modular software
applications is provided that allows the developer to design code up front that can
be extended post development. The system makes use of indirect relationships
between consumers and producers, and the isolation of these components, to make
the application flexible and extensible. The terms consumer and consuming
method as used herein are meant to include a method, function, procedure, or other
process that wishes to execute functionality contained elsewhere. The term
producer as used herein is meant to include a method, function, procedure, or other
process that implements an underlying functionality for a particular purpose. A
definition is provided by a public interface or other means to specify what the
functionality implementation should look like (e.g. its signature or contract), and
optionally includes metadata that can be used by the consumer to differentiate

between intended uses. The consuming method references this definition at the
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spot where it wishes to call the actual producer, instead of directly referencing the
producer itself. An analysis process is responsible for generating a graph of direct
relationships from these indirect relationships. The term “graph of direct
relationships” is meant to include a graph, list, or other data structure that contains
the list of direct relationships. The loader then uses this graph of relationships to
run the application appropriately. By using these indirect relationships instead of
direct connections between producers and consumers, the system allows new
implementations to be plugged in post-shipment or at other times to allow for
different application configurations.

[017] As shown in Figure 1, an exemplary computer system to use for
implementing one or more parts of the system includes a computing device, such as
computing device 100. In its most basic configuration, computing device 100
typically includes at least one processing unit 102 and memory 104. Depending on
the exact configuration and type of computing device, memory 104 may be volatile
(such as RAM), non-volatile (such as ROM, flash memory, etc.) or some
combination of the two. This most basic configuration is illustrated in Figure 1 by
dashed line 106.

[018] Additionally, device 100 may also have additional features/functionality.
For example, device 100 may also include additional storage (removable and/or
non-removable) including, but not limited to, magnetic or optical disks or tape.
Such additional storage is illustrated in Figure 1 by removable storage 108 and non-
removable storage 110. Computer storage media includes volatile and nonvolatile,
removable and non-removable media implemented in any method or technology for
storage of information such as computer readable instructions, data structures,
program modules or other data. Memory 104, removable storage 108 and non-
removable storage 110 are all examples of computer storage media. Computer
storage media includes, but is not limited to, RAM, ROM, EEPROM, flash memory
or other memory technology, CD-ROM, digital versatile disks (DVD) or other
optical storage, magnetic cassettes, magnetic tape, magnetic disk storage or other

magnetic storage devices, or any other medium which can be used to store the
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desired information and which can accessed by device 100. Any such computer
storage media may be part of device 100.

[019] Computing device 100 includes one or more communication connections
114 that allow computing device 100 to communicate with other
computers/applications 115. Device 100 may also have input device(s) 112 such as
keyboard, mouse, pen, voice input device, touch input device, etc. Output device(s)
111 such as a display, speakers, printer, etc. may also be included. These devices
are well known in the art and need not be discussed at length here.

[020] In one implementation, computing device 100 includes framework
application 200. Framework application 200 can include various components that
enable the creation and/or execution of software applications, such as a builder
component 201, an analyzer component 202, and a loader component 203. In one
implementation, the builder component 201 provides the programming patterns and
practices that are used in the framework, along with verification tools that check
and enforce adherence to these rules at build time. These programming patterns
and practices are described in further detail in various figures herein, including
Figures 2-5. In one implementation, the analyzer component 202 is responsible for
connecting producers and consumers together. The analyzer component 202
ensures that all required service dependencies that are otherwise indirect are
satistied and that the model is complete, as described in Figures 2 and 6. In one
implementation, the loader component 203 handles loading and activation of
programs/assemblies, transfers calls from consumers to the appropriate
functionality producers, and in the case of extensions, provides access to their
associated metadata. Once constructed and linked together, though, the application
generally executes with very little involvement from the loader. The loader
component 203 is also described in further detail in various figures herein, such as
Figures 7 and 8. While Figure 1 shows the framework application 200 as having
three components: builder 201, analyzer 202, and loader 203, it will be appreciated
that in other implementations, fewer, all, and/or additional components can be
included. Several features of framework application 200 will now be described in

reference to Figure 2.
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[021] Turning now to Figure 2 with continued reference to Figure 1, a framework
application 200 operating on computing device 100 is illustrated. Framework
application 200 is one of the application programs that reside on computing device
100. However, it will be understood that framework application 200 can
alternatively or additionally be embodied as computer-executable instructions on
one or more computers and/or in different variations than shown on Figure 1.
Alternatively or additionally, one or more parts of framework application 200 can
be part of system memory 104, on other computers and/or applications 115, or other
such variations as would occur to one in the computer software art.

[022] Framework application 200 includes program logic 204, which is
responsible for carrying out some or all of the techniques described herein.
Program logic 204 includes logic for providing a software modular design/build
feature that allows consumers (e.g. consuming methods) to be connected to
producers (functionally implementations) indirectly through references to interfaces
that define the producers 206; logic for providing an analysis process that is
operable to inspect components containing indirect associations between consumers
and producers of application functionality for an application to generate a graph of
direct associations between the consumers and producers without having to actually
load the components 208; logic for providing the analysis process as a final compile
step to ensure that binding can be achieved between the consumers and producers
210; logic for generating the result of the analysis process in an intermediate
language that is later converted to a machine language using just-in-time
compilation techniques 212; logic for providing a loader process that is operable to
use the graph of direct associations to run the application 214; logic for ensuring
that the loader process will not run the application if the analysis process reveals
that binding cannot be achieved between the consumers and producers 216; and
other logic for operating application 220. In one implementation, program logic
204 is operable to be called programmatically from another program, such as using
a single call to a procedure in program logic 204.

[023] Turning now to Figures 3-9 with continued reference to Figures 1-2, the

stages for implementing one or more implementations of framework application
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200 are described in further detail. Figure 3 is a process flow diagram for
framework application 200 that illustrates the definition, production, and
consumption features of a programming model for modular development. In one
torm, the process of Figure 3 is at least partially implemented in the operating logic
of computing device 100. The process begins at start point 240 with providing a
definition feature that allows a definition to be specified for a particular method
that is part of an application (stage 242). A production feature is provided that
allows a functionality implementation to be specified for the particular method
separately from the definition (stage 244). In one implementation, the production
tfeature optionally prohibits the functionality implementation from being declared
as a public method to ensure that no method calls can be made directly to the
functionality implementation (stage 244). A consumption feature is provided that
allows a method call to be made indirectly to the functionality implementation of
the particular method by referencing the definition of the particular method from a
consuming method (stage 246). The consuming method has no awareness of the
functionality implementation (stage 246). While the example described in Figure 3
and some other figures discusses just one particular method, the definition,
production, and consumption features can be used with multiple methods or
functions to build a software application. The process ends at end point 248.

[024] Figure 4 illustrates one implementation of the stages involved in using pre-
defined attributes with the definition, production, and consumption features to
designate the respective areas in the source code. In one form, the process of
Figure 4 is at least partially implemented in the operating logic of computing
device 100. The process begins at start point 270 with the definition feature
supporting decorating an interface with a pre-defined definition attribute to
designate the interface as the definition (stage 272). The production feature
supports decorating the functionality implementation with a pre-defined production
attribute to designate that the functionality implementation is present (stage 274).
The consumption feature supports decorating the consuming method with a pre-
defined consumption attribute to designate that the consuming method contains the

method call that references the definition of the particular method (stage 276).
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These attribute decorations are used by an analysis process to help identify the
indirect associations which are then used to create a graph of direct association
(stage 278). The process ends at end point 280.

[025] Figure 5 is a diagram of one implementation that illustrates some exemplary
source code that uses the definition, production, and consumption features
described in Figure 3 and the respective pre-detined attributes described in Figure 4
to create a portion of a software application. In one form, some or all of the
teatures illustrated in Figure 5 are at least partially implemented in the operating
logic of computing device 100. Three separate components or assemblies are
shown, called Poker.dll 281, CardGameUltilities.dll 284, and CardShuffler.dll 287.
As described in further detail herein in the discussion of Figure 5, the Poker.dll
component 281 is the consumer component (e.g. consumer), the
CardGameUltilities.dll component 284 is the definition component, and the
CardShuftler.dll component 287 is the production component (e.g. producer).

[026] A pre-defined definition attribute called “ServiceDefinition” 285 is provided
in the definition component, CardGameUtilities.dll 284. This pre-defined
definition decorates a public interface called “iShuftler” 286. The iShuffler public
interface 286 defines the contract for what the particular “shuftler” method should
look like in an underlying functionality implementation. The functionality
implementation is actually provided in the separate production component,
CardShuftler.dll component 287. A pre-defined production attribute called
“ServiceProduction” 288 decorates the functionality implementation of the
“Shuftfle” method 289. The actual code to implement the desired functionality 1s
provided in the “Shuffle” method 289. The consumer component, Poker.dll 281
contains a method call to the shuffle method from within the StartGame method
283. However, the method call is itself indirect in that it does not directly reference
the actual shuffle method 289, but instead only references the definition provided in
the public interface 286 of the definition component 284. Thus, the consumer
component 281 has no knowledge of the production component 287 that contains

the actual implementation. As described in further detail herein, it is the job of the
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analyzer and loader to assemble and load these indirect references into a graph of
direct relationships that can be executed in the application.

[027] Figure 6 illustrates one implementation of the stages involved in performing
an analysis process and a loading process to construct and load the application. In
one form, the process of Figure 6 is at least partially implemented in the operating
logic of computing device 100. The process begins at start point 300 with
performing an analysis process prior to runtime to generate a graph of direct
associations from indirect references (e.g. including a direct association between a
particular consuming method and the functionality implementation of a particular
method) (stage 302). The analysis process ensures that all required service
dependencies for indirect associations are satistied so that binding can be achieved
properly before allowing the application to be run by a loader (stage 304). If the
analysis process determines that binding cannot be achieved properly, then some or
all of the application will not be allowed to run (stage 304). The system generates
the intermediate language code to be used by the loader (e.g. to achieve the
indirection) (stage 306). Assuming that the analysis process determined that
binding can be achieved properly, then a loader is responsible for just-in-time
loading and activating of components that are used in the application (stage 308).
As an example, the loader uses the graph of direct associations to properly transfer
a method call from the particular consuming method to the functionality
implementation of the particular method (and repeats the step for other method
calls) (stage 310). The process ends at end point 312.

[028] Figure 7 illustrates one implementation of the stages involved in providing
multiple implementations of a particular method using extensions. In one form, the
process of Figure 7 is at least partially implemented in the operating logic of
computing device 100. The process begins at start point 320 with providing a
public interface or abstract class definition that supports singular or multiple
productions for a particular method, with metadata that can help describe each of
the definitions (stage 322). A private production feature (e.g. inaccessible outside
the loader) is provided that supports multiple functionality implementations for the

particular method, with optional metadata to describe each functionality

10
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implementation (stage 324). A consumption feature is provided that allows one or
more consuming methods to indirectly call one or more of the functionality
implementations through referencing one of the definitions (stage 326). The loader
inspects the metadata to determine when to allow the consumer through the loader
to call a particular one of the multiple functionality implementations for a given
scenario (stage 328). In one implementation, functionality implementations are not
loaded during inspection time, only at first invocation (eager loading). The process
ends at end point 330.

[029] Figure 8 illustrates one implementation of the stages involved in replacing
an original functionality implementation of a method with a different functionality
implementation. In one form, the process of Figure 8 is at least partially
implemented in the operating logic of computing device 100. The process begins at
start point 340 with providing a definition for a particular method that is part of an
application (stage 342). An original functionality implementation is provided for
the particular method separately from the definition (stage 344). A consuming
method 1s provided that indirectly calls the original functionality implementation of
the particular method by referencing the definition of the particular method, the
consuming method having no awareness of the original functionality
implementation for the particular method (stage 346). At a later point in time, a
different functionality implementation is provided of the particular method to be
used in a current configuration of the application instead of the original
functionality implementation (stage 348). An intermediate language version of the
graph of direct associations is recompiled to point to the additional and/or different
functionality implementation (stage 350). The process ends at end point 352.

[030] Although the subject matter has been described in language specific to
structural features and/or methodological acts, it is to be understood that the subject
matter defined in the appended claims is not necessarily limited to the specitic
features or acts described above. Rather, the specific features and acts described
above are disclosed as example forms of implementing the claims. All equivalents,
changes, and modifications that come within the spirit of the implementations as

described herein and/or by the following claims are desired to be protected.
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[031] For example, a person of ordinary skill in the computer software art will
recognize that the client and/or server arrangements, user interface screen content,
and/or data layouts as described in the examples discussed herein could be
organized differently on one or more computers to include fewer or additional

options or features than as portrayed in the examples.

12
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What is claimed is:
1. A method for providing a programming model for modular development
comprising the steps of:

providing a definition feature that allows a definition to be specified for a
particular method that is part of an application (242);

providing a production feature that allows a functionality implementation to
be specified for the particular method separately from the definition (244); and

providing a consumption feature that allows a method call to be made
indirectly to the functionality implementation of the particular method by
referencing the definition of the particular method from a consuming method, the
consuming method having no awareness of the functionality implementation for the
particular method (246).
2. The method of claim 1, further comprising:

performing an analysis process prior to runtime to generate a graph of direct
associations from indirect references, including a direct association between the
consuming method and the functionality implementation of the particular method
(302).
3. The method of claim 2, wherein the analysis process ensures that all
required service dependencies for indirect associations are satisfied so that binding
can be achieved properly before allowing the application to be run by a loader
(302).
4. The method of claim 3, wherein the loader is responsible for just-in-time
loading and activating components that are used in the application (308).
S. The method of claim 3, wherein the loader uses the graph of direct
associations to properly transfer the method call from the consuming method to the
functionality implementation of the particular method (310).
6. The method of claim 1, wherein multiple productions can be specified for
the particular method using the definition feature, wherein multiple functionality
implementations can be specified for the particular method using the production

teature, and wherein metadata can be specified for each of the multiple definitions

13



10

15

20

25

30

MS 319258.02
WO 2008/147738 PCT/US2008/063997

to allow the consumer through the loader to determine when to call a particular one
of the multiple functionality implementations for a given scenario (322).
7. The method of claim 1, wherein the definition is provided by a public
interface (322).
8. The method of claim 1, wherein the definition feature allows the interface to
be decorated with a pre-defined definition attribute to designate the interface as the
definition for the particular method (272).
9. The method of claim 1, wherein the production feature allows the
functionality implementation of the particular method to be decorated with a pre-
defined production attribute to designate that the functionality implementation of
the particular method is present (274).
10.  The method of claim 1, wherein the consumption feature allows the
consuming method to be decorated with a pre-defined consumption attribute to
designate that the consuming method contains the method call that references the
definition of the particular method (276).
11.  The method of claim 1, wherein the production feature prohibits the
functionality implementation from being declared as a public method to ensure that
no method calls can be made directly to the functionality implementation (244).
12. A computer-readable medium having computer-executable instructions for
causing a computer to perform the steps recited in claim 1 (200).
13. A computer-readable medium having computer-executable instructions for
causing a computer to perform steps comprising:

provide an analysis process that is operable to inspect components
containing a plurality of indirect associations between consumers and producers of
application functionality for an application to generate a graph of direct
associations between the consumers and producers without having to actually load
the components (208); and

provide a loader process that is operable to use the graph of direct
associations to run the application (214).
14.  The computer-readable medium of claim 13, wherein the analysis process is

operable to output the direct associations in an intermediate language (212).
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15.  The computer-readable medium of claim 14, wherein the intermediate
language is later converted to a machine language using a just-in-time compilation
technique (212).
16.  The computer-readable medium of claim 13, wherein the analysis process
serves as a final compile step to ensure that binding can be achieved between the
consumers and producers (210).
17.  The computer-readable medium of claim 16, wherein the loader process will
not run the application if the analysis process reveals that binding cannot be
achieved between the consumers and producers (216).
18.  The computer-readable medium of claim 13, wherein the consumers are
connected to the producers indirectly through references to interfaces that define
the producers (206).
19. A method for replacing an original functionality implementation of a method
with a different functionality implementation comprising the steps of:

providing a definition for a particular method that is part of an application
(342);

providing an original functionality implementation for the particular method
separately from the definition (344);

providing a consuming method that indirectly calls the original functionality
implementation of the particular method by referencing the definition of the
particular method, the consuming method having no awareness of the original
functionality implementation for the particular method (346);

providing a different functionality implementation of the particular method
to be used in a current configuration of the application instead of the original
functionality implementation (348); and

recompiling an intermediate language version of a graph of direct
associations to point to the different functionality implementation (350).
20. A computer-readable medium having computer-executable instructions for

causing a computer to perform the steps recited in claim 19 (200).

15
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START
240

PROVIDE A DEFINITION FEATURE THAT ALLOWS A DEFINITION TO BE
SPECIFIED FOR A PARTICULAR METHOD THAT IS PART OF AN APPLICATION
242

l

PROVIDE A PRODUCTION FEATURE THAT ALLOWS A FUNCTIONALITY
IMPLEMENTATION TO BE SPECIFIED FOR THE PARTICULAR METHOD
SEPARATELY FROM THE DEFINITION, AND THAT OPTIONALLY PROHIBITS THE
FUNCTIONALITY IMPLEMENTATION FROM BEING DECLARED AS A PUBLIC
METHOD TO ENSURE THAT NO METHOD CALLS CAN BE MADE DIRECTLY TO
THE FUNCTIONALITY IMPLEMENTATION
244

|

PROVIDE A CONSUMPTION FEATURE THAT ALLOWS A METHOD CALL TO BE
MADE INDIRECTLY TO THE FUNCTIONALITY IMPLEMENTATION OF THE
PARTICULAR METHOD BY REFERENCING THE DEFINITION OF THE
PARTICULAR METHOD FROM A CONSUMING METHOD, THE CONSUMING
METHOD HAVING NO AWARENESS OF THE FUNCTIONALITY IMPLEMENTATION
246

END
FIG. 3 248
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START
270

THE DEFINITION FEATURE SUPPORTS DECORATING AN INTERFACE WITH A
PRE-DEFINED DEFINITION ATTRIBUTE TO DESIGNATE THE INTERFACE AS THE
DEFINITION
272

:

THE PRODUCTION FEATURE SUPPORTS DECORATING THE FUNCTIONALITY
IMPLEMENTATION WITH A PRE-DEFINED PRODUCTION ATTRIBUTE TO
DESIGNATE THAT THE FUNCTIONALITY IMPLEMENTATION IS PRESENT

274

i

THE CONSUMPTION FEATURE SUPPORTS DECORATING THE CONSUMING
METHOD WITH A PRE-DEFINED CONSUMPTION ATTRIBUTE TO DESIGNATE
THAT THE CONSUMING METHOD CONTAINS THE METHOD CALL THAT
REFERENCES THE DEFINITION OF THE PARTICULAR METHOD
276

'

THESE ATTRIBUTE DECORATIONS ARE USED BY AN ANALYSIS PROCESS TO
HELP IDENTIFY THE INDIRECT ASSOCIATIONS WHICH ARE THEN USED TO
CREATE A GRAPH OF DIRECT ASSOCIATIONS
278

END
280

FIG. 4
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<<HOST>> 281
POKERDLL  /
CLASS POKER 282
{ y
[SERVICECONSUMPTION] * .
ISHUFFLER SHUFFLER; /

VOID STARTGAME (CARD [] CARDS)
{
/I INVOKE THE SHUFFLER
SHUFFLER.SHUFFLE (CARDS);

i 284

<<DEFINITION>>
CARDGAMEUTILITIES.DLL

/I' DEFINE SHUFFLING SERVICE
[SERVICEDEFINITION] 285
PUBLIC INTERFACE ISHUFFLER 286

{
}

VOID SHUFFLER (CARD [] CARDS);

:

<<IMPLEMENTATION>> 287
CARDSHUFFLER.DLL /

/I THIS CODE IS INJECTED IN TO THE INTERFACE ADORNED WITH
/' THE SERVICECONSUMPTION OF THE SAME TYPE (ABOVE)
[SERVICEPRODUCTION] <—————— 288

CLASS MYSHUFFLER: ISHUFFLER

{ 289
VOID SHUFFLE (CARD [ ] CARDS) «

{
}

/I IMPLEMENT SHUFFLE ROUTINE

FIG. 5
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PERFORM AN ANALYSIS PROCESS PRIOR TO RUNTIME TO GENERATE A
GRAPH OF DIRECT ASSOCIATIONS FROM INDIRECT REFERENCES (E.G.
INCLUDING A DIRECT ASSOCIATION BETWEEN A PARTICULAR CONSUMING
METHOD AND THE FUNCTIONALITY IMPLEMENTATION OF A PARTICULAR
METHOD) 302

v

THE ANALYSIS PROCESS ENSURES THAT ALL REQUIRED SERVICE
DEPENDENCIES FOR INDIRECT ASSOCIATIONS ARE SATISFIED SO THAT
BINDING CAN BE ACHIEVED PROPERLY BEFORE ALLOWING THE APPLICATION
TO BERUNBY ALOADER 304

v

GENERATE THE INTERMEDIATE LANGUAGE CODE TO BE USED BY THE
LOADER (E.G. TO ACHIEVE THE INDIRECTION)
306

A

ASSUMING THAT THE ANALYSIS PROCESS DETERMINED THAT BINDING CAN
BE ACHIEVED PROPERLY, THEN A LOADER IS RESPONSIBLE FOR JUST-IN-TIME
LOADING AND ACTIVATING COMPONENTS THAT ARE USED IN THE
APPLICATION (E.G. OTHERWISE, SOME OR ALL OF THE APPLICATION WILL NOT
BE ALLOWED TO RUN) 308

v

FOR EXAMPLE, THE LOADER USES THE GRAPH OF DIRECT ASSOCIATIONS TO
PROPERLY TRANSFER A METHOD CALL FROM THE PARTICULAR CONSUMING
METHOD TO THE FUNCTIONALITY IMPLEMENTATION OF THE PARTICULAR
METHOD (AND REPEATS THE STEP FOR OTHER METHOD CALLS)

310

END
FIG. 6 312
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718

< START )
320

PROVIDE A PUBLIC INTERFACE OR ABSTRACT CLASS DEFINITION THAT
SUPPORTS SINGULAR OR MULTIPLE PRODUCTIONS FOR A PARTICULAR
METHOD, WITH METADATA THAT CAN HELP DESCRIBE EACH OF THE
DEFINITIONS
322

i

PROVIDE A PRIVATE PRODUCTION FEATURE (E.G. INACCESSIBLE OUTSIDE
THE LOADER) THAT SUPPORTS MULTIPLE FUNCTIONALITY IMPLEMENTATIONS
FOR THE PARTICULAR METHOD, WITH OPTIONAL METADATA TO DESCRIBE
EACH FUNCTIONALITY IMPLEMENTATION
324

i

PROVIDE A CONSUMPTION FEATURE THAT ALLOWS ONE OR MORE
CONSUMING METHODS TO INDIRECTLY CALL ONE OR MORE OF THE
FUNCTIONALITY IMPLEMENTATIONS THROUGH REFERENCING ONE OF THE
DEFINITIONS
326

/

THE LOADER INSPECTS THE METADATA TO DETERMINE WHEN TO ALLOW THE
CONSUMER THROUGH THE LOADER TO CALL A PARTICULAR ONE OF THE
MULTIPLE FUNCTIONALITY IMPLEMENTATIONS FOR A GIVEN SCENARIO
328

END
FIG. 7 330
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/

PROVIDE A DEFINITION FOR A PARTICULAR METHOD THAT IS PART OF AN
APPLICATION
342

:

PROVIDE AN ORIGINAL FUNCTIONALITY IMPLEMENTATION FOR THE
PARTICULAR METHOD SEPARATELY FROM THE DEFINITION
344

/

PROVIDE A CONSUMING METHOD THAT INDIRECTLY CALLS THE ORIGINAL
FUNCTIONALITY IMPLEMENTATION OF THE PARTICULAR METHOD BY
REFERENCING THE DEFINITION OF THE PARTICULAR METHOD, THE
CONSUMING METHOD HAVING NO AWARENESS OF THE ORIGINAL
FUNCTIONALITY IMPLEMENTATION FOR THE PARTICULAR METHOD
346

/

PROVIDING A DIFFERENT FUNCTIONALITY IMPLEMENTATION OF THE
PARTICULAR METHOD TO BE USED IN A CURRENT CONFIGURATION OF THE
APPLICATION INSTEAD OF THE ORIGINAL FUNCTIONALITY IMPLEMENTATION

348

/

RECOMPILING AN INTERMEDIATE LANGUAGE VERSION OF THE GRAPH OF
DIRECT ASSOCIATIONS TO POINT TO THE ADDITIONAL AND/OR DIFFERENT
FUNCTIONALITY IMPLEMENTATION
350

END
352

FIG. 8
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