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(57)【特許請求の範囲】
【請求項１】
　プロセッサと該プロセッサに結合されたメモリとを有するとともに、目的コンピューテ
ィング環境において使用され、対象コンピューティング環境において適切な対象プログラ
ム・コードをトランスレートして、前記目的コンピューティング環境に適切な目的プログ
ラム・コードを生成するためのトランスレータ装置であって、
　前記対象プログラム・コードにおける命令をデコードするように構成されたデコーディ
ング機構と、
　前記デコードされた命令の中間表現を生成するように構成された中間表現生成機構であ
って、該生成機構は、前記中間表現における複数のＩＲノードを、少なくともベース・ノ
ードおよび複合ノードを含む複数の可能なタイプのＩＲノードから選択された対象プログ
ラム・コードの命令によって行われる式、計算、および処理の抽象表現として設けること
を含み、前記ベース・ノードのセマンティクスを、より単純なセマンティクスを表わす他
のノードに分解することができないように、前記ベース・ノードは、対象プログラム・コ
ードの最も基本的なセマンティクスを表わし、前記複合ノードによって、対象プログラム
・コードにおける複合命令のセマンティクスは、ベース・ノード表現の場合よりもコンパ
クトに表現される、中間表現生成機構と、
　前記デコードされた対象プログラム・コードにおける個々の命令に対する中間表現にお
いてどのタイプのＩＲノードを生成するのかを決定するように構成された中間表現タイプ
決定機構と、
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を備えるトランスレータ装置。
【請求項２】
　前記ベース・ノードは、複数の可能な対象アーキテクチャに渡って汎用的である、請求
項１に記載のトランスレータ装置。
【請求項３】
　前記複合ノードは、直接タイプ命令を表わし、該直接タイプ命令では、定数オペランド
値が直接フィールドにおいて直接タイプ命令自体にエンコードされている、請求項１に記
載のトランスレータ装置。
【請求項４】
　前記複合ノードを、複数のベース・ノードに分解して、前記デコードされたプログラム
・コードにおける命令の同じセマンティクスを表わすようにすることができる、請求項１
に記載のトランスレータ装置。
【請求項５】
　前記プログラム・コードは、対象アーキテクチャによって実行されるように構成され、
前記中間表現生成機構は、さらに、対象アーキテクチャ上で対応して構成可能な特性に対
してのみ複合ノードを生成するための複合ノード生成機構を含む、請求項１に記載のトラ
ンスレータ装置。
【請求項６】
　前記複数の可能なタイプのＩＲノードは、さらに、ポリモーフィック・ノードを含む、
請求項１に記載のトランスレータ装置。
【請求項７】
　前記対象プログラム・コードは、対象アーキテクチャ上での実行のために構成されると
ともに、目的アーキテクチャ上での実行のために目的コードに動的にトランスレートされ
、前記中間表現生成機構は、さらに、
　ポリモーフィック・ノードを含むように中間表現を生成するためのポリモーフィック・
ノード生成機構であって、前記ポリモーフィック・ノードは、前記対象コードにおける特
定の命令に特有の目的アーキテクチャの関数に対する関数ポインタを含む、ポリモーフィ
ック・ノード生成機構、
を含む、請求項６に記載のトランスレータ装置。
【請求項８】
　前記ポリモーフィック・ノード生成機構は、目的アーキテクチャの特性によって、特定
の対象命令のセマンティクスが、ベース・ノードとして実現されたときに失われる場合に
、ポリモーフィック・ノードを生成する、請求項７に記載のトランスレータ装置。
【請求項９】
　各ポリモーフィック・ノードは、前記対象コードにおける特定の命令と目的アーキテク
チャの関数との組み合わせに特有である、請求項７に記載のトランスレータ装置。
【請求項１０】
　前記中間表現タイプ決定機構は、さらに、ポリモーフィック・ノードとして実現すべき
ポリモーフィック命令のリスト上の命令に対応する対象コードにおける命令を識別するた
めのポリモーフィック識別機構を含み、
　対象命令が、前記ポリモーフィック命令のリスト上の命令に対応する場合、前記中間表
現生成機構は、前記ポリモーフィック命令のリスト上の命令に対応する対象命令に対して
のみポリモーフィック・ノードを生成する、請求項７に記載のトランスレータ装置。
【請求項１１】
　前記複数の可能なタイプのＩＲノードは、さらに、アーキテクチャ特定ノードを含む、
請求項１に記載のトランスレータ装置。
【請求項１２】
　前記対象プログラム・コードは、対象アーキテクチャ上での実行のために構成されると
ともに、目的アーキテクチャ上での実行のために目的コードに動的にトランスレートされ
、
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　前記中間表現生成機構は、さらに、
　対象アーキテクチャと目的アーキテクチャとの特定の組み合わせに特有のアーキテクチ
ャ特定ノードを含むように中間表現を生成するためのアーキテクチャ特定ノード生成機構
を含む、請求項１１に記載のトランスレータ装置。
【請求項１３】
　前記中間表現生成機構は、
　最初に、前記対象プログラム・コードにおけるすべての命令を、複数の対象アーキテク
チャ特定ノードとして表わすことであって、各対象アーキテクチャ特定ノードは、前記対
象プログラム・コードにおける個々の命令に対応する、表わすこと、
　前記対象プログラム・コードにおける命令が、目的アーキテクチャに特化された変換関
数を与える命令であるか否かを判断すること、
　目的アーキテクチャに特化された変換関数を与えると判断された命令に対しては、対象
アーキテクチャ特定ノードを目的アーキテクチャ特定ノードに変換すること、
　目的アーキテクチャに特化されたコード生成関数を与えるとは識別されない残りの対象
アーキテクチャ特定ノードから、ベース・ノードを生成すること、
を実行するように構成されている、請求項１２に記載のトランスレータ装置。
【請求項１４】
　前記目的アーキテクチャ特定ノードから、目的アーキテクチャに対して特化されている
対応する目的コードを生成するための特化目的コード生成機構、
をさらに備える、請求項１２に記載のトランスレータ装置。
【請求項１５】
　前記ベース・ノードから、目的アーキテクチャに対して特化されていない対応する目的
コードを生成するための非特化目的コード生成機構、
をさらに備える、請求項１２に記載のトランスレータ装置。
【請求項１６】
　前記生成されたポリモーフィック・ノードによって、目的コードを生成する間に割り当
てられるべきレジスタが特定される、請求項７に記載のトランスレータ装置。
【請求項１７】
　前記生成されたポリモーフィック・ノードを汎用的なカーネル最適化において利用する
ことは、前記ポリモーフィック・ノードにおける関数ポインタからの情報を推測すること
によって行なわれ、該情報は、推測されない場合には、前記ポリモーフィック・ノードか
らは決定不可能な場合もある、請求項７に記載のトランスレータ装置。
【請求項１８】
　対象命令が、前記ポリモーフィック命令のリスト上の命令に対応する場合、前記中間表
現生成機構は、前記ポリモーフィック命令のリスト上の命令に対応する対象命令に対して
ポリモーフィック・ノードまたはベース・ノードのいずれかを生成する、請求項１０に記
載のトランスレータ装置。
【請求項１９】
　対象コードの目的コードへのトランスレーションの間にコンピュータが中間表現を生成
する方法であって、
　前記コンピュータのデコーディング機構が、対象コードにおける複数の命令をデコード
するステップと、
　前記コンピュータの中間表現生成機構が、前記デコードされた命令の中間表現をメモリ
内に生成するステップであって、該生成するステップは、前記中間表現における複数のＩ
Ｒノードを、少なくともベース・ノードおよび複合ノードを含む複数の可能なタイプのＩ
Ｒノードから選択された対象コードの命令によって行われる式、計算、および処理の抽象
表現として設けることを含み、前記ベース・ノードのセマンティクスを、より単純なセマ
ンティクスを表わす他のノードに分解することができないように、前記ベース・ノードは
、対象コードの最も基本的なセマンティクスを表わし、前記複合ノードによって、プログ
ラム・コードにおける複合命令のセマンティクスは、ベース・ノード表現の場合よりもコ
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ンパクトに表現される、前記生成するステップと、
　前記コンピュータの中間表現タイプ決定機構が、前記複数の可能なタイプのＩＲノード
から少なくとも一つのタイプのＩＲノードを決定するステップであって、前記デコードさ
れた対象コードにおける個々の命令に対する中間表現において生成するように決定する、
前記決定するステップと
　を含む、前記方法。
【請求項２０】
　対象コードの目的コードへのトランスレーションの間に中間表現を生成するコンピュー
タに、請求項１９に記載の方法の各ステップを実行させるためのコンピュータ・プログラ
ム。
【発明の詳細な説明】
【技術分野】
【０００１】
　本発明は、コンピュータおよびコンピュータ・ソフトウェアの分野に関する。より詳細
には、たとえばコード・トランスレータ、エミュレータ、アクセラレータにおいて有用な
プログラム・コード変換方法および装置に関する。
【背景技術】
【０００２】
　組込型および非組込型ＣＰＵの市場では、主流的な命令セット・アーキテクチャ（ＩＳ
Ａ：Instruction Set Architecture）に対する大量のソフトウェアが存在する。これらの
ソフトウェアを、性能を上げるために「アクセラレート」することもできるし、より優れ
たコスト／性能の利点を示す無数の高性能なプロセッサに「トランスレート」することも
できる。ただし、このようなプロセッサは、関連するソフトウェアに透過的にアクセスで
きなければならない。主流的なＣＰＵアーキテクチャもまた、そのＩＳＡに歩調を合わせ
られるため、性能または市場の範囲を発展させることができず、「複合ＣＰＵ（Syntheti
c CPU ）」共通アーキテクチャの利点を受ける。
【０００３】
　第１のタイプのコンピュータ・プロセッサ（「対象（subject ）」プロセッサ）用に書
かれたプログラム・コードを、第２のタイプのプロセッサ（「目的（target）」プロセッ
サ）上で実行することが望まれることは珍しいことではない。この場合、対象プログラム
を目的プロセッサ上で実行できるように、エミュレータまたはトランスレータを用いて、
プログラム・コードのトランスレーションを行なう。エミュレータを用いて対象プロセッ
サをエミュレートすることによって、対象プログラムを対象プロセッサ上でネイティブに
実行しているかのような仮想環境が実現される。
【発明の開示】
【発明が解決しようとする課題】
【０００４】
　従来では、いわゆるベース・ノードを用いた実行時トランスレーションの間に、対象コ
ードをコンピュータ・プログラムの中間表現に変換している。このことは、「プログラム
・コード変換」と題された出願公開ＷＯ００／２２５２１に、その出願の図１～５に関連
して記載されている。中間表現「ＩＲ（Intermediate Representation ）」は、コンピュ
ータ業界で広く使用されている用語であり、プログラムを表現することができる抽象的な
コンピュータ言語の形態を指すものである。しかし、中間表現「ＩＲ」は、何らかの特定
のプロセッサに特有でもなければ、何らかの特定のプロセッサ上で直接実行されることが
意図されたものでもない。中間表現を用いて前述のアクセラレーション、トランスレーシ
ョン、および共通アーキテクチャ能力を促進するプログラム・コード変換方法および装置
が、たとえば、前述の出願公開ＷＯ００／２２５２１において取り扱われている。
【課題を解決するための手段】
【０００５】
　本発明によれば、添付の特許請求の範囲で述べるような装置および方法が提供される。
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本発明の好ましい特徴は、従属請求項、および以下に述べる説明から明らかとなる。
　以下、本発明によるプログラム・コード変換用の改善されたアーキテクチャの種々の実
施形態による実現可能な種々の態様および優位性の概要を示す。この概要は、当業者が、
後に続く本発明の詳細な説明を迅速に理解するための助けとなる導入部として設けられて
いる。この概要は、添付の特許請求の範囲を限定するものでもなければ、限定することを
意図したものでもない。
【０００６】
　後述する種々の実施形態は、プログラム・コード変換装置用の改善されたアーキテクチ
ャに関するとともに、対象コンピューティング環境において実行可能な対象コードを、目
的コンピューティング環境において実行可能な目的コードに変換するための関連方法に関
する。プログラム・コード変換装置によって、対象コードの中間表現（「ＩＲ」）が形成
される。次に、中間表現（「ＩＲ」）を、目的コンピューティング環境に対して最適化し
て、目的コードをより効率的に生成できるようにする。変換に関与する対象および目的コ
ンピューティング環境の特定のアーキテクチャに依存して、一実施形態のプログラム・コ
ード変換装置は、中間表現において、以下のタイプのＩＲノードのうちのどれを生成する
かを、決定する。ベース・ノード、複合ノード、ポリモーフィック・ノード、およびアー
キテクチャ特定ノードである。初期設定では、プログラム・コード変換アーキテクチャは
、中間表現を形成するときにベース・ノードを生成する。これは、別のタイプのノードの
方が、実行されている特定の変換に対してより適切であると判断される場合を除いて、行
なわれる。
【０００７】
　ベース・ノードは、対象コードを実行する任意の対象アーキテクチャのセマンティクス
を表わすのに必要最小限のノードの組（すなわち抽象式）を与えることにより、ＲＩＳＣ
と同様の機能を提供する。複合ノードは、対象コードを実行する対象アーキテクチャのＣ
ＩＳＣと同様のセマンティクスを、ベース・ノードよりもコンパクトな表現で表わす汎用
ノードである。すべての複合ノードは、同じセマンティクスを有するベース・ノード表現
に分解することができるが、複合ノードは、トランスレータの性能を向上させるために、
複合命令のセマンティクスを単一のＩＲノード内に保持する。複合ノードによって、基本
的に、対象コード内のＣＩＳＣと同様の命令に対するベース・ノードの組が増える。ベー
ス・ノードおよび複合ノードは両方とも、可能な対象および目的アーキテクチャの広い範
囲に渡って汎用的に用いられる。そのため、ベース・ノードおよび複合ノードから構成さ
れる対応するＩＲツリー上で、汎用的な最適化を行なうことができる。
【０００８】
　プログラム・コード変換装置が、中間表現においてポリモーフィック・ノードを用いる
のは、目的コンピューティング環境の特性が原因で、特定の対象命令のセマンティクスが
、汎用的なＩＲノードとして実現されたときに失われる場合である。ポリモーフィック・
ノードには、ソース・コード内の特定の対象命令に特有の目的コンピューティング環境の
関数に対する関数ポインタが含まれる。プログラム・コード変換装置がさらに、アーキテ
クチャ特定ノードを用いるのは、特定の目的コンピューティング環境に対する特化された
コード生成関数を実行するために、目的に特化された変換コンポーネントを与えるためで
ある。
【０００９】
　以下で説明する改善されたＩＲ生成方法によって、プログラム・コード変換装置を、最
適なレベルの性能を維持しトランスレーションの速度を最大にする一方で、任意の対象お
よび目的プロセッサ・アーキテクチャの組み合わせに対して構成することができる。
【発明を実施するための最良の形態】
【００１０】
　本発明をより良好に理解するために、かつ本発明の実施形態をどのように実行に移すか
を示すために、次に、添付図面を一例として参照する。
　以下の説明は、いかなる当業者であっても本発明を製造し、かつ用いることができるよ
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うに設けられており、また発明を行なう発明者が意図する最良のモードが述べられている
。しかし、種々の変更が、当業者には容易に分かるであろう。何故なら、プログラム・コ
ード変換装置に対する改善されたアーキテクチャを提供するために、本明細書では本発明
の一般的原理を具体的に規定しているからである。
【００１１】
　図１を参照すると、コンピューティング環境の例として、対象コンピューティング環境
１および目的コンピューティング環境２を含むものが示されている。対象環境１では、対
象コード１０は、対象プロセッサ１２上でネイティブに実行可能である。対象プロセッサ
１２には、対象レジスタ１４の組が含まれている。ここで、対象コード１０は、対象コー
ド１０と対象プロセッサ１２との間に中間層（たとえば、コンパイラ）を有するような任
意の好適な言語で表わされても良い。これは、当業者には良く知られていることである。
【００１２】
　対象コード１０を、目的コンピューティング環境２において実行することが望ましい。
目的コンピューティング環境２には、目的レジスタ２４の組を用いる目的プロセッサ２２
が設けられている。これら２つのプロセッサ１２，２２は、本質的に非互換性であり、異
なる命令セットを用いても良い。したがって、目的コンピューティング環境２には、その
非互換性の環境において対象コード１０を実行できるように、プログラム・コード変換ア
ーキテクチャ３０が設けられている。プログラム・コード変換アーキテクチャ３０には、
トランスレータ、エミュレータ、アクセラレータ、または一つのプロセッサ・タイプ用に
構成されたプログラム・コードを他のタイプのプロセッサ上で実行可能なプログラム・コ
ードに変換するのに好適な任意の他のアーキテクチャが含まれていても良い。以下、本発
明を説明する上で、プログラム・コード変換アーキテクチャ３０を「トランスレータ３０
」と呼ぶ。２つのプロセッサ１２，２２は、たとえばアクセラレータの場合には、同じア
ーキテクチャ・タイプになり得るに注意されたい。
【００１３】
　トランスレータ３０は、対象コード１０に対してトランスレーション・プロセスを行な
って、トランスレート済み目的コード２０を与え、目的プロセッサ２２が実行できるよう
にする。好適には、トランスレータ３０はバイナリ・トランスレーションを行なう。バイ
ナリ・トランスレーションでは、対象プロセッサ１２に適した実行可能なバイナリ・コー
ドの形態の対象コード１０が、目的プロセッサ２２に適した実行可能なバイナリ・コード
にトランスレートされる。トランスレーションは、静的に行なわれても良いし、動的に行
なわれても良い。静的なトランスレーションの場合には、プログラム全体をトランスレー
トすることが、トランスレート済みプログラムを目的プロセッサ上で実行する前に行なわ
れる。これには、著しい遅延が伴う。したがって、トランスレータ３０は好ましくは、対
象コード１０の小さいセクションを動的にトランスレートして、目的プロセッサ２２上で
即座に実行できるようにする。これは、はるかに効率的である。何故なら、対象コード１
０の大きなセクションは、実際には用いられないか、あるいはめったに用いられないから
である。
【００１４】
　次に、図２を参照すると、トランスレータ３０の好ましい実施形態が詳細に示されてい
る。トランスレータ３０には、フロントエンド３１、カーネル３２、およびバックエンド
３３が含まれている。フロントエンド３１は、対象コードに関連する対象プロセッサ１２
に特有に構成される。フロントエンド３１は、対象コード１０の所定のセクションを選択
して、汎用的な中間表現のブロック（「ＩＲブロック」）を与える。カーネル３２は、フ
ロントエンド３１が生成する各ＩＲブロックを、最適化技法を用いることによって最適化
する。これは、当業者であれば容易に分かることである。バックエンド３３は、最適化さ
れたＩＲブロックをカーネル３２から取得して、目的プロセッサ２２が実行可能な目的コ
ード２０を生成する。
【００１５】
　好適には、フロントエンド３１は、対象コード１０を基本ブロックに分割する。各基本
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ブロックは、一意的なエントリ・ポイントにおける第１の命令と一意的なエグジット・ポ
イントにおける最後の命令との間の、連続的な命令（たとえばジャンプ、コール、または
ブランチ命令）の組である。カーネル３２は、単一ユニットとして共に処理されるべき２
つ以上の基本ブロックを含むグループ・ブロックを選択しても良い。さらにフロントエン
ド３１は、異なるエントリ条件の下での対象コードの同じ基本ブロックを表わす等ブロッ
ク（iso-block ）を形成しても良い。使用時には、対象コード１０の第１の所定のセクシ
ョンが、たとえば基本ブロックとして識別され、トランスレーション・モードにおいて、
目的プロセッサ２２上で実行されるトランスレータ３０によって、トランスレートされる
。次いで、目的コード２０の最適化され、かつトランスレート済みの対応するブロックが
、目的プロセッサ２２によって実行される。
【００１６】
　トランスレータ３０には、複数の抽象レジスタ３４が含まれており、カーネル３２にお
いて適切に設けられている。抽象レジスタ３４は、対象コード１０を実行するための対象
プロセッサ１２内で使用される物理的な対象レジスタ１４に相当する。抽象レジスタ３４
によって、エミュレートされている対象プロセッサ１２の状態が規定される。その規定は
、対象プロセッサ・レジスタ上での対象コード命令の予想される効果を表わすことによっ
て行なわれる。
【００１７】
　図３に、以上のような実装を採用した構造を示す。図示したように、コンパイルされた
ネイティブの対象コードが、適切なコンピュータ・メモリ記憶媒体１００内に存在するこ
とが示されている。特定のかつ代替的なメモリ記憶機構は、当業者には良く知られている
。ソフトウェア・コンポーネントには、トランスレートされるべきネイティブの対象コー
ド、トランスレータ・コード、トランスレート済みコード、およびオペレーティング・シ
ステムが含まれる。トランスレータ・コード、すなわちトランスレータを実施するコンパ
イルされたバージョンのソース・コードは、適切なコンピュータ・メモリ記憶媒体１０２
上に、同様に存在している。トランスレータは、メモリに記憶されたオペレーティング・
システム１０４、たとえ目的プロセッサ１０６（通常はマイクロプロセッサまたは他の好
適なコンピュータ）上で実行されるＵＮＩＸ（登録商標）とともに、実行される。図３に
示した構造は典型例に過ぎず、たとえば本発明による方法およびプロセスを、オペレーテ
ィング・システムとともに存在するか、あるいはその下に存在するコードにおいて実施し
ても良いことは理解されよう。トランスレート済みコードは、適切なコンピュータ・メモ
リ記憶媒体１０８内に存在することが示されている。対象コード、トランスレータ・コー
ド、オペレーティング・システム、トランスレート済みコード、および記憶機構は、多種
多様のタイプのいかなるものであっても良い。これは当業者には知られている。
【００１８】
　本発明の好ましい実施形態においては、実行時にプログラム・コード変換が動的に行な
われる間に、トランスレート済みプログラムが、目的コンピューティング環境において実
行されている。トランスレータ３０は、トランスレート済みプログラムに従って実行され
る。トランスレート済みプログラムの実行パスは、以下のステップを含む制御ループであ
る。トランスレータ・コードを実行して、対象コードのブロックをトランスレート済みコ
ードにトランスレートするステップと、その後に、そのトランスレート済みコードのブロ
ックを実行するステップである。トランスレート済みコードの各ブロックの最後には、ト
ランスレータ・コードに制御を戻す命令が含まれている。言い換えれば、トランスレート
するステップと、その後に対象コードを実行するステップとが組み合わせられて、対象プ
ログラムの一部のみが一度にトランスレートされるようになっている。
【００１９】
　トランスレータ３０のトランスレーションの基本単位は、基本ブロックである。すなわ
ち、トランスレータ３０が行なう対象コードのトランスレーションは、一度に１つの基本
ブロックである。基本ブロックは正式には、厳密に１つのエントリ・ポイントと厳密に１
つのエグジット・ポイントとを有するコードのセクションとして定義される。これによっ
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て、そのブロック・コードが単一の制御パスに制限される。この理由により、基本ブロッ
クは、制御フローの基本単位である。
【００２０】
　中間表現（ＩＲ）ツリー
　トランスレート済みコードを生成するプロセスでは、対象命令シーケンスに基づいて、
中間表現（「ＩＲ」）ツリーが生成される。ＩＲツリーには、対象プログラムによって計
算された式と対象プログラムによって実行された処理との抽象表現であるノードが含まれ
る。次に、トランスレート済みコードが、ＩＲツリーに基づいて生成される。本明細書で
説明するＩＲノードを集合は、俗称的には「ツリー」と呼ばれる。なお正式には、このよ
うな構造は実際には、有向非巡回グラフ（ＤＡＧ：Directed Acyclic Graph）であり、ツ
リーではないことに注意されたい。ツリーの正式な定義では、各ノードのペアレントは高
々１つである必要がある。説明する実施形態では、ＩＲが生成される間に共通部分式の除
去が用いられるため、ノードは複数のペアレントを有することが多い。たとえば、フラグ
に影響を与える命令結果のＩＲは、２つの抽象レジスタ（デスティネーション・対象レジ
スタおよびフラグ結果パラメータに対応するもの）によって参照されても良い。
【００２１】
　たとえば、対象命令（ａｄｄ％ｒ１，％ｒ２，％ｒ３）によって、対象レジスタ％ｒ２
および％ｒ３の内容の加算が行なわれて、結果が対象レジスタ％ｒ１内に記憶される。す
なわち、この命令は、抽象式「％ｒ１＝％ｒ２＋％３」に対応する。この例には、抽象レ
ジスタ％ｒ１の定義が含まれる。その定義には、命令オペランド％ｒ１および％ｒ２を表
わす２つの部分式が含まれる加算式が含まれている。対象プログラムに関連して言えば、
これらの部分式は、それより前の他の対象命令に対応していても良いし、あるいはそれら
の部分式は、現在の命令の詳細、たとえば直接定数値を表していても良い。
【００２２】
　「加算」命令が構文解析されると、加算に対する抽象的な数学的オペレータに対応して
、新たな「Ｙ」ＩＲノードが生成される。「Ｙ」ＩＲノードには、オペランド（対象レジ
スタに保持され、部分式ツリーとして表わされる）を表わす他のＩＲノードに対する参照
が記憶される。「Ｙ」ノード自体は、適切な対象レジスタ定義（％ｒ１に対する抽象レジ
スタ、命令のデスティネーション・レジスタ）によって参照される。当業者であれば理解
できるように、一実施形態においては、トランスレータは、オブジェクト指向のプログラ
ミング言語、たとえばＣ＋＋を用いて具体化される。たとえば、ＩＲノードは、Ｃ＋＋オ
ブジェクトとして具体化され、他のノードに対する参照は、これら他のノードに対応する
Ｃ＋＋オブジェクトに対するＣ＋＋参照として具体化される。したがって、ＩＲツリーは
、互いに様々に参照し合うＩＲノード・オブジェクトの集合として具体化される。
【００２３】
　抽象レジスタ
　さらに、説明している実施形態においては、ＩＲ生成は、抽象レジスタ３４の組を用い
る。これらの抽象レジスタ３４は、対象アーキテクチャの特定の特性に対応する。たとえ
ば、対象アーキテクチャ１２上の各物理レジスタ１４に対して、一意的な抽象レジスタ３
４が存在する。抽象レジスタ３４は、ＩＲ生成の間にＩＲツリーに対するプレースホルダ
として機能する。たとえば、対象命令シーケンスにおける所定の点における対象レジスタ
％ｒ２の値は、対象レジスタ％ｒ２に対する抽象レジスタ３４に関連する特定のＩＲ式ツ
リーによって表わされる。一実施形態においては、抽象レジスタ３４は、Ｃ＋＋オブジェ
クトとして具体化される。Ｃ＋＋オブジェクトは、特定のＩＲツリーに、そのツリーのル
ート・ノード・オブジェクトに対するＣ＋＋参照を介して関連する。
【００２４】
　前述した命令シーケンスの例では、「加算」命令に先行する対象命令を構文解析する間
に、トランスレータ３０によって、％ｒ２および％ｒ３の値に対応するＩＲツリーがすで
に生成されている。言い換えれば、％ｒ２および％ｒ３の値を計算する部分式は、ＩＲツ
リーとしてすでに表わされている。「ａｄｄ％ｒ１、％ｒ２、％ｒ３」命令に対するＩＲ
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ツリーを生成するときには、新たな「Ｙ」ノードには、％ｒ２および％ｒ３に対するＩＲ
サブツリーへの参照が含まれる。
【００２５】
　抽象レジスタ３４の実施は、トランスレータ３０およびトランスレート済みコードの両
方におけるコンポーネント間に分割される。トランスレータに関連して言えば、抽象レジ
スタは、ＩＲ生成の過程で用いられるプレースホルダである。これは、抽象レジスタ３４
が、特定の抽象レジスタ３４が対応する対象レジスタ１４の値を計算するＩＲツリーに関
連するように、なされている。したがって、トランスレータにおける抽象レジスタ３４は
、ＩＲノード・オブジェクトへの参照（すなわちＩＲツリー）を含むＣ＋＋オブジェクト
として具体化されても良い。トランスレート済みコードに関連して言えば、抽象レジスタ
３４は、抽象レジスタ記憶装置内の特定の箇所であり、その箇所まで、かつその箇所から
、対象レジスタ１４の値は実際の目的レジスタ２４と同期する。あるいは、抽象レジスタ
記憶装置からロードされた値が存在する場合には、トランスレート済みコードにおける抽
象レジスタ３４は、トランスレート済みコードがレジスタ記憶装置に戻されて保存される
前に実行されている間に、対象レジスタの値を一時的に保持する目的レジスタ２６である
と理解することができる。
【００２６】
　図４に、説明したプログラム・トランスレーションの例を示す。図４に示すのは、ｘ８
６命令の２つの基本ブロックのトランスレーション、およびそのトランスレーションのプ
ロセスにおいて生成される対応するＩＲツリーである。図４の左側に示すのは、トランス
レーションを行なう間のエミュレータの実行パスである。トランスレータ３０は、対象コ
ードの第１の基本ブロック１５３を目的コードにトランスレートして（１５１）、次に、
その目的コードを実行する（１５５）。目的コードの実行が終了すると、エミュレータに
制御が戻される（１５７）。次に、トランスレータ３０は、対象コードの次の基本ブロッ
ク１５９を目的コードにトランスレートして（１５７）、その目的コードを実行する（１
６１）、等々。
【００２７】
　対象コードの第１の基本ブロック１５３を目的コードにトランスレートする過程１５１
で、トランスレータ３０は、その基本ブロックに基づいてＩＲツリー１６３を生成する。
この場合に、ＩＲツリー１６３は、フラグに影響を与える命令であるソース命令「ａｄｄ
％ｅｅｘ，％ｅｄｘ」から生成される。ＩＲツリー１６３を生成する過程で、この命令に
よって４つの抽象レジスタが定義される。すなわち、デスティネーション・レジスタ％ｅ
ｃｘ１６７、フラグに影響を与える第１の命令パラメータ１６９、フラグに影響を与える
第２の命令パラメータ１７１、およびフラグに影響を与える命令の結果１７３である。「
加算」命令に対応するＩＲツリーは、単純な「Ｙ」（算術加算）オペレータ１７５であり
、そのオペランドは、対象レジスタ％ｅｃｘ１７７，％ｅｄｘ１７９である。
【００２８】
　第１の基本ブロックをエミュレートすると、フラグに影響を与える命令のパラメータお
よび結果を記憶することによって、フラグが待ち状態に置かれる。フラグに影響を与える
命令は、「ａｄｄ％ｅｃｘ，％ｅｄｘ」である。命令のパラメータは、エミュレートされ
た対象レジスタ％ｅｃｘ１７７，％ｅｄｘ１７９の現在の値である。使用される対象レジ
スタ１７７，１７９の前にある「@ 」記号は、対象レジスタの値が、グローバル・レジス
タ記憶装置の％ｅｃｘ，％ｅｄｘに対応する箇所から、それぞれ取り出されることを示す
。この理由は、これらの特定の対象レジスタは、現在の基本ブロックによって事前にロー
ドされてはいなかったからである。これらのパラメータの値は、第１のフラグ・パラメー
タ抽象レジスタ１６９と第２のフラグ・パラメータ抽象レジスタ１７１とに記憶される。
加算操作１７５の結果は、フラグ結果抽象レジスタ１７３に記憶される。
【００２９】
　ＩＲツリーが生成された後、対応する目的コードが、そのＩＲに基づいて生成される。
汎用的なＩＲから目的コードを生成するプロセスは、当該技術分野において良く理解され
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ている。トランスレート済みブロックの最後に目的コードが挿入されている。これは、抽
象レジスタ（フラグ結果１７３、およびフラグ・パラメータ１６９，１７１に対するもの
を含む）を、グローバル・レジスタ記憶装置に保存するためである。目的コードが生成さ
れた後、トランスレート済みブロックは実行される（１５５）。
【００３０】
　対象コードの第２の基本ブロック１５９をトランスレートする過程１５７で、トランス
レータ３０は、その基本ブロックに基づいてＩＲツリー１６５を生成する。ＩＲツリー１
６５は、ソース命令「ｐｕｓｈｆ」から生成される。ソース命令「ｐｕｓｈｆ」は、フラ
グを用いた命令である。「ｐｕｓｈｆ」命令のセマンティクスは、すべての状態フラグの
値をスタック上に記憶することである。こうするためには、各フラグを明確に計算する必
要がある。そのため４つの状態フラグの値に対応した抽象レジスタが、ＩＲを生成する間
に定義される。すなわち、ゼロ・フラグ（「ＺＦ：Zero Flag 」）１８１、符号フラグ（
「Ｓ１７：Sign Flag 」）１８３、キャリー・フラグ（「ＣＦ：Carry Flag」）１８５、
およびオーバーフロー・フラグ（「ＯＦ：Overflow flag 」）１８７である。ノード１９
５は、算術比較オペレータ「無符号未満」である。状態フラグの計算は、フラグに影響を
与える事前の命令からの情報に基づいている。この場合、この命令は、第１の基本ブロッ
ク１５３からの「ａｄｄ％ｅｃｘ，％ｅｄｘ」命令である。状態フラグの値を計算するＩ
Ｒ１６５は、フラグに影響を与える命令の結果１８９およびパラメータ１９１，１９３に
基づいている。前述したように、フラグ・パラメータ・ラベルの前にある「@ 」記号は、
これらの値を、使用前にグローバル・レジスタ記憶装置からロードするために、目的コー
ドをエミュレータが挿入することを示す。
【００３１】
　したがって、第２の基本ブロックによって、フラグの値は強制的に規格化される。フラ
グの値は、（「ｐｕｓｈｆ」命令をエミュレートする目的コードにより）計算および使用
された後、グローバル・レジスタ記憶装置に記憶される。同時に、待ち状態のフラグ抽象
レジスタ（パラメータおよび結果）は、フラグの値が明確に記憶されている（すなわち、
フラグが規格化されている）という事実を反映するために、未定義の状態におかれる。
【００３２】
　図５に、トランスレーションにおいて使用され得る複数の異なるタイプのＩＲノードを
生成できるような、本発明の好ましい実施形態により形成されるトランスレータ３０を示
す。また、これらの異なるタイプのＩＲノードの実施が、トランスレータ３０のフロント
エンド３１、カーネル３２、およびバックエンド３３コンポーネントの間でどのように分
散されるのかを示す。用語「実現する」は、対象コードの対象命令１０がデコードされる
（すなわち、構文解析される）ときに、フロントエンド３１において行なわれるＩＲ生成
を意味する。用語「プラントする」は、バックエンド３３において行なわれる目的コード
生成を意味する。
【００３３】
　なお、以下ではトランスレーション・プロセスを単一の対象命令に関して述べるが、こ
れらの処理は実際には、前述したように、対象命令の基本ブロック全体に対して一度に行
なわれる。言い換えれば、基本ブロック全体が最初にデコードされてＩＲフォレストが生
成され、次にカーネル３２によって、ＩＲフォレスト全体に最適化が適用される。最後に
、最適化されたＩＲフォレストの１ノードに対する目的コード生成が、バックエンド３３
によって、一度に行なわれる。
【００３４】
　基本ブロックに対してＩＲフォレストを生成するとき、トランスレータ３０は、所望の
トランスレータ性能と、ソース・プロセッサおよび目的プロセッサの組み合わせの特定の
アーキテクチャとに依存して、ベース・ノード、複合ノード、ポリモーフィック・ノード
、もしくはアーキテクチャ特定ノード（ＡＳＮ：Architecture Specific Node）、または
これらの任意の組み合わせを生成しても良い。
【００３５】
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　ベース・ノード
　ベース・ノードは、任意の対象アーキテクチャのセマンティクス（すなわち、式、計算
、および処理）の抽象表現であり、対象アーキテクチャのセマンティクスを表わすのに必
要な標準的または基本的なノードの最小の組を与えるものである。したがって、ベース・
ノードによって、単純な縮小命令セット・コンピュータ（ＲＩＳＣ：Reduced Instructio
n Set Computer）と同様の機能、たとえば「加算」処理が得られる。他のタイプのノード
とは異なり、各ベース・ノードは縮小することができない。すなわち、これ以上分解して
他のＩＲノードにすることはできない。またベース・ノードは、単純であるために、すべ
てのバックエンド３３上で、トランスレータ３０によって容易に目的命令にトランスレー
トされる（すなわち、目的アーキテクチャ）。
【００３６】
　ベースＩＲノードのみを利用するときには、トランスレーション・プロセスは全体に、
図５の上部（すなわち、「ベースＩＲ」ブロック２０４を通過するパス）において行なわ
れる。フロントエンド３１は、対象プログラム・コード１０からの対象命令を、デコード
・ブロック２００においてデコードし、ベース・ノードからなる対応するＩＲツリーを、
実現ブロック２０２において実現する（生成する）。次に、ＩＲツリーは、フロントエン
ド３１から、カーネル３２におけるベースＩＲブロック２０４へ送られて、そこでＩＲフ
ォレスト全体に最適化が適用される。ベースＩＲブロック２０４によって最適化されたＩ
Ｒフォレストは、ベース・ノードのみから構成されるため、任意のプロセッサ・アーキテ
クチャに対して完全に汎用的である。次に、最適化されたＩＲフォレストは、カーネル３
２におけるベースＩＲブロック２０４からバックエンド３３へ送られる。そこでは、プラ
ント・ブロック２０６において、各ＩＲノードに対する対応する目的コード命令がプラン
ト（生成）される。次に、目的コード命令は、エンコード・ブロック２０８によってエン
コードされて、目的プロセッサが実行できるようにされる。
【００３７】
　前述したように、ベース・ノードはすべてのバックエンド３３上において、目的命令に
容易にトランスレートされる。またトランスレート済みコードは通常、ベース・ノードの
みを利用することによって完全に生成される。ベース・ノードのみを用いることにより、
トランスレータ３０の実行は非常に迅速になるが、トランスレート済みコードにおける性
能は最適なものとはならない。トランスレート済みコードの性能を高めるために、トラン
スレータ３０を特化して、目的プロセッサ・アーキテクチャの特性を利用できるようにす
ることができる。特性の利用は、代替タイプのＩＲノード、たとえば複合ノード、ポリモ
ーフィック・ノード、およびアーキテクチャ特定ノード（ＡＳＮ）を用いることによって
なされる。
【００３８】
　複合ノード
　複合ノードは、対象アーキテクチャのセマンティクスを、ベース・ノードよりもコンパ
クトな表現で表わす汎用ノードである。複合ノードによって、「複合命令セット・コンピ
ュータ（ＣＩＳＣ：Complex Instruction Set Computer）と同様の機能、たとえば「ａｄ
ｄ＿ｉｍｍ」（レジスタおよび直接定数を加算する）が得られる。具体的には、複合ノー
ドは通常、直接定数フィールドを有する命令を表わす。直接タイプの命令は、定数オペラ
ンドの値が、「直接」フィールドにおける命令自体にエンコードされる命令である。定数
値が、直接フィールドに組み込まれるほどに十分に小さい場合には、このような命令によ
って、定数を保持するためにレジスタを１つ用いることが回避される。複合命令の場合に
は、複合ノードは、同じセマンティクスを特徴付ける同等なベース・ノード表現よりもは
るかに少ないノードを用いて、複合命令のセマンティクスを表わすことができる。複合ノ
ードは基本的に、同じセマンティクスを有するベース・ノード表現に分解することができ
るが、複合ノードは、直接タイプの命令のセマンティクスを単一のＩＲノードに保持する
のに有用であるため、トランスレータ３０の性能を向上させることができる。さらに、状
況によっては、複合命令のセマンティクスは、複合命令をベース・ノードにより表わすこ



(12) JP 4536718 B2 2010.9.1

10

20

30

40

50

とによって失われる。そのため複合ノードは基本的に、このような「ＣＩＳＣと同様の」
命令に対するＩＲノードを含むように、ベース・ノードの組を増やす。
【００３９】
　次に、図６を参照して、複合ノードを用いることによって達成される効率の例を、ベー
ス・ノードの場合の効率と比較して説明する。たとえば、ＭＩＰＳ直接加算命令「ａｄｄ
ｉｒ１，＃１０」のセマンティクスは、レジスタｒ１に保持される値に、１０を加える。
定数値（１０）をレジスタにロードした後に２つのレジスタを加算するのではなくて、ａ
ｄｄｉ命令では、定数値１０を直接、命令フィールド自体に単純にエンコードするため、
第２のレジスタを用いる必要がない。厳密にベース・ノードを用いてこれらのセマンティ
クスの中間表現の生成を行なってみると、この命令に対するベース・ノード表現では、最
初に、ｃｏｎｓｔ（＃１０）ノード６０からレジスタ・ノードｒ（ｘ）６１へ定数値１０
をロードし、次に、ａｄｄノード６３を用いて、レジスタ・ノードｒ１　６２とレジスタ
・ノードｒ（ｘ）６１との加算を行なう。複合ノード表現は、単一の「直接に加算」ＩＲ
ノード７０からなる。ＩＲノード７０は、ノード７０の部分７２に定数値１０を含み、ま
たレジスタｒ１　７４への参照を含む。ベース・ノードの場合では、バックエンド３３は
、「直接に加算」目的命令を認識し、かつ生成するために、図６に示す４つのノード・パ
ターンを認識することができるイディオム認識を行なう必要がある。イディオム認識がな
いときには、バックエンド３３は、レジスタへの定数値１０のロードをレジスタ－レジス
タ加算の実行の前に行なうための余分な命令を出す。
【００４０】
　複合ノードの場合には、バックエンド３３においてイディオム認識を行なう必要が減る
。何故なら、複合ノードに含まれるセマンティック情報は、それらのベース・ノード同等
物の場合よりも多いからである。具体的には、複合ノードの場合には、バックエンド３３
が定数オペランドのイディオム認識を行なう必要がなくなる。比較すると、直接タイプの
対象命令がベース・ノードに分解された（かつ、目的アーキテクチャに直接タイプ命令が
含まれた）場合には、トランスレータ３０は、高価なバックエンド３３イディオム認識を
行なって、複数のノード・クラスタを直接命令候補として識別する必要があるか、あるい
は非効率的な目的コードを生成する（すなわち、必要数よりも多い目的レジスタを用いて
、必要数よりも多い命令を生成する）。言い換えれば、ベース・ノードのみを利用すると
、性能が、トランスレータ３０内で失われるか（イディオム認識を通して）、あるいはト
ランスレート済みコード内で失われる（イディオム認識を行なわずに、余分に生成された
コードを通して）。より一般的には、複合ノードは、セマンティック情報のよりコンパク
トな表現であるために、複合ノードを用いると、トランスレータ３０が形成し、横断し、
および削除しなければならないＩＲノードの数が減る。
【００４１】
　直接タイプの命令は、多くのアーキテクチャに共通である。したがって、複合ノードは
、アーキテクチャの範囲全体において再利用可能であるという点で、汎用的である。しか
し、すべてのトランスレータのＩＲノードの組において、すべての複合ノードが存在する
わけではない。トランスレータの特定の汎用的な特性が構成可能である。すなわち、特定
のソースおよび目的アーキテクチャの組み合わせに対してトランスレータがコンパイルさ
れているときに、そのトランスレータ構成に適用されない特性をコンパイルから除くこと
ができる。たとえば、ＭＩＰＳ　ＭＩＰＳ（ＭＩＰＳ対ＭＩＰＳ）トランスレータでは、
いずれかのＭＩＰＳ命令のセマンティクスにマッチングしない複合ノードは、ＩＲノード
の組から除かれる。何故なら、このような複合ノードは、利用されることがないからであ
る。
【００４２】
　複合ノードの場合、生成される目的コードの性能を、間順走査を行なうことによりさら
に向上させることができる。間順走査は、ＩＲツリー内のＩＲノードを目的コードに生成
する順番を決定する複数の代替的ＩＲ走査アルゴリズムのうちの１つである。具体的には
、間順走査を行なうと、各ＩＲノードが、そのノードが最初に走査されるときに生成され
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る。この結果、ＩＲツリー全体に渡って別個の最適化パスが存在しないために起こるバッ
クエンド３３イディオム認識が防がれる。複合ノードの場合、ノード当たりのセマンティ
ック情報はベース・ノードの場合よりも多いため、イディオム認識の作業の一部は、複合
ノード自体内において暗黙的である。この結果、トランスレータ３０は、ベース・ノード
のみの場合と同様に、目的コード性能におけるペナルティをそれほど被ることなく、間順
走査を用いることができる。
【００４３】
　トランスレータ３０が複合ノード（すなわち、図５の複合ＩＲブロック２１０を通るパ
ス）を生成する場合、トランスレーション・プロセスは、ベース・ノードに対して前述し
たトランスレーション・プロセスと同様である。唯一の相違点は、複合ノードのセマンテ
ィクスにマッチングする対象命令は、実現ブロック２０２内の複合ノードとして実現され
、ベース・ノードとして実現されるわけではないことである（実現ブロック２０２を分離
する破線によって示す）。複合ノードの場合でもやはり、広範囲のアーキテクチャに渡っ
て汎用であり、カーネル３２の最適化をやはり、ＩＲフォレスト全体に適用することがで
きる。さらに、ＣＩＳＣタイプの目的アーキテクチャ上での複合ノードに対する目的コー
ド生成は、ベース・ノード同等物の場合よりも効率的であり得る。
【００４４】
　ポリモーフィック・ノード
　図５に示すトランスレータ３０の好ましい実施形態ではさらに、ポリモーフィック中間
表現を利用しても良い。ポリモーフィック中間表現は、バックエンド３３が、特定の性能
重要な対象命令に対して目的アーキテクチャの特性を効率的に利用するために特化された
コード生成を与えることができる機構である。ポリモーフィック機構は、バックエンド３
３のコード生成関数に対する関数ポインタを含む汎用的なポリモーフィック・ノードとし
て具体化される。各関数ポインタは、特定の対象命令に特化される。このポリモーフィッ
ク機構は、標準的なフロントエンド３１のＩＲ生成機構の代わりに行なわれる。フロント
エンド３１のＩＲ生成機構は、さもなければ、対象命令をベース・ノードまたは複合ノー
ドにデコードする。ポリモーフィック機構がない場合には、これらのベース・ノードの生
成によって、バックエンド３３において、最適ではない目的コードが生成されるか、ある
いは高価なイディオム認識を行なって対象命令のセマンティクスを再構成する必要が生じ
る。
【００４５】
　各ポリモーフィック関数は、特定の対象命令および目的アーキテクチャ関数の組み合わ
せに特有である。それらの関数についての最小限の情報が、ポリモーフィック・ノードに
よってカーネル３２に公開される。ポリモーフィック・ノードは、通常のカーネル３２の
最適化、たとえば式シェアリングおよび式フォールディングに関与することができる。カ
ーネル３２は、関数ポインタを用いて、２つのポリモーフィック・ノードが同じか否かを
判断することができる。ポリモーフィック・ノードには、対象命令のいかなるセマンティ
ック情報も保持しないが、このようなセマンティック情報は、関数ポインタから推測する
ことができる。
【００４６】
　ポリモーフィック・ノードは、対象命令に対して使用され、慎重に選択された一連の目
的命令によって表現することができるため、最良の目的命令は実行時であることをカーネ
ル３２が判断する必要がない。ポリモーフィック・ノードの実現が、ベース・ノードを用
いるフロントエンド３１によってなされていない場合、カーネル３２は、これらのノード
をポリモーフィック・ノードとして実現することを選択しても良い。
【００４７】
　さらに、ポリモーフィック・ノードは、レジスタ割り当てヒントを含むことができる。
目的命令が既知であるため、ＣＩＳＣアーキテクチャ上で必要とされ得る個々のレジスタ
も既知である。ポリモーフィック・ノードを用いた場合、それらのオペランドおよび結果
は、ＩＲ構成時に選択されるレジスタ内に現れることができる。
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【００４８】
　トランスレータ３０がポリモーフィック・ノード（すなわち、図５のポリモーフィック
ＩＲブロック２１２を通るパス）を利用することになるように、バックエンド３３は、対
象命令－目的関数ポインタの組み合わせのリストを、フロントエンド３１に与える。与え
られたリスト上にある対象命令は、対応するバックエンド３３の関数ポインタを含むポリ
モーフィック・ノードとして実現される。リスト上にない対象命令は、前述したように、
複合またはベースＩＲツリーとして実現される。図５において、バックエンド３３からフ
ロントエンド３１へ向かう矢印２１４によって反映されるパスは、フロントエンド３１で
ブロック２１５を実現するために与えられる対象命令－目的関数ポインタの組み合わせの
リストを示す。フロントエンド３１は、実現ブロック２１５において実現（すなわち、Ｉ
Ｒノードへの対象命令のマッピング）を行なうが、このプロセスは、パス２１４を通して
バックエンド３３から受け取る情報によって変更される。
【００４９】
　カーネル３２のポリモーフィックＩＲブロック２１２においては、ポリモーフィック・
ノードの場合でもやはり、汎用的な最適化に関与することができる。何故なら、カーネル
３２は、ポリモーフィック・ノードのセマンティクスを、各ノード内の関数ポインタから
推測することができるからである。バックエンド３３では、目的コード生成関数を指し示
す目的関数ポインタが、単純に逆参照されて実行される。この状況は、バックエンド３３
が特定のＩＲノードを特定のコード生成関数に対してマッピングするベース・ノードおよ
び複合ノードの場合とは異なる。ポリモーフィック・ノードを用いた場合、ポリモーフィ
ック関数は、ノード自体において直接エンコードされるため、バックエンド３３が行なう
計算は少なくなる。図５において、この相違点は、ポリモーフィック・プラント・ブロッ
ク２１６が、ポリモーフィックＩＲブロック２１２およびバックエンド３３の両方と隣接
する（すなわち、ポリモーフィックＩＲブロック２１２とポリモーフィック・プラント・
ブロック２１６との間に、重要な計算を表す矢印が示されていない）という事実によって
表されている。
【００５０】
　例１：ポリモーフィックＩＲの例
　ＩＲにおいてポリモーフィック・ノードを利用するためにトランスレータ３０を最適化
するプロセスを示すことを目的として、以下の例では、ＰＰＣ（PowerPC （登録商標））
「ＳＨＬ６４」命令（左シフト、６４ビット）のトランスレーションを説明する。これは
、最初にベース・ノードを使用して、次にポリモーフィック・ノードを使用するＰＰＣ　
Ｐ４（PowerPC to Pentium4 （登録商標））トランスレータにおいて必要とされるもので
ある。
【００５１】
　ポリモーフィック・ノードの実施に対してトランスレータを最適化することなく、ＰＰ
Ｃ　ＳＨＬ６４命令のトランスレーションにおいてベース・ノードのみを用いる。
　ＰＰＣ　ＳＨＬ６４＝＞ベースＩＲの複数ノード＝＞Ｐ４の複数命令
　最適化されていないトランスレータのフロントエンド・デコーダ２００は、現在のブロ
ックをデコードして、ＰＰＣ　ＳＨＬ６４命令を生成する。次に、フロントエンド実現ブ
ロック２０２は、カーネル３２に、複数のベース・ノードからなるＩＲを構成するように
命令を出す。次に、カーネル３２は、（命令の現在のブロックから生成された）ＩＲフォ
レストを最適化して、順序付け走査を行なってベースＩＲブロック２０４におけるコード
生成の順番を決定する。次に、カーネル３２は、各ＩＲノードに対して順番にコード生成
を行ない、バックエンド３３に、適切なＲＩＳＣタイプ命令をプラントするように命令を
出す。最後に、バックエンド３３は、プラント・ブロック２０６においてコードをプラン
トして、エンコード・ブロック２０８において、１つまたは複数の目的アーキテクチャ命
令を用いて各ＲＩＳＣタイプ命令をエンコードする。
【００５２】
　性能重要な命令に対してフロントエンド３１およびバックエンド３３を特化することに
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よって、特定の目的アーキテクチャに対して最適化する場合は、以下の通り。
　ＰＰＣ　ＳＨＬ６４＞ポリＩＲの単一ノード＞Ｐ４の単一／少数の命令
　最適化されたトランスレータ３０のフロントエンド・デコーダ２００は、現在のブロッ
クをデコードして、ＰＰＣ　ＳＨＬ６４命令を生成する。次に、フロントエンド実現ブロ
ック２０２は、カーネル３２に、単一のポリモーフィックＩＲノードからなるＩＲを構成
するように命令を出す。単一のポリモーフィック・ノードが形成されたとき、バックエン
ド３３には、ＳＨＬ６４のシフト・オペランドが特定のレジスタ（Ｐ４上の％ｅｃｘ）内
に存在しなければならないということが知らされる。この要求は、ポリモーフィック・ノ
ードにおいてエンコードされる。次に、カーネル３２は、現在のブロックに対してＩＲフ
ォレストを最適化するとともに、ポリモーフィックＩＲブロック２１２におけるコード生
成の順番を固定するために順序付け走査を行なう。次に、カーネル３２は、各ノードに対
してコード生成を行ない、バックエンド３３に、適切なＲＩＳＣタイプ命令をプラントす
るように命令を出す。しかし、コードを生成する間、ポリモーフィック・ノードを処理す
る仕方は、ベース・ノードの場合とは異なる。各ポリモーフィック・ノードによって、バ
ックエンド３３に存在する特化されたコード・ジェネレータ関数が呼び出される。バック
エンド３３の特化されたコード・ジェネレータ関数は、プラント・ブロック２１６におい
てコードをプラントし、エンコード・ブロック２０８において、１つまたは複数の目的ア
ーキテクチャ命令を用いて各対象アーキテクチャ命令をエンコードする。生成段階におけ
るレジスタ割り当ての間に、特定のレジスタ情報を用いて、正確なレジスタが割り当てら
れる。この結果、不適切なレジスタが割り当てられていたならば必要とされたであろうバ
ックエンド３３によって行なわれる計算が減る。このコード生成には、一時的なレジスタ
に対するレジスタ割り当てが伴っても良い。
【００５３】
　例２：困難な命令
　以下の例では、本発明のトランスレータ３０が行なうＰＰＣ　ＭＦＦＳ命令（３２ビッ
トＦＰＵ制御レジスタを６４ビットの一般的なＦＰＵレジスタへ移動させる）のトランス
レーションおよび最適化を示す。この対象命令は、ベース・ノードにより表わすには非常
に複雑である。
【００５４】
　最適化されていない場合には、この命令は、置換関数を用いてトランスレートされる。
置換関数は、標準的なトランスレーション方式を用いてトランスレートすることが特に困
難な対象命令の特別な場合に対する明示的なトランスレーションである。置換関数のトラ
ンスレーションは、対象命令のセマンティクスを行なう目的コード関数として具体化され
る。置換関数のトランスレーションは、標準的なＩＲ命令に基づくトランスレーション方
式よりもはるかに高い実行コストがかかる。この命令に対する最適化されていないトラン
スレーション方式は、以下のようになる。
【００５５】
　ＰＰＣ　ＭＦＦＳの命令＝＞ベースＩＲの置換関数＝＞Ｐ４の置換関数
　ポリモーフィックＩＲを用いるトランスレータ３０においては、このような特別な場合
の命令は、ポリモーフィック・ノードを用いてトランスレートされる。ポリモーフィック
・ノードの関数ポインタによって、困難な対象命令のカスタムなトランスレーションをバ
ックエンド３３が提供するためのより効率的な機構が得られる。したがって、同じ命令に
対する最適化されたトランスレーション方式は、以下のようになる。
【００５６】
　ＰＰＣ　ＭＦＦＳの命令＝＞単一のポリモーフィックのＩＲノード＝＞Ｐ４　ＳＳＥ２
の命令
　アーキテクチャ特定ノード
　本発明のトランスレータ３０の他の好ましい実施形態においては、トランスレータ３０
は、図５に示すように、アーキテクチャ特定ノード（ＡＳＮ：Architecture Specific No
de）を用いても良い。アーキテクチャ特定ノードは、特定のアーキテクチャ（すなわち、
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特定のソース・アーキテクチャおよび目的アーキテクチャの組み合わせ）に特有である。
各アーキテクチャ特定ノード（ＡＳＮ）は、特定の命令に対して特定的に仕立てられるた
め、ＡＳＮは、特定のアーキテクチャに特有のものとなる。ＡＳＮ機構を用いている場合
、アーキテクチャ特定の最適化として、ＡＳＮのセマンティクスを包含し、したがってＡ
ＳＮ上で動作可能なものを実施することができる。
【００５７】
　ＩＲノードには、最大３つのコンポーネントが含まれていても良い。すなわち、データ
・コンポーネント、実施コンポーネント、および変換コンポーネントである。データ・コ
ンポーネントは、ノード自体においては固有ではない何らかのセマンティック情報（たと
えば定数直接命令フィールドの値）を保持する。実施コンポーネントは、コード生成を実
行し、したがって、特定のアーキテクチャに特定的に関係する。変換コンポーネントは、
ノードを、異なるタイプのＩＲノード、ＡＳＮノードまたはベース・ノードに変換する。
トランスレータにおける本発明の所定の実施形態においては、生成されたＩＲにおけるベ
ース・ノードおよびＡＳＮのそれぞれに、変換コンポーネントまたは実施コンポーネント
のいずれかが含まれるが、両方ではない。
【００５８】
　各ベース・ノードは、目的アーキテクチャに特有の実施コンポーネントを有する。ベー
ス・ノードは、変換コンポーネントは有さない。何故なら、ベース・ノードがＩＲノード
階層内でエンコードするセマンティック情報の量は可能な限り少ないものであるため、ベ
ース・ノードを他のタイプのＩＲノードに変換しても、何ら利点がないからである。ベー
ス・ノードを他のタイプのＩＲノードにする前述のような変換はいかなるものであっても
、イディオム認識を通してセマンティック情報を再収集する必要がある。
【００５９】
　ＡＳＮの実施コンポーネントは、ノードのアーキテクチャに、そのＡＳＫに対応するア
ーキテクチャ特定の命令をコンポーネントが生成するように、特有である。たとえば、Ｍ
ＩＰＳロードＡＳＮの実施コンポーネントによって、ＭＩＰＳ「１ｄ」（ロード）命令が
生成される。本発明のトランスレータを、対象および目的のアーキテクチャが同じ状態で
（すなわちアクセラレータとして）用いる場合、対象ＡＳＮは実施コンポーネントを有す
る。トランスレータを、対象および目的のアーキテクチャが異なる状態で用いる場合、対
象ＡＳＮは変換コンポーネントを有する。
【００６０】
　たとえば、図７に示すのは、本発明の実施形態をＭＩＰＳ－ＭＩＰＳアクセラレータで
用いた場合の、ＭＩＰＳ命令に対するＡＳＮである。フロントエンド３１は、ＭＩＰＳ「
ａｄｄｉ」（直接加算）命令７０１をデコードして、対応するＡＳＮ，ＭＩＰＳ＿ＡＤＤ
Ｉ７０３を含むようにＩＲを生成する。対象および目的アーキテクチャは、アクセラレー
タに対して同じであるため、変換コンポーネント「ＣＶＴ」７０７は定義されていない。
実施コンポーネント「ＩＭＰＬ」７０５は、同じＭＩＰＳ「加算」命令７０９を生成する
ように定義され、コード生成パスにおいてレジスタ割り当ての差を受ける。
【００６１】
　図８に示すのは、本発明の実施形態をＭＩＰＳ　Ｘ８６トランスレータで用いた場合の
、同じＭＩＰＳ命令に対するＩＲ内のＡＳＮである。フロントエンド３１は、ＭＩＰＳ「
ａｄｄｉ」対象命令をデコードして、対応する対象ＡＳＮ，ＭＩＰＳ　ＡＤＤＩ８０１を
生成する。ソースおよび目的アーキテクチャは、このトランスレータに対して異なってい
るため、対象ＡＳＮ８０１の実施コンポーネント８０３は定義されていない。ＭＩＰＳ　
ＡＤＤＩの変換コンポーネント８０５は、特化された変換コンポーネントであり、対象Ａ
ＳＮ８０１を目的ＡＳＮ８０７に変換するものである。汎用的な変換コンポーネントの場
合には、比較により、対象ＡＳＮ８０１をベース・ノード表現に変換する。ＭＩＰＳ　Ａ
ＤＤＩノード８０１の目的ＡＳＮ表現は、単一のＸ８６　ＡＤＤＩノード８０７である。
目的ＡＳＮ８０７の変換コンポーネント８１１は、定義されていない。目的ＡＳＮ８０７
の実施コンポーネント８０９は、目的命令８１３（この場合にはＸ８６命令「ＡＤＤ＄Ｅ
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ＡＸ，＃１０」）を、生成する。
【００６２】
　トランスレータ３０がＡＳＮを用いている場合、すべての対象命令は、対象特定のＡＳ
Ｎとして実現される。図５において、フロントエンド・デコード・ブロック２００、ＡＳ
Ｎ実現ブロック２１８、および対象ＡＳＮブロック２２０が互いに隣接しているという事
実は、ＡＳＮがフロントエンド３１によって規定されるという事実、かつ実現することは
自明であるという事実を示している。何故なら、対象命令タイプと対象ＡＳＮタイプとの
間には、１対１の関係が存在するからである。フロントエンド３１には、対象ＡＳＮのセ
マンティクスを理解し、対象ＡＳＮ上で動作可能な対象特定の最適化が含まれている。言
い換えれば、対象コードは最初に、全体として対象ＡＳＮからなるＩＲフォレストとして
実現され、次に、これに対して、対象特定の最適化が適用される。
【００６３】
　初期設定により、対象ＡＳＮは、ベース・ノードのＩＲツリーを生成する汎用的な変換
コンポーネントを有する。この結果、新しい対象アーキテクチャに対するサポートを、汎
用的なＩＲノードを用いて迅速に実施することができる。対象ＡＳＮは、図５のＡＳＮベ
ースＩＲブロック２２２およびプラント・ブロック２０６を通って延びるパスを通して、
ベース・ノードとして実現される。このベース・ノードは、すでに詳細に述べた他のベー
ス・ノードの場合と同様の仕方で、目的コードにトランスレートされる。
【００６４】
　性能に対して重要である対象命令の場合には、対応する対象ＡＳＮノードによって、特
化された変換コンポーネントが得られる。特化された変換コンポーネントによって、目的
ＡＳＮノードのＩＲツリーが生成される。特化された変換コンポーネントを実施するか否
かを検討する際の要因には、以下のものが含まれる。（１）目的アーキテクチャの特性に
よって、ベース・ノード・トランスレーションの場合には失われる特に効率的なトランス
レーションが得られるか否か、（２）対象命令が、性能に著しい影響を与えるような頻度
で行なわれるか否か。これらの特化された変換コンポーネントは、対象及び目的アーキテ
クチャの組み合わせに特有である。目的ＡＳＮ（定義により、目的と同じアーキテクチャ
である）には、実施コンポーネントが含まれる。
【００６５】
　特化された変換コンポーネントを実施すると、対応する対象ＡＳＮノードによって、目
的に特化された変換コンポーネントが与えられ、このコンポーネントにより、対象ＡＳＮ
が目的ＡＳＮに、目的ＡＳＮブロック２２４を通して変換される。次に、目的ＡＳＮの実
施コンポーネントが呼び出されて、目的ＡＳＮプラント・ブロック２２６においてコード
生成が行なわれる。各目的ＡＳＮは、１つの特定の目的命令に対応しており、目的ＡＳＮ
から生成されるコードは単純に、ＡＳＮがエンコードする対応する目的命令となるように
なっている。したがって、目的ＡＳＮを用いるコード生成は、計算量が最小である（この
ことは図５において、目的ＡＳＮプラント・ブロック２２６を、目的ＡＳＮブロック２２
４とバックエンド３３内のエンコード・ブロック２０８との両方に隣接するように図示す
ることによって反映されるよう表わされており、これらのコンポーネント間には重要な計
算を示す矢印は示されていない）。さらに、ＩＲ走査、変換、およびコード生成プロセス
はすべて、カーネル３２によって制御される。
【００６６】
　図９に、ＡＳＮ機構を利用する本発明のトランスレータの好ましい実施形態により行な
われるトランスレーション・プロセスを示す。フロントエンド３１では、ステップ９０３
において、トランスレータが、対象コード９０１を対象ＡＳＮ９０４にデコードする。ス
テップ９０５において、トランスレータは、対象ＡＳＮから構成されるＩＲツリー上で、
対象特定の最適化を行なう。次にステップ９０７において、対象ＡＳＮの変換コンポーネ
ントを呼び出すことによって、各対象ＡＳＮ９０４が、目的互換性ＩＲノード（目的ＡＳ
Ｎ９１１）に変換される。初期設定により汎用的な変換コンポーネントを有する対象ＡＳ
Ｎノードは、ベース・ノード９０９に変換される。特化された変換コンポーネントを有す
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る対象ＡＳＮノードは、バックエンド９２５によって与えられるときに、目的ＡＳＮ９１
１に変換される。したがって、この変換により、ベース・ノード９０９および目的ＡＳＮ
９１１の両方を含む混合されたＩＲフォレスト９１３が生成される。カーネル３２では、
ステップ９１５において、トランスレータが、混合されたＩＲフォレスト９１３における
ベース・ノード上で、汎用的な最適化を行なう。次に、ステップ９１６において、トラン
スレータが、混合されたＩＲフォレスト９１３における目的ＡＳＮ上で、目的特定の最適
化を行なう。最後に、ステップ９１７において、コード生成によって、混合ツリーにおけ
る各ノードの実施コンポーネントが呼び出され（ベース・ノードおよび目的ＡＳＮノード
の両方とも実施コンポーネントを有する）、目的コード９１９が生成される。
【００６７】
　コード・アクセラレータを用いる特別な場合には、対象および目的アーキテクチャは、
両方とも同じである。この状況では、対象ＡＳＮは、トランスレーションの間中、存続す
る。フロントエンド３１では、デコーディングによって、対象命令から対象ＡＳＮが生成
される。カーネル３２では、対象ＡＳＮは、アーキテクチャ特定の最適化を経る。コード
生成によって、対象ＡＳＮの実施コンポーネントが呼び出されて、対応する命令が生成さ
れる。したがって、コード・アクセラレータでは、ＡＳＮを用いることによってコード爆
発が防止される。その防止は、最小の対象対目的命令変換比率１：１を保証することによ
ってなされる。この比率は、最適化によって増やすことができる。
【００６８】
　本発明のトランスレータの種々の実施形態を、特定のトランスレータの応用例（すなわ
ち、特定の対象アーキテクチャおよび目的アーキテクチャの組み合わせ）に対して構成す
ることができる。したがって、本発明のトランスレータは、任意の対象アーキテクチャ上
で実行するように構成された対象コードを、任意の目的アーキテクチャ上で実行可能な目
的コードに変換するように、構成可能である。各ベース・ノードは、複数のトランスレー
タの応用例において複数の実施コンポーネントを有する。実施コンポーネントは、サポー
トされる各目的アーキテクチャに対して１つである。開始されている特定の構成（すなわ
ち、条件付きコンパイル）によって、どのＩＲノードおよびそれらのノードのうちのどの
コンポーネントが、特定のトランスレータの応用例に含められるかが決定される。
【００６９】
　本発明の好ましい実施形態におけるＡＳＮを用いることによって、複数の優位な利点が
得られる。第１に、対象命令の汎用的なＩＲの実施形態を用いることで、スクラッチから
構成されるトランスレータ製品を迅速に開発することができる。第２に、性能に対して重
要である対象命令（予め分かっているかまたは経験的に決定される）に対して目的特定の
変換コンポーネントを実施することで、既存のトランスレータ製品を徐々に増加させるこ
とができる。第３に、開発されるトランスレータ製品の数が増加するにつれて、ＡＳＮノ
ード（および実施される機能）のライブラリも時間とともに増加するため、将来のトラン
スレータ製品の実施または最適化を迅速に行なうことができる。
【００７０】
　本発明のこの実施形態では、バックエンド実施により、どの対象命令が（目的に特化さ
れた変換コンポーネントを規定することによる）最適化に値するかを、慎重に選ぶ。汎用
的な変換コンポーネントによって、ＡＳＮベースのトランスレータを迅速に開発すること
ができる一方で、特化された変換コンポーネントによって、性能重要な命令を、選択的か
つ徐々に最適化することができる。
【００７１】
　例３：ＡＳＮを用いた困難な命令
　前述した例２のＰｏｗｅｒＰＣ　ＳＨＬ６４命令に戻って、ＡＳＮを用いるトランスレ
ータ３０では、以下のステップが行なわれる。フロントエンド・デコーダ２００は、現在
のブロックをデコードして、ＰｏｗｅｒＰＣ　ＳＨＬ６４命令を生成する。次に，フロン
トエンド３１が、その命令に対する単一のＡＳＮ、ＳＨＬ６４　ＰＰＣ　Ｐ４を実現する
。次に、カーネル３２が、命令の現在のブロックに対するＩＲを最適化して、コード生成
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に備えてＩＲの順序付け走査を行なう。次に、カーネル３２が、各特定のＡＳＮノードの
コード・ジェネレータ関数を呼び出すことによって、ＡＳＮノードに対してコード生成を
行なう。コード・ジェネレータ関数は、実施コンポーネントの要素である。次に、バック
エンド３３が、対象アーキテクチャ（ＰＰＣ）命令を、１つまたは複数の目的アーキテク
チャ（Ｐ４）命令にエンコードする。
【００７２】
　ＭＩＰＳの例
　次に、図１０，１１，１２を参照して、ベースＩＲノード、ＭＩＰＳ－ＭＩＰＳ　ＡＳ
Ｎ　ＩＲノード、およびＭＩＰＳ－Ｘ８６　ＡＳＮ　ＩＲノードをそれぞれ用いて、同じ
ＭＩＰＳ命令シーケンスから生成され異なるＩＲツリーを表わす例を示す。ＭＩＰＳ対象
命令シーケンスの例（上位の即値をロード、次に即値をビット単位ＯＲ）のセマンティク
スは、３２ビット定数値０ｘＩ２３４５６７８を対象レジスタ「ａ１」にロードすること
である。
【００７３】
　図１０において、バイナリ・デコーダ３００は、対象コードを別個の対象命令にデコー
ド（構文解析）するトランスレータ３０のフロントエンド３１のコンポーネントである。
対象命令は、デコードされた後、ベース・ノード３０２として実現され、命令の現在のブ
ロックに対する作業用ＩＲフォレストに追加される。ＩＲマネージャ３０４は、ＩＲを生
成する間に作業用ＩＲフォレストを保持するトランスレータ３０の部分である。ＩＲマネ
ージャ３０４は、抽象レジスタおよびそれらに関連するＩＲツリーからなる（ＩＲフォレ
ストのルートは抽象レジスタである）。たとえば、図１０において、抽象レジスタ”ａＶ
３０６は、５つのノードからなるＩＲツリー３０８のルートであり、現在のブロックの作
業用ＩＲフォレストの一部である。Ｃ＋＋により具体化されるトランスレータ３０の場合
には、ＩＲマネージャ３０４を、抽象レジスタ・オブジェクト（またはＩＲノード・オブ
ジェクトに対する参照）の組を含むＣ＋＋オブジェクトとして具体化しても良い。
【００７４】
　図１０に示すのは、ベース・ノードのみを用いたＭＩＰＳ対Ｘ８６トランスレータによ
って生成されるＩＲツリー３０８である。ＭＩＰＳ＿ＬＵＩ命令３１０によって、２つの
オペランド・ノード３１６，３１８を有する「ＳＨＬ」（左へシフト）ベース・ノード３
１４が実現される。２つのオペランド・ノード３１６，３１８は、この場合には、両方と
も定数である。ＭＩＰＳ＿ＬＵＩ命令３１０のセマンティクスは、定数値（０ｘ１２３４
）を、一定数のビット（１６）だけ左へシフトさせることである。ＭＩＰＳ＿ＯＲＩ命令
３１２によって、２つのオペランド・ノード３１４，３２２、すなわちＳＨＬノード３１
４の結果および定数値を有する「ＯＲＩ」（即値をビット単位ＯＲ）ベース・ノード３２
０が実現される。ＭＩＰＳ＿ＯＲＩ命令３１２のセマンティクスは、定数値（０ｘ５６７
８）を有する既存のレジスタ内容のビット単位ＯＲを行なうことである。
【００７５】
　最適化されていないコード・ジェネレータの場合には、ベース・ノードには、即値ロー
ド以外の直接タイプのオペレータは含まれていない。そのため、各定数ノードによって、
即値ロード命令が生成される。したがって、最適化されていないベース・ノード・トラン
スレータの場合には、この対象命令シーケンスに対して５つのＲＩＳＣタイプの処理（ロ
ード、ロード、シフト、ロード、ＯＲ）が必要となる。バックエンド３３イディオム認識
によって、この数を５から２へ、定数ノードをそれらのペアレント・ノードと合体させる
ことにより減らして、直接タイプの目的命令（すなわち、即値シフトおよび即値ＯＲ）を
生成することができる。この結果、目的命令の数が減って２になるが、これは、コード・
ジェネレータでイディオム認識を行なう際のトランスレーション・コストが増加する場合
である。
【００７６】
　ＩＲにおいて複合ノードを用いることで、直接タイプＩＲノードを実現することができ
る。その結果、バックエンド３３でイディオム認識を行なう必要がなくなり、コード・ジ
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ェネレータのトランスレーション・コストが減る。本来の対象命令よりも、複合ノードが
保持するセマンティクスは多く、実現するＩＲノードは少ない。ノード生成のトランスレ
ーション・コストも、複合ノードを用いると下がる。
【００７７】
　図１１に、ＡＳＮを用いたＭＩＰＳ　Ｘ８６（ＭＩＰＳ対Ｘ８６）トランスレータによ
って生成されるＩＲツリーを示す。対象命令は、バイナリ・デコーダ３００によってデコ
ードされた後、ＭＩＰＳ＿Ｘ８６　ＡＳＮノード３３０として実現される。次に、ＭＩＰ
Ｓ＿Ｘ８６　ＡＳＮノード３３０は、現在のブロックに対する作業用ＩＲフォレストに追
加される。第１に、ＭＩＰＳ＿Ｘ８６＿ＬＵＩ　ＡＳＮノードは、ＡＳＮの変換コンポー
ネントによって、Ｘ８６　３２－ビット定数ノード３３２に変換される。第２に、ＭＩＰ
Ｓ＿Ｘ８６＿ＯＲＩ　ＡＳＮノードによって、Ｘ８６　ＯＲＩノードが生成され、このＸ
８６　ＯＲＩノードは即座に、以前のＸ８６定数ノードによってフォールディングされる
（定数フォールディング）。その結果、単一のＸ８６　３２ビット定数ノード３３４とな
る。このノード３３４は、単一のＸ８６のロード定数命令「ｍｏｖ　％ｅａｘ，＄０ｘ１
２３４５６７８」に、エンコードされる。図に示すように、ＡＳＮノードの結果、ノード
の数はベース・ノードの例よりも少なくなる。そのため、トランスレーション・コストが
下がり、より良好な目的コードが得られる。
【００７８】
　図１２に、ＡＳＮを用いたＭＩＰＳ－ＭＩＰＳトランスレータ（すなわち、ＭＩＰＳア
クセラレータ）によって生成されるＩＲツリーを示す。対象命令３１０，３１２は、バイ
ナリ・デコーダ３００によってデコードされた後、ＭＩＰＳ＿ＭＩＰＳ　ＡＳＮノード３
４０として実現される。次いで、このＭＩＰＳ＿ＭＩＰＳ　ＡＳＮノード３４０は、現在
のブロックに対する作業用ＩＲフォレストに追加される。ソースおよび目的アーキテクチ
ャは、ＭＩＰＳ－ＭＩＰＳトランスレータに対して同じであるため、ＭＩＰＳ＿ＭＩＰＳ
＿ＬＵＩおよびＭＩＰＳ＿ＭＩＰＳ＿ＯＲＩ　ＡＳＮノード３４０では、変換コンポーネ
ントがヌル（未定義）である。したがって、対象命令と、コードを生成するために使用さ
れる最終的なＩＲノードとの間には、直接的な対応関係がある。これによって、何らかの
最適化が適用される前であっても、１：１の対象対目的の命令トランスレーション比率が
保証される。言い換えれば、ＡＳＮノードによって、同一－同一トランスレータ（アクセ
ラレータ）に対するコード爆発がなくなる。またＡＳＮノードによって、１６ビット定数
ノードを共有することができる。これは、ＭＩＰＳプラットフォーム上で、連続するメモ
リ・アクセスを効率的にトランスレートする上で有用である。
【００７９】
　命令の基本ブロックは、一度に１つの対象命令がトランスレートされる。各対象命令に
よって、ＩＲツリーが形成（実現）される。ＩＲツリーは、所定の命令に対して形成され
た後、現在のブロックに対する作業用ＩＲフォレストに統合される。作業用ＩＲフォレス
トのルートは、抽象レジスタである。抽象レジスタは、対象レジスタと対象アーキテクチ
ャの他の特性とに対応する。最後の対象命令がデコードされ、実現され、そのＩＲツリー
が作業用ＩＲフォレストに統合されたときに、そのブロックに対するＩＲフォレストは完
成する。
【００８０】
　図１２では、第１の対象命令３１０は、「ｌｕｉ　ａ１，０ｘＩ２３４」である。この
命令３１０のセマンティクスは、定数値０ｘＩ２３４を、対象レジスタ「ａ１」３４２の
上位１６ビットにロードすることである。この命令３１０によって、ＭＩＰＳ＿ＭＩＰＳ
＿ＬＵＩノード３４４が、０ｘＩ２３４の直接フィールド定数値を用いて実現される。ト
ランスレータによって、このノードは作業用ＩＲフォレストに追加される。この追加は、
抽象レジスタ「ａ１」３４２（対象命令のデスティネーション・レジスタ）を、ＭＩＰＳ
＿ＭＩＰＳ＿ＬＵＩ　ＩＲノード３４４を指し示すように設定することによって行なわれ
る。
【００８１】
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　図１２の同じ例において、第２の対象命令３１２は、「ｏｒｉ　ａ１，ａ１，０ｘ５６
７８」である。この命令３１２のセマンティクスは、対象レジスタ「ａ１」３４２の現在
の内容を用いて定数値０ｘ５６７８のビット単位ＯＲを行ない、対象レジスタ「ａ１」３
４６内の結果を記憶することである。この命令３１２によって、ＭＩＰＳ＿ＭＩＰＳ＿Ｏ
ＲＩノード３４８が、０ｘ５６７８の直接フィールド定数値を用いて実現される。トラン
スレータによって、このノードは作業用ＩＲフォレストに追加される。この追加は、最初
にＯＲＩノードを、抽象レジスタ「ａ１」３４２（対象命令のソース・レジスタ）が現在
指し示しているＩＲツリーを指し示すように設定し、次に、抽象レジスタ「ａ１」３４６
（対象命令のデスティネーション・レジスタ）を、ＯＲＩノード３４８を指し示すように
設定することによって行なわれる。言い換えれば、抽象レジスタ３４２をルートとする既
存の「ａ１」ツリー（すなわち、ＬＵＩノード）は、ＯＲＩノード３４８のサブツリー３
５０になり、次に、ＯＲＩノード３４８は新たなａ１ツリーになる。古い「ａ１」ツリー
（ＬＵＩより後だがＯＲＩより前）は、抽象レジスタ３４２をルートとしており、ライン
３４５によってリンクされるように示されている。一方で、現在の「ａ１」ツリー（ＯＲ
Ｉより後）は、抽象レジスタ３４６をルートとする。
【００８２】
　前述したことから分かるように、本発明により形成される改善されたプログラム・コー
ド変換装置は、最適なレベルの性能を維持し、かつトランスレーションの速度とトランス
レート済み目的コードの効率とをバランスさせる一方で、任意の対象および目的プロセッ
サ・アーキテクチャの組み合わせに対して構成可能である。さらに、変換に関与する対象
および目的コンピューティング環境の特定のアーキテクチャに依存して、本発明のプログ
ラム・コード変換装置を、汎用的および特定の変換特性のハイブリッド設計を用いて構成
することが、ベース・ノード、複合ノード、ポリモーフィック・ノード、およびアーキテ
クチャ特定ノードの組み合わせを、その中間表現において用いることによって可能である
。
【００８３】
　本発明の改善されたプログラム・コード変換装置の種々の構造が、前述の実施形態のそ
れぞれにおいて別個に説明されている。しかし、本明細書で説明した各実施形態の別個の
態様を、本明細書で説明した他の実施形態と組み合わせても良いことは、本発明の発明者
によって完全に意図されている。たとえば、本発明により形成されるトランスレータには
、種々のＩＲタイプのハイブリッド最適化が含まれていても良い。当業者ならば理解する
ように、説明した好ましい実施形態の種々の適合および変更を、本発明の範囲および技術
思想から逸脱することなく構成することができる。したがって、本発明を、添付の特許請
求の範囲内で、本明細書で具体的に説明したこと以外で、実行しても良いことが理解され
る。
【００８４】
　いくつかの好ましい実施形態を示し説明してきたが、当業者ならば理解するように、添
付の特許請求の範囲において規定される本発明の範囲から逸脱することなく、種々の変形
および変更を施しても良い。
【００８５】
　本出願に関連し、本明細書と同時にまたは以前に提出され、かつ本明細書を用いて公衆
の便覧に公開されたすべての論文および文献に対して注意を払うものであり、このような
論文および文献はすべて、その内容が本明細書において参照されることにより取り入れら
れるものとする。
【００８６】
　本明細書（すべての添付の特許請求の範囲、要約書、および図面を含む）で開示された
すべての特徴、および／または同様に開示されたいずれかの方法またはプロセスのすべて
のステップは、このような特徴および／またはステップの少なくとも一部が互いに相容れ
ない組み合わせを除いて、任意の組み合わせで組み合わされても良い。
【００８７】
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　本明細書（すべての添付の特許請求の範囲、要約書、および図面を含む）で開示された
各特徴は、特にことわらない限り、同じ、同等、または類似の目的を満たす代替的な特徴
と取り替えても良い。したがって、特にことわらない限り、開示された各特徴は、同等ま
たは類似の特徴の包括的な組の１つの例に過ぎない。
【００８８】
　本発明は、前述した実施形態の詳細に限定されない。本発明は、本明細書（すべての添
付の特許請求の範囲、要約書、および図面を含む）で開示された特徴の任意の新しい１つ
または任意の新しい組み合わせに及ぶか、または同様に開示された任意の方法またはプロ
セスのステップの任意の新しい１つまたは任意の新しい組み合わせに及ぶ。
【図面の簡単な説明】
【００８９】
【図１】対象および目的コンピューティング環境を含むコンピューティング環境の例。
【図２】好ましいプログラム・コード変換装置。
【図３】対象コードの目的コードへのトランスレーションを示す例示的なコンピューティ
ング環境を示す説明図。
【図４】本発明の好ましい実施形態によるプログラム・コード変換装置によって実現され
る種々の中間表現を示す説明図。
【図５】好ましいプログラム・コード変換装置の詳細な説明図。
【図６】ベース・ノードおよび複合ノードを用いて生成されるＩＲツリーの例。
【図７】アクセラレータにおいて本発明を実施した場合のＡＳＮ生成の例を示す説明図。
【図８】トランスレータにおいて本発明を実施した場合のＡＳＮ生成の例を示す説明図。
【図９】本発明の好ましい実施形態による、ＡＳＮを利用する際のトランスレーション・
プロセスの処理フロー図。
【図１０】トランスレーション・プロセス、およびそのプロセスの間に生成される対応す
るＩＲの例を示す説明図。
【図１１】トランスレーション・プロセス、およびそのプロセスの間に生成される対応す
るＩＲの別の例を示す説明図。
【図１２】トランスレーション・プロセス、およびそのプロセスの間に生成される対応す
るＩＲのさらに別の例を示す説明図。
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