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Abstract: Systems, methods, computer programs, and devices are disclosed herein for partitioning the namespace of a secure element in contactless smart card devices and for writing application data in the secure element using requests from a software application outside the secure element. The secure element is a component of a contactless smart card incorporated into a contactless smart card device. A control software application resident in the same or a different secure element provides access types and access bits, for each access memory block of the secure element namespace, thereby portioning the namespace into different access types. Further, a software application outside the secure element manages the control software application by passing commands using a secure channel to the secure element, thereby enabling an end-user of the contactless smart card device or a remote computer to control the partitioning and use of software applications within the secure element.
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PARTITIONING THENAMESPACE OF A SECUREELEMENT

RELATED APPLICATIONS

TECHNICAL FIELD
[002] The present disclosure relates generally to computer-implemented systems, methods, and devices for partitioning the namespace of a secure element in contactless smart card devices and for writing application data in the secure element using requests from a software application outside the secure element.

BACKGROUND
[003] Contactless transaction systems use secure contactless smart cards for transaction purposes. Certain exemplary transaction systems include transportation - transit cards, authentication and identity cards, parking cards, and phone cards. An exemplary secure contactless smart card is the MIFARE® card from NXP Semiconductors or an iClass® card from HID Global. Certain conventional smart cards use radio frequency identification (RFID) standards to transmit and receive information to and from a card reader device. RFID based contactless smart card devices are supported via the International Organization for Standardization and the International Electrotechnical Commission standard (ISO/IEC) 14443 for smart cards and card readers. Certain contactless card type devices are enabled using electronic components, such as an antenna and secure memory, and supporting semiconductor components, such as a memory management unit, a processor, and a cryptographic generator.
[004] The different types of software application or application data memory areas include random access memory (RAM), read only memory (ROM), and non-volatile flash memory. These memory areas are typically secure memory areas and store all the secure information required to operate software applications for access, membership, or payment
purposes. Certain low end contactless smart cards may not offer significant processing
capabilities; these smart cards are often passive and transmit a radio frequency with
information from a passive memory. Further, each secure memory area is assigned specific
application functions, which are included in the secure element area within the contactless
smart card.

[005] Certain contactless smart cards include a platform for hardware and software that
supports both EMV (electronic credit card standards) and MIFARE® operating functions.
Such cards further include a processor for retaining different areas within combined or
separated secure elements of the contactless smart card device. Contactless smart cards are
available in different memory sizes, for example, a 4 KB of EEPROM (flash memory) or a 1
KB EEPROM package. However, certain widely used smart cards do not have any
intelligent processing capability and are software coded such that certain memory areas alone
can be read only by certain card readers. In many widely used contactless transaction cards,
such as the MIFARE Classic®, a limited amount of resources are available within the smart
card to enable further development. For example, on a 4 KB card, a requirement exists that
all of the 4 KB should be active within the card at any given time.

[006] In some secure element namespaces, also referred to as "memory areas" within
contactless cards, the available memory is statically partitioned, and the partitions are further
encoded in the card reader. Eventually, the card reader reads only from the pre-determined
partitions. This division of an already over-subscribed namespace results in frequent
collisions, and therefore, anti-collision protocols that further reduce available memory space.
Further, limited security protocols are enforced for cards that do not have any processor
capabilities. This enforcement may reduce the security options within the card and the card
readers compared to, for example, EMV type cards that are commonly used for credit card
applications.

[007] Some software applications may limit information stored within the card, as well
as the control of the information to owners of the secure keys. On a contactless smart card
that includes multiple applications, conflicts and errors arise as a result of shared memory.
Further, if the second company needs to protect a part of the data on the card, this protection
will not be possible as one key does not offer security over-riding another key. The limited
application space, data space, and security with multi-party interests are deficient in the
current application. Further, the access keys on the card cannot be updated without
permission of key "B" owners.
SUMMARY
[008] In certain exemplary embodiments, a computer-implemented method for partitioning the namespace of a secure element into at least two storage types by a control software application within the secure element comprises defining, in the control software application, at least first access type, a second access type, a first access key, and a second access key for a plurality of memory blocks within the secure element namespace, wherein each of the first access key and the second access key provides one of the first access type, the second access type, or a combination of the first and the second access types to the plurality of memory blocks within the secure element namespace; selecting, by the control software application, from the plurality of memory blocks within the secure element namespace, at least a first group of memory blocks, a second group of memory blocks, and access types for each of the selected groups of memory blocks, wherein at least one memory block in each selected groups of memory blocks is an access memory block for providing the selected access type of the software application or application data within data memory blocks of the selected groups of memory blocks to an external data requesting device; and transmitting, from the control software application, for storage in the access memory block for each of the selected groups of memory blocks, the first access key, the second access key, and the selected access types for each respective selected groups of memory blocks, thereby partitioning the namespace of the secure element into at least two storage types.
[009] In certain exemplary embodiments, a computer-implemented method for writing application data in a secure element namespace using a user-interface software application resident outside the secure element comprises transmitting, from the user-interface software application, to a remote trusted service manager (TSM) computer, a request for application data, and at least an access key for a write access type, the application data to be written to the secure element namespace; receiving, in a secure memory, from the remote TSM computer, the requested application data, and the requested access key; and writing, by a control software application in the secure element, the requested application data from the secure memory to a data memory block of the secure element namespace, wherein the data memory block of the secure element namespace is accessed by the control software application using the requested access key.
BRIEF DESCRIPTION OF THE DRAWINGS

[0010] FIG. 1 illustrates a computer-implemented system and device for partitioning the namespace of a secure element in contactless smart card devices and for writing application data in the secure element using requests from a software application outside the secure element according to certain exemplary embodiments.

[0011] FIG. 2 illustrates a computer-implemented system and device for partitioning the namespace of a secure element in contactless smart card devices and for writing application data in the secure element using requests from a software application outside the secure element according to certain exemplary embodiments.

[0012] FIG. 3 illustrates a data structure for the namespace of a secure element in contactless smart card devices and the application data associated with the control software application which controls the partitioning and storage of application data in the secure element namespace according to certain exemplary embodiments.

[0013] FIG. 4 illustrates a computer-implemented method for partitioning the namespace of a secure element into at least two storage types by a control software application within the secure element according to certain exemplary embodiments.

[0014] FIG. 5 illustrates a computer-implemented method for writing application data in a secure element namespace using requests from a user-interface software application resident outside the secure element according to certain exemplary embodiments.

[0015] FIG. 6 illustrates a computer-implemented method for implementing a trusted service manager (TSM) locally within the secure element of a contactless smart card device according to certain exemplary embodiments.

[0016] FIG. 7 illustrates a computer-implemented method of controlling access to the secure element namespace for partitioning and provisioning purposes according to certain exemplary embodiments.

DETAILED DESCRIPTION OF EXEMPLARY EMBODIMENTS

[0017] An application directory table reserves special blocks in the secure element namespace as metadata blocks. These blocks contain the logical mapping of application identifiers (AIDs) to the slot/block that contains the software application to be presented to an external card reader device. When the external card reader device encounters a contactless smart card, it tries to authenticate to the special metadata block identified in the directory with a defined access key known to the card reader and the software application. When the block is valid, the card reader reads the contents of the application directory table in the
assigned block, and performs a look-up to find which sector/blocks to which the application ID is mapped. By way of an example, when a retailer's loyalty card has an AID of '1Q' a targeted card reader device would read the application directory table in the data memory block of the secure element namespace and lookup the AID '1Q'. While the directory service is a useful service, it requires the complete use of the block and its AID namespace and is managed externally by a third party.

[0018] The application identifier (AID) within the contactless smart card is a 16 bit code divided into a function cluster and an application code, each of 8 bit length. Key "A" or the "A Key" of sector 0 is a public sector with a 6 byte code, while key "B" or the "B Key" of sector 0 is determined by the contactless smart card issuer or card owner, where the card issuer controls certain access keys and a control software application or certain aspects of the other software applications on the contactless smart card.

[0019] "Card issuer" or "card owner" are terms used interchangeably herein, and generally refer to the entity that places the secure element and the application directory within the contactless smart card. An NFC service provider may be an example of a card issuer type entity.

[0020] The B Key may be a 6 byte code that is kept private for making changes to the software application or the application data within the related memory block.

[0021] "Application data" as used herein defines the data that augments, updates, or provides data to a software application. "Software application" as used herein refers to any software application obtained in any format from an external computer that can be installed and executed within the secure element of the contactless smart card. Further, "software application" and "application data" are used interchangeably herein to refer to the types of data stored within the secure element from an external computer. The term "software application" also includes all formats of the software application, from the downloaded format, any intermediate format, and the final executed format, unless otherwise described.

[0022] In the data memory block for the application directory table in the secure element namespace, a software application is mapped using its 2 byte Application identifier (AID) by using a single byte cluster code for access control and another single byte as a software application code or the least significant bit (LSB).

[0023] In certain exemplary embodiments, certain contactless smart cards or implementations of a contactless smart card, the secure element namespace can be divided into different partitions for different card types, including different card protocols or platforms, for example, EMVCo on JavaCard platform, near field communication (NFC) for
proximity sensing, or MIFARE. In one embodiment, the secure element namespace is virtually divided into sectors, where each sector includes 4 memory blocks that are each 16 bytes in length, with the options for sector sizing different from the default of the 16 bytes. The trailing block of each sector is a dedicated access memory block that is divided into the 3 memory sections for storage of access information to the remainder of the memory block. The access information includes an A Key, access bits within the access memory block, and a B Key. The access memory block controls access to the rest of the blocks in the sector depending on individual access keys or a combination of the access keys that are used to access the memory blocks. The remainder of the memory blocks in a sector is data memory blocks that contain application data or the software application. Software applications also can be stored across sectors by providing a pointer or continuity information to the ending bytes of the software application in a previous sector. The pointer may include the AID of the software application and the block location and sector location of the continuing section of the software application.

[0024] In certain exemplary embodiments, the access keys in the access memory block support different access types to the data memory block for the application data and the application directory table in sector 0. The access control block can be configured to describe the permissions of key A, while key B maintains the ability to rotate keys in the control block and to overwrite the access bits within the access control block. In the data memory block of sector 0, including the application directory table, key B may be used to edit the directory, to change the mapping of AIDs to sector and memory block locations, and to reallocate the memory blocks by changing the access type in the secure element namespace. These functionalities allow the contactless smart card to functionally support multiple applications and access types, depending on the access keys and the access bits in the access memory block. Access types that may be available to the contactless smart card include a write access, a read access, an increment access, a decrement access, or a combination of two or more of each of the read, write, increment, and decrement accesses. The write access includes the ability to write or install software applications or application data to data memory blocks within the secure element namespace.

[0025] Each of the sectors in the secure element namespace is assigned a unique identifier from which the device keysets are derived, where the unique identifier may be assigned to the contactless smart card at manufacture or by a card owner. The card owner may refer to the entity that deploys a secure element and the application directory structure on to the contactless smart card. By way of an example, a Services Identity Module (SIM), a
secure digital (SD) memory card, or a Universal Integrated Circuit Card (UICC) manufacturer may be a card owner by embedding the secure element and application directory structure into the SIM, UICC, or SD card prior to selling it to a wireless service provider for deployment in a smart phone. Alternatively, a wireless service provider for a Global System for Mobile Communications (GSM), Universal Mobile Telecommunications System (UMTS), or Code Division Multiple Access (CDMA) may embed the secure element and create the application directory prior to selling the cards for enabling mobile communications.

[0026] Each of the "card manufacturer," the "card owner," or the "wireless service provider," may be referred to as a "card issuer" for providing the secure element and support application directory within the contactless smart card. In an exemplary embodiment, the term "card issuer" also may refer to service providers that create and deploy the control software application within the secure element of the contactless smart card, where the control software application can be used to control, initiate, and partition the secure element namespace. The application directory may be considered as an embedded software application at the embedding stage.

[0027] In certain exemplary embodiments, a contactless smart card device manufacturer or a contactless smart card device operating system developer may be considered to be the card issuer. The card issuer may, independently or in cooperation with the card owner, provide one or more additional software applications within the contactless smart card, via the secure element or an external secure element. The additional software application may perform a management role among a number of card protocols within the contactless smart card device using a single NFC controller and antenna, or may control the secure element namespace of the contactless smart card. Further, a software application provider provides software applications via over-the-air methods, using the card issuer's services or through regular wireless Internet using the 802.11 standards.

[0028] Each sector of the secure element can, as a part of the application directory structure, store a single application with an application identification (AID), thereby enabling multiple software applications to co-exist within the contactless smart card. One memory block at sector address 0, may contain only the manufacturer's data, while the other memory blocks are data memory blocks that include AIDs of unique applications on the card and the access memory block which provides access to the application directory table. The manufacturer's data is used to trace the integrated circuit (IC) details in case of quality problems. So, sector 0 of the secure element namespace contains 2 data blocks of 16 bytes.
each, which is commonly the AID information of applications located in other memory blocks within the contactless smart card.

[0029] In certain exemplary embodiments, a contactless smart card device incorporates the contactless smart card and provides a user-interface software application access to the contactless smart card. Exemplary contactless smart card devices include smart phones; mobile phones; PDAs; mobile computing devices such as netbooks and iPad®s; electronically enabled key fobs; electronically enabled card type devices; and other electronically enabled devices, where each device can be used for a plurality of purposes including, but not limited to, financial transactions, coupons, ticketing, secure authentication, and related applications.

[0030] In certain exemplary embodiments, a software application on a contactless smart card in the context of a transit environment application allows a card reader to access the memory blocks of certain sectors to record where the transit system was entered or exited, to set initial values, and to decrement values on the card. The turnstile may be limited to access key A, which is a lower security key and authenticates the card reader turnstile to read card values and write the exit or entry point in a certain block of the contactless smart card, depending on the access memory block assignment on the card. Accordingly, the transit software application may be stored in a certain block with references to other sectors for value - increment/decrement and for station - exit/entered, where the decrement value may be calculated from the station value allocation in the corresponding data memory block. Each sector may include a different set of Key A and Key B, where appropriate.

[0031] The software application's provider, for example, a transit office, has access to key B for the initial value settings in a different sector and memory block of the contactless smart card, where the sector allows for writing using the key B. Accordingly, the card may be configured to allow key B accessible devices to write the initial value to a pre-determined "initial value" data memory block or sector of the contactless smart card. A different data memory block of a sector for storing "station information" includes a different set of access keys, key A and key B, which allow the station information entry and exit to be registered. A value of charge is calculated between the entry and exit stations and is then applied to the "initial value" data memory block or sector of the contactless smart card when the card user exists at a station. The transit system verifies key A for the "initial value" data memory block or sector for reading the value remaining prior to allowing entry. A different key B writes the entry location into the station information data memory block allocated and protected by the key B. When the turnstile is exited, the card is notified, and the fare is
calculated from the exit and entry points and is decremented from the initial value, while wiping the initial location. Alternatively, when the decrement value is greater than the initial value, the card will signal the turnstile to prevent exit. Adding more value to the card using key B for access via a ticket machine or at an office will rectify the problem.

[0032] Contactless smart cards can be manufactured with known default keys (for example, OxFF is a typical default key) for initialization purposes. Since the default keys are known, the security element embedded on the contactless smart card or within the contactless smart card device may be considered as disabled, which implies that access may be prevented via the contactless interface (external card readers) or a contact interface, such as, applications programming interface (API) or a different software application within the secure element. The APIs may be supported by the runtime environment of the secure element or the contactless smart card device that hosts the secure element. Once the keys in the sector are designated by the initial setting device at the card manufacture's location or the card issuer's (or owner) location using a set of access keys, a main access key, key B, will have exclusive management access to the sector with any option for overrides. Accordingly, the rotation or changing of the keys is set into a known state to preserve control of the memory blocks. Messages, software application, or application data within the memory blocks are generally in plaintext format, while the encrypted message (encrypted by the applicable keys - A or B) is in a ciphertext format. Key B may be used to change Key A in certain sectors, as well as the access bits associated with the key may be changed for certain sectors.

[0033] In certain exemplary embodiments, the card reader terminal or device reads the contactless smart card by browsing through the secure element memory for the relevant application directory, and then scanning the AIDs for a pre-determined software application AID or a pre-determined sector as specified in the card reader. An application directory (AD) can establish a data structure table for directory and application entries, thereby enabling the reader to identify the correct software applications with which to being transactions. The contactless smart card can be seen as a memory storage area, as the card reader will request application data from the memory storage area for processing such applications as payment or even transit. The contactless smart card typically provides a random number challenge to the card reader, while the card reader provides its own response, using a mutual secret key, back to the contactless smart card. The contactless smart card then verifies the response from the card reader by comparing its random number to ensure the
same secret key. Thereafter the actual transaction is processed using the encryption secret key that is mutually agreed upon.

[0034] In certain exemplary embodiments, the transit software application in a contactless smart card may include multiple software applications or for different regions or purposes. By way of an example, a New York Transit system and a Los Angeles Transit system may provide different software applications to a single contactless smart card within a contactless smart card device. The two software applications can be used on terminals in the corresponding locations as the corresponding card readers can automatically determine which directory to access by checking the AD. The information or the application directory data in the directory part of the data memory block provides the reference section of the AD, and includes pointers to the card issuer or a manufacturer's sector for information on the distribution of the remaining free card sectors where the software applications are allocated.

[0035] In certain exemplary embodiments, the secure element namespace is partitioned into two storage types by a control software application installed within the secure element namespace. The control software application may be installed within a physically or virtually different secure element namespace, where the physically different secure element namespace includes a secure communication channel with the secure element namespace of the memory block and sector structure disclosed herein. By way of an example, the control software application may be a JavaCard applet executing on a JavaCard Virtual Machine within a different secure element namespace in the contactless smart card device incorporating the contactless smart card. Accordingly, the JavaCard applet may control the deployment of access keys, software applications, application data, the application directory, and the access bits in the access memory blocks using APIs and interacting with the secure element of the contactless smart card via a secure communication channel.

[0036] In certain exemplary embodiments, the secure element namespace is partitioned into a sold memory block or a sold slot (SSLOT) and a rented memory block or a rented slot (RSLOT). Further, the SSLOT or the RSLOT may be a group of memory blocks that form the sector, or a group of memory blocks across multiple sectors. The SSLOT is a sold slot and may be contractually sold by a contactless smart card manufacturer to a card issuer. The card issuer then deploys software applications that are owned by a software application provider into the card for an end-user to use. By way of an example, a phone service provider may perform the role of the contactless smart card manufacturer while issuing a SIM or a UICC card, where the SIM or UICC card includes the secure element. The RSLOT is a slot that may be rented to the second party card user. The software application provider
is an organization that utilizes custom applications within the card for such operations as financial transactions, secure authentication, ticketing, or coupons. The card issuer sets the applications and values within the allocated rented or sold SLOTs and assigns a card reader to make changes to the values within the applications in the card.

[0037] In certain exemplary embodiments, the allocation of slots is determined by the allocation of sectors, access bits, and access keys. For example, the RSLOT can comprise rented sectors and memory blocks in the secure element namespace, rented to a to a software application provider, along with key A authentication and associated access bits for the rented sectors and memory blocks. Alternatively, multiple software application providers may partner together or may individually prefer to maintain full control of their data and life-cycle management mechanisms on their software applications and application data, wherein the complete control of the life-cycle, from download and installation to use and update is controlled using key B provided by the card issuer. An exemplary application in such a scenario is a disconnected refill station for adding card value for a transit card; this process may need key B to access sensitive data memory blocks in certain sectors of the contactless smart card. To satisfy the demands of these software application providers, the card issuer also can share SSLOT access keys with the software application provider.

[0038] In certain exemplary embodiments, an SSLOT (sold slot) portion of the namespace may be fully surrendered to a second party, where the SSLOT portion includes key B for select sectors in the secure element namespace. Further, SSLOT for the entire secure element namespace may be provided to the software application provider by providing the same access keys for all the sectors in the contactless smart card. While yielding control of an SSLOT, the card issuer allows a service provider to access both key B and key A for the SLOT. As part of the SSLOT contract, the second party may not rotate key B without the explicit consent of the control software application (or a JavaCard based control applet) located within the secure element. The control software application is owned and deployed in the secure element by the card issuer. The intent of this arrangement is to allow the control applet to dynamically swap SSLOTS in and out of the sector per the requirements of the software applications provider. Further, when an end-user installs multiple software applications in the contactless smart card device incorporating the contactless smart card, the end-user will be provided with an option to activate certain software applications for transaction purposes, even when the secure element namespace is crowded. In an exemplary embodiment, an external secure memory may be used as a temporary memory for loading software applications that are inactive. The external secure memory may also be
incorporated within the existing secure element with a different directory structure, inaccessible to external card reader devices.

[0039] In certain exemplary embodiments, the contract between the card issuer and the software application provider who may be a second party partner of the card issuer is a contract based on a service level agreement (SLA) and business rules between the card issuer and the software application provider. The SLA defines the limitations, the transactions, and the processes that arise from the sharing of access keys to enable the SLOT transfer automatically or manually. The external rotation of keys B in the block (in other words, contactless interaction) may depend on the stipulations in the SLA. Any violation of the SLA would imply an absence of technical means to reclaim the sold portion of the namespace. This function distinguishes SSLOTS and RSLOTS. Because the SSLOT surrenders critical control to the second party partner, the sharing may be enforced via the SLA to highly valued and trusted partners.

[0040] To make the most of the limited secure element namespace, the card issuer can "sell" as few slots as possible, while reserving as much of the namespace as possible for RSLOTS. To best utilize the reserved RSLOTS, in certain exemplary embodiments, the card issuer uses a system that allows dynamic mapping (instead of statically partitioning) of the RSLOTS. The intent of the card issuer is to make the RSLOT namespace directly manageable by a wallet software application or a user-interface software application on the contactless smart card device that interacts with the control software application in the secure element of the contactless smart card incorporated in the device. By way of an example, an end-user, on a contactless NFC enabled mobile phone, uses the wallet software application to interact with the control applet within the smart card, thereby enabling the end-user to control certain aspects in a multi-application environment in the crowded secure element namespace.

[0041] When managing the namespace, the control applet maintains copies of the entire set of A and B keys that have access to the namespace. The possession of the A and B keys for all the sectors provides the card issuer with the flexibility to dynamically manage the namespace. The dynamic management may be applicable via a remote software application resident on a remote computer, such as a trusted service manager (TSM) in a remote server, the TSM owned or controlled by the card issuer. The wallet software application may also be used to dynamically swap software application and application data in and out of the namespace areas based on various parameters, such as user action and/or location, using the access key provided by the control applet. For example, in a transit system, if the contactless smart card device end-user travels from one location to another, the smart card credentials
applicable to the first location transit system is swapped for the second location transit credentials, and the card is available for use in the second location.

[0042] To leverage the application directory (AD), the card issuer, in one exemplary embodiment, uses a modified version of an application directory that occupies a specific part of the card block and uses a card issuer defined namespace in the secure element. Further, a card issuer application directory implementation can support the ability to provision directly from the wallet software application (user-interface software application), thereby swapping the contents of a secure element namespace in a dynamic manner without additional external permissions.

[0043] In certain exemplary embodiments, the wallet software application may be deployed by the card issuer or the software application provided, where a software application and the control applet within the secure element can collaborate or interact with each other for accessing the namespace without using an intermediary trusted secure manager (TSM) for external authentications. To securely support the provisioning of sensitive data, the control applet supports asymmetric public/private key encryption. The control applet includes both keys in a secure memory within, or external to, the secure element, and will only make the public key available outside of the secure element.

[0044] The control applet acts as an extension of the wallet software application on the secure element and supports such features as an EMVCo compliance in the secure element. The control applet can accept commands directly from the wallet software application, thereby supporting two types of storage (SSLOTs and RSLOTs); managing the access keys for RSLOTs and SSLOTs; exporting/rotating of the access keys to second party partners or software application providers for SSLOTs; supporting a public/private key pair so that encrypted instructions may be received from second party devices; provisioning data to the slots where the provisioning is without the TSM or a trusted service agent (TSA) software for provisioning application data, software application, or access keys to the secure element; dynamically swapping of the access keys and data for both SSLOTS and RSLOTs to support over-subscription of the namespace; and implementing a proprietary version of the AD that locates the root AD block in a card issuer's specified location. In certain exemplary embodiments, this can be defined to be at the position directly after the first kilobyte of memory (sector 16) of the smart card.

[0045] The card issuer application directory in the namespace can be managed entirely by the card issuer. The control software application also can initialize the keys for the block, while always retaining a copy of A and B keys for all the slots (or sectors) in the namespace.
In the case of SSLOTs, the possession of a valid B key may be contractually, as opposed to, technically enforced. In one example, automatic implementation via SLA and business policies from a non-TSM server or agent may be implemented. The wallet software application initiates the provisioning of all instruments to the contactless smart card device, which is an example of "pull provisioning." Further, the wallet software application initiates all non-contactless transactions and can allow push notifications for already provisioned software applications, in which case the wallet software application may subsequently initiate the requested transaction.

Upon installing the control software application on the secure element, the control software application may typically rotate a set of derived keys into the block and saves the keys, thereby defining the secure memory within the secure element namespace. The access keys can be derived using a combination of a master key, a unique identifier (UID), and the secure element CPLC (card production life-cycle data), each provided by the card issuer or manufacturer. The sectors are then partitioned according to the settings of the access keys and the access bits assigned to each sector. The first 1 kilobyte of the block can be reserved for transit and these sectors may be distributed as SSLOTs or rented as RSLOTs. Either way, the reserved portion of the block will be reserved for transit. The next 3 kilobyte of the block on a 4 KB card can be reserved for the card issuer application directory table. The AD root block will reside in the first sector of the block reserved for the application directory.

In certain exemplary embodiments, key rotation may be implemented by the control software application. The control software application may initially be installed in the secure element via the TSM or at the card issuer's manufacturing facilities prior to incorporating within contactless smart card devices. However, the key rotation can occur at instantiation time of the control software application, at the first use of the device. The access key rotation may initiate as part of the instantiation code of the control software applet that is triggered when the contactless smart card device is turned on. In some exemplary embodiments, the control applet can be pre-installed via the card manufacturer's production process whereby it is installed in the ROM or the EEPROM memory section when the semiconductor die leaves the manufacturer's wafer processing (after testing). As part of that process, the instantiation code for the control applet will not be executed thereafter. For this reason, a check for "not yet rotated" can be included once the control applet has been selected for instantiation to ensure that the control applet cannot be used (or selected) without having the access key rotated. A special command that needs disabling is not needed as the check at
any time will only execute the access key rotation once. The control applet, in this case, needs to ensure that it secures a possible abort of access key rotation to ensure that all keys have been rotated at least once before the access key rotation feature is disabled for the device.

[0048] In certain exemplary embodiments, the access key rotation can be executed as early as the production process of the contactless card and as late as the incorporation and initiating of the various driver software for each component, including the contactless smart card in the contactless smart card device, for example, a mobile phone. Incorporating and initiating of the smart card will ensure that the process of securing (or disabling) the embedded secure element (eSE) is not needed thereafter. Further, the process where the key rotation is performed at the original equipment manufacturer (OEM) at time of production or testing of the card is useful in verifying if the NFC module, containing the NFC controller, PN544, and JCOP, is working correctly. This process ensures that any soldering and die work has not cracked or damaged the chip. The OEM can execute this checking process as a functional test of the semiconductor die. As a result, the OEM can implement a quality check to improve device quality prior to delivery, and the card issuer will have the advantage of the key rotation being done prior to implementing the card issuer's embedded software.

[0049] The control software application or the control applet, and the wallet software application (user-interface software application) perform service and provisioning of the secure element namespace and provide a convenient interface to ensure that the software application providers or the card issuer provisions the memory using correct application IDs (AIDs). This action ensures that new software applications do not overwrite the application software or application data of other software applications in the secure element namespace. For the software application providers to interact with the control software application, the card issuer publishes a protocol, which may be in a message format and an associated transaction model. The initiation of provisioning can be driven from the wallet software application by the user. Once a credential has been provisioned for a partner (one of a number of software application providers), the solution provides a callback identifier that the software application provider can use to deliver push notifications to the device.

[0050] In certain exemplary embodiments, all control applet transactions can be initiated by the wallet software application, even if a transaction occurs as a consequence of a pushed event notification. The wallet software application can be the initiator of the transaction. In this method, the control software application solution may be different from the traditional EMVCo provisioning in that, in the control software application, the wallet software
application is the master and the software applications are slaves of the transaction. Conversely, for EMVCo provisioning, the software application providers (for example, financial institutions or transit systems) are the masters of the transactions, and the wallet software application is the slave without knowledge of even what actions are being performed to it by the software application provider, via the TSM. This design can alleviate the necessity of a TSM, as the control applet in conjunction with the wallet software application, and an asymmetric key-pair cryptography algorithm plays the role of the trusted neutral and secure software application provider. The control software application may additionally define all interactions that will be driven over a secure channel (enforced by at least a secure socket layer or SSL).

In certain exemplary embodiments, a TSM software application (or a TSM applet in the JavaCard VM environment) may independently, or as a part of the control software application, provide TSM implementation in the secure element via the public-private key asymmetric cryptography algorithm that allows for a non-TSM computer to provide public key encrypted software applications and application data, as well as life-cycle controls to the TSM software application in the secure element. The TSM software application provides the control software application or the installed software applications, the required permissions to perform certain software application life-cycle functions, including installation, instantiation, starting, stopping, destroying, updating, activating, de-activating, swapping of sectors and memory blocks, changing of access keys, and changing of access bits for the access conditions, each function performed with intervention from an external TSM computer device. Each of a number of a non-TSM computers, including software applications or application data, registers with the card issuer via the TSM software application or the control software application, where the registration process provides the non-TSM computer with a public key for providing application data to the secure element of the contactless smart card. Further, the TSM software application may then control the lifecycle of the application data within the secure element using permissions granted to the TSM software application as a part of the registration process.

In certain exemplary embodiments, the control software application implementation is performed via a Representative State Transfer (RESTful) interface, which is a stateless client-server architecture, using messages in a defined JavaScript Object Notification or JSON format. The control software application involves transaction in a sequence of events that starts with the wallet software application sending a commence provision message to a partner device, where the partner device may be a non-TSM computer
or a TSM computer operating as a remote server host for multiple software applications. The commence message includes the information necessary for the non-TSM computer to encode a 'manage transaction' response that is securely returned to the wallet software application. The partner uses the information in the commence transaction message to encode data in the response message. For example, the commence message can include the public key for the control applet to match with a private key stored in the contactless smart card device.

[0053] In certain exemplary embodiments, the non-TSM computer, in turn, uses the public key to encode application data or software application that the non-TSM computer wants to provision into the namespace. A partner device may also be a common non-TSM computer including software applications from multiple software application providers. While the notion of a control applet transaction can be narrow and controlled by design of the commence provision message, it can also be one of many potentially shared APIs between the wallet software application and other software applications within the secure element. In an exemplary embodiment, a specify check balance interface and other functions of a transit system software application can included as part of the software application function. The control software application's message transaction can be one mechanism by which a software application provider may commit data to the secure element from a non-TSM computer. The software application or application data from the non-TSM server may be stored in a part of the secure element assigned for temporary storage, or in an external secure memory area with a secure channel communication to the control software application in the secure element.

[0054] In certain exemplary embodiments, an external card reader device with the capability to access SSLOTs within the contactless smart card device may include provisions to function as a TSM computer or a non-TSM computer with the public-private key pair encryption in place. The TSM or non-TSM type card reader can control software applications resident that are identified as being within the card reader's control or were issued by a software application provider with control over both, the card reader and certain software applications within the secure element. When a software application provider wants to initiate a software application related transaction via a card reader device, the relevant non-TSM computer may send a push notification to the wallet software application. In turn, the wallet software application initiates a control software application transaction using the secure communication channel, to verify if the request is deemed valid.

[0055] In certain exemplary embodiments, the wallet software application may not offer strong guarantees for receipt or response to notifications within any specific timeframe. The
commence provision message structure between the control applet (or TSM applet) and the partner device may comprise the TSM software application or the control software application public key for encryption purposes, the unique ID for the secure element, a protocol version number, a transaction identifier, and an AD A-key to enable access to the AD for partner readers, an event notification that the partner can reference if it was the partner who requested the transaction via a push notification, and a wallet software application callback identifier, so that the partner can push notifications to the wallet at a future date. The provisioning response message can comprise a response status (in other words, SUCCESS, ERROR, RETRY, etc.); a response detail (in other words, if response status is RETRY, then the detail string may say server is down, try again later); an RSLOT/SSLOT Boolean where an AID is required if this is an RSLOT and the AID must be the card issuer application directory ID assigned to software application service provider.

[0056] Further, in certain exemplary embodiments, when the SLOT assigned to a software application in the response of a commence provision message is an SSLOT, the AD ID is the valid SSLOT application ID assigned to the partner software application. The response from the software application provider via the card reader or the TSM computer can further comprise the A-key that should be used to protect access to the application data of the selected SLOT or lifecycle functions assigned to the software application, where each is encrypted using the control applet public key. The response area for the public key may be blank if the correct key is already in place at the TSM computer, the TSM software application, or card reader device from where the data to be provisioned. Similarly, the response area for a rotation code may be blank if the transaction is a key rotation type transaction, and existing data is valid; then the B-Key is used in the response when the SLOT is an SSLOT. The SSLOT is encrypted using the control applet public key for rotating the key, while the RSLOT partners cannot rotate the B key. After a transaction with a card reader or TSM computer is completed, a transaction message that the partner would like to share with the user is applied to the contactless smart card and shows up on the user-interface software application (wallet software application), indicating, for example, if the transaction was a top-up of a gift card, where the message could be: "Thanks for topping up your gift card!"

[0057] In certain exemplary embodiments, provisioning of the SSLOT initiates when a software application provider and a card issuer enter into a contract ensuring the protection of the B-key and consent to a user-interface software application to be implemented via the wallet software application for interacting with a control software application, thereby
controlling certain aspects of the software application from the software application provider. When all agreements are in place, the control software application (combined with the TSM software application) is installed within the secure element of the contactless smart card device. The provisioning of an SSLOT proceeds by securing a user interaction or push notification to trigger a control applet transaction; the wallet software application forms a secure connection channel to the software application partner (software application non-TSM or TSM computer); a commence provision request is sent to the partner encoded as JSON over REST; the partner uses the data in the request to potentially encode data and A+B keys in the response; the wallet software application checks the validity of the response message for correctness and legality (for example, 'StoreA' cannot overwrite the 'StoreB' application); when the response is legal and correct, the wallet software application packages the application data payload into a control applet command; the command then sent to the control applet over a locally secured channel (secured using session ID, SSL, and binary app signing + card OS security); the control applet using the private key to decodes the data payload and keys in the incoming control applet command; the control applet performs key management diversifying and saving the A+B keys as necessary; and the control applet writes the data payload into the correct location specified by the SSLOT application ID (AID).

[0058] The provisioning of an RSLOT proceeds in the same fashion as the SSLOT provisioning described previously with the following exceptions: An RSLOT partner can only specify an A-key to be diversified and the RSLOT partner must use an RSLOT or card issuer directory application ID for their application. Since the control applet maintains knowledge of all the keys for the namespace at all times, it is capable of oversubscribing access to the block. The control applet, for example, could allow two transit authorities who use the entire 1 KB of SSLOT space to co-exist in the block. This action is implemented by using user provisioned areas for both a first city transit card and a second city transit card into their wallet. The control applet copies the different applets into and out of the secure element dynamically at the request of the user or based on GPS location of the device hosting the contactless card. When the data for one transit agency is rotated out of the block, the control applet stores the "standby" data in the secure element. When it is necessary to re-enable the standby card, the control applet swaps the standby data into the live block and stores the replaced data. This process can be applied to the RSLOTS as well.

[0059] In certain exemplary embodiments, a local trusted service manager (TSM) can be implemented using the asymmetric cryptography method, where the TSM applet exists...
within the secure element of the smart card and the TSM applet stores a private key to decrypt a public key encrypted application data set from a non-TSM server. The corresponding public key is signed and authorized by the card issuer or a software application provider with the same signed certificates. This process allows the contactless smart card to interact with external card reader devices and to secure a script for software applications and application data without the TSM or a TSA requirement. By way of example, the implementation uses a wallet software application, where the wallet software application sends a certificate to the owner of the application data (software application provider). The wallet software application and application data may include a bank seeking to provision account information in a secure element, a transit agency seeking to provision or change balance information, or a merchant wishing to provision or change gift card, loyalty card, coupons, or other information. The application data issuer examines certificates, validates the signature from the wallet software application, and encrypts the application data with a public key specific to the end-user's contactless smart card device that requested the application data. The application data provider (software application provider) then sends the encrypted data to the local TSM applet (or the control applet, when combined), within the secure element of the end-user's contactless smart card device which incorporates the contactless smart card.

[0060] In certain exemplary embodiments, the data path for this encrypted message including the application data can be through the wallet software application (similar to the control applet) using secure communication channels or directly to the control applet. The local TSM applet receives the requested data, verifies the format, verifies the permissions, and performs any other checks to authenticate the application data. Thereafter, the local TSM applet decrypts the application data and installs it to the secure element. In the case of the control applet implementing the local TSM, the received data is decrypted, verified, and installed directly using the contactless card's APIs. In certain exemplary embodiments, the local TSM applet creates a secure script that uses the contactless smart card device's access keys to install the application data. The downloaded application data in encrypted format may be stored in a temporary memory in the secure element or outside the secure element with secure channel connection to the secure element. Further, the secure script is exported from the secure element and executed within the contactless smart card device by a native software application running in the host operating system. In certain exemplary embodiments, the application data from the software application provider is never exposed
outside the TSM software application and the contactless smart card device, and similar to
the TSM computer, is secure without interacting with a external TSM computer.

[0061] The combination of a local TSM applet and the R SLOT implementation using a
control applet allows the contactless smart card device to receive and install card information
securely from a non-TSM computer. This process can prevent the software application
provider from actively managing the lifecycle of this data. The data can be swapped,
enabled, and displayed within the secure element of the contactless smart card by using the
secure channel and user preferences from a wallet software application can be deployed with
permission from the TSM applet without contacting an external TSM computer.

[0062] Fig. 1 illustrates a computer-implemented system 100 and device 144 for
partitioning the namespace of a secure element in contactless smart card devices and for
writing application data in the secure element using requests from a software application
outside the secure element according to certain exemplary embodiments. Contactless smart
card device 144 includes secure element 156, where the secure element is part of the
contactless smart card, either as an internal component or an external component with a
secure channel connection each of the other components of the contactless smart card. The
other components of the contactless smart card include the NFC controller 176 and the
antenna 180. The secure element 156 may be a part of a SIM card, a UICC card, an
integrated circuit chip of a CDMA contactless payment device, or an SD card. The external
secure element and secure memory 184 is illustrated to provide an example of a temporary,
but secure memory connected to the secure element, for software applications to be
temporarily placed prior to installation, or during de-activation, to free space in the secure
element sectors.

[0063] The secure element 156 includes the control software application 160, the secure
element namespace 164, which holds the application data and the software applications for
transaction purposes. A temporary memory 168 may be incorporated into a section of the
existing sectors of the secure element namespace, or in a different partition of the secure
element namespace. The temporary memory 168 also may be used in lieu of the external
secure element 184. The downloaded application data or software application 172, as well as
de-activated software applications, may reside within the temporary memory 168. The NFC
controller 176 is triggered via changes made at the control software application or within the
sectors of the secure element namespace. Alternatively, if the contactless smart card device
is set to passively transmit a radio signal for a reader terminal 188, the NFC controller may
remain active when the phone is switched off to enable this passive application of the contactless smart card device 144.

[0064] In certain exemplary embodiments, the user-interface software application 152 is the wallet software application that executes within the operating system or the virtual machine environment 148 of the contactless smart card device 144. The user-interface software application 152 provides information to the end-user and accepts information from the end-user via a keypad, voice, or a touch sensitive method. Each of the contactless smart card components may communicate with the secure element or external secure memory. The contactless smart card device 144 communicates with the card issuer 104 and the software application providers 112, using one of the wireless radio communication methods 140 or wireless internet network (Wi-Fi) 196. In certain exemplary embodiments, the card issuer 104 may be the wireless service provider 136. The two components 104 and 136 illustrated in Fig. 1 may then be combined to host the trusted service manager 108, which is illustrated as being resident on the card issuer's 104 side. Software application providers 112 may include credit card companies 116, ticketing companies (transit systems) 120, coupon companies 124, authentication companies (loyalty, membership, and security authentication) 128, and a protected information provider 121, such as a bank, merchant, or other financial service provider, for providing confidential or otherwise protected information (for example, account information), which may be used to instantiate a particular card. Each component 116-128 may include independent secure computers hosting application data and software applications which may be provided to the contactless smart card device 144 directly using connection 196 or indirectly through 136 and 140.

[0065] In certain exemplary embodiments, the software application providers 112 provide software applications for transaction purposes to the card issuer 104 for hosting in the TSM computer 108. The software applications may provide secure download capabilities via a secure Wi-Fi connection 196, but to make use of wireless mobile communication's security features, the TSM 108 is used to deploy software applications. In certain secure element applications, the process of installation application data or software applications uses signed certificates that are tracked from the TSM 108 to the secure element 156; accordingly, installation to the secure element may not apply to the Wi-Fi channel 196 and in such circumstances, it may be preferred to use the GSM/CDMA wireless channel 140.

[0066] Fig. 2 illustrates a computer-implemented system 200 and device 244 for partitioning the namespace of a secure element in contactless smart card devices and for writing application data in the secure element using requests from a software application.
outside the secure element according to certain exemplary embodiments. Contactless smart card device 244 includes secure element 256, where the secure element is part of the contactless smart card, either as an internal component or an external component with a secure channel connection each of the other components of the contactless smart card. The other components of the contactless smart card include the NFC controller 276 and the antenna 280. The secure element 256 may be a part of a SIM card, a UICC card, an integrated circuit chip of a CDMA contactless payment device, or an SD card. The external secure element and secure memory 284 is illustrated to provide an example of a temporary, but secure memory connected to the secure element, for software applications to be temporarily placed prior to installation, or during de-activation, to free space in the secure element sectors.

[0067] The secure element 256 includes the control software application or a TSM software application 260, as well as the secure element namespace 264, which holds the application data and the software applications for transaction purposes. A temporary memory 268 may be incorporated into a section of the existing sectors of the secure element namespace, or in a different partition of the secure element namespace. The temporary memory 268 also may be used in lieu of the external secure element 284. The downloaded application data or software application 272, as well as de-activated software applications may reside within the temporary memory 268. The NFC controller 276 is triggered via changes made at the control software application or within the sectors of the secure element namespace. Alternatively, if the contactless smart card device is set to passively transmit a radio signal for a reader terminal 292, the NFC controller may remain active when the phone is switched off to enable this passive application of the contactless smart card device 244.

[0068] In certain exemplary embodiments, the user-interface software application 252 is the wallet software application that executes within the operating system or the virtual machine environment 248 of the contactless smart card device 244. The user-interface software application 252 provides information to the end-user and accepts information from the end-user via a keypad, voice, or a touch sensitive method. Each of the contactless smart card components may communicate with the secure element or external secure memory. The contactless smart card device 244 communicates with the card issuer 204 and the software application providers 212, using one of the wireless radio communication methods 240 or wireless internet network (Wi-Fi) 296. In certain exemplary embodiments, the card issuer 204 may be the wireless service provider 236. The two components 204 and 236 illustrated in Fig. 2 may then be combined to host the a computer capable of deploying software
applications via a public key, where the computer is a non-TSM computer 208, which is illustrated as being resident on the card issuer's 204 side. Software application providers 212 may include credit card companies 216, ticketing companies (transit systems) 220, coupon companies 224, authentication companies (loyalty, membership, and security authentication) 228, and a protected information provider 221, such as a bank, merchant, or other financial service provider, for providing confidential or otherwise protected information (for example, account information), which may be used to instantiate a particular card. Each component 216-228 may include independent secure computers hosting application data and software applications which may be provided to the contactless smart card device 244 directly using connection 296 or indirectly through 236 and 240.

[0069] In certain exemplary embodiments, the control software application or the TSM software application access a private key stored in the temporary memory 268. In an exemplary embodiment, the private key is generated by the card issuer using an asymmetric cryptography algorithm. The private key may be changed and pushed from the card issuer 204 to the secure element 256 at pre-determined intervals to keep the private key rotated and secure. Further, the TSM software application may be integrated into the control software application, thereby enabling the two software applications to control the transaction software applications from the software application providers. The public key generated by the cryptography algorithm is then distributed to a variety of legal software application providers, including providers 216-228 and the software applications hosted by the non-TSM computer 208. The use of the asymmetric cryptography algorithm provides a benefit to the system 200, where a remote TSM is not required for minor permissions for software applications, including instantiation, stopping, starting, and destroying of the software application.

[0070] The permissions may be granted via the TSM software application 260, which includes the private key to decrypt and authenticate software applications from non-TSM computers 208 and 216-228. Further, the TSM software application may authenticate requests for changes to be performed on installed software applications within the secure element, thereby eliminating the secure element runtime environment from calling APIs for seeking permissions for software applications in terms of lifecycle functions.

[0071] Fig. 3 illustrates a data structure 300A for the namespace of a secure element 304 in contactless smart card devices and the application data 300B associated with the control software application 300 which controls the partitioning and storage of application data in the secure element namespace according to certain exemplary embodiments. The secure element namespace is illustrated as a table in Fig. 3 which includes 16 bytes per memory block 316.
and 4 blocks 312 per sector 308. Each memory block includes access memory blocks 328A-Z, and data memory blocks 332. Each access memory block 328A-Z further includes access keys 320 and 324, where each of the A keys 320A-Z and the B key 324A-Z provides one, or a combination of two or more access types to the entire block. The access memory blocks 328 include access bits describing the access type assigned to the blocks in the sector. The manufacturer's block 336 includes version information and unique identifier information for deriving the default access keys A and B. The data memory block for sector 0 also includes an application directory in block 1 and block 2 of sector 0. The application directory 332A is a table with AID information and pointers to the sector including the software application or application data underlying the AID.

[0072] The control software application 340 is shown for illustrative purposes as including the application data, but in certain exemplary embodiments, the application data is stored in data memory blocks of the same secure element namespace 304 or a physically or virtually different secure element outside the secure element 304. The control software application 340 stores all the access keys 344, including access keys for changing the B key and the access bits 348 for each of the sectors in the secure element namespace 304. The sector type 352 is defined according to the access bits stored in the control software application, where the sector type allows a single software application to perform certain functions within the sector - for example, write, read, increment, decrement, and a directory sector type. Further, the sector type associates with the slot selection and distribution made by the card issuer via the control software application. The read/write blocks may be assigned SSLOT sectors, while the initial value in sector 15 can only be written when transaction type software application has control of the sector, and is therefore an SSLOT owner. When a software application is stored across multiple sectors, the AID per sector is stored 356 in the control software application for following the structure of software applications in the contactless smart card. A change log logs end-user requests, changes made by an external TSM computer and requests for access keys made by external card readers during the lifecycle of a software application in the secure element.

[0073] Fig. 4 illustrates a computer-implemented method 400 for partitioning the namespace of a secure element into at least two storage types by a control software application within the secure element according to certain exemplary embodiments. In block 405, a card issuer or the contactless smart card device end-user defines access types, for example, a first access type, a second access type, a first access key, and a second access key,
for a number of memory blocks within the secure element namespace. Each of the first
access key and the second access key provides one of the first access type, the second access
type, or a combination of the first and the second access types to the plurality of memory
blocks within the secure element namespace. The control software application may be used
to define the access types and access keys, where, in an alternate embodiment, the definition
may be performed after production, during the rotation of the access keys as described above.
Access keys include the A key and B key, and access types include write, read, increment,
decrement, and restore or default.

Block 410 performs a selection process using the control software application to
select from the memory blocks within the secure element namespace, at least a first group of
memory blocks, a second group of memory blocks, and access types for each of the selected
groups of memory blocks. At least one of the memory blocks in each selected groups of
memory blocks is an access memory block for providing the selected access type for the
software application or application data within data memory blocks of the selected groups of
memory blocks to an external data requesting device.

Block 415 performs a transmitting function to transmit, from the control software
application, for storage in the access memory block for each of the selected groups of
memory blocks, the first access key, the second access key, and the selected access types for
each respective selected groups of memory blocks, thereby partitioning the namespace of the
secure element into at least two storage types.

Fig. 5 illustrates a computer-implemented method 500 for writing application
data in a secure element namespace using requests from a user-interface software application
resident outside the secure element according to certain exemplary embodiments. Block 505
performs an initial transmitting function, from the user-interface software application or the
wallet software application, to a remote trusted service manager (TSM) computer, a request
for application data, and at least an access key for a write access type. The application data
requested via block 505 is to be written to the secure element namespace.

Block 510 performs a receiving step, receiving the requested application data,
and the requested access key at a temporary memory of the secure element, from the remote
TSM computer. As discussed above, the temporary memory may be physically or virtually
different for the secure element used for storing application data and software applications for
transaction purposes. For example, the temporary memory may be the external secure
memory 184, 284 or the temporary memory 168, 268. Block 515 uses the control software
application in the secure element to write the requested application data from the temporary
memory of the secure element to a data memory block of the secure element namespace. The
data memory block is pre-determined or assigned by the control software application.
Further, the data memory block of the secure element namespace is accessed by the control
software application using the requested access key received from the TSM computer.

[0078] FIG. 6 illustrates a computer-implemented method 600 for implementing a
trusted service manager (TSM) locally within the secure element of a contactless smart card
device according to certain exemplary embodiments. A TSM software application is
installed by block 605 in the secure element of the contactless smart card device. Block 605
may represent a step right after the rotation of the key at manufacture of the contactless smart
card, or prior to deployment of the contactless smart card in the contactless smart card device.
The TSM software application may be incorporated within the control software application of
the secure element, or may be executed independently. The TSM software application
includes computer code for executing a transmitting function to request application data and a
decrypting function for decrypting an encrypted form of received application data, where the
received application data is received at the contactless smart card device in response to the
request from the transmitting function.

[0079] Block 610 stores a private key in the secure element, where the private key is
assigned to the TSM software application, where the private key is generated along with a
public key using, for example, an asymmetric cryptography algorithm.

[0080] A transmitting step follows via block 615 for transmitting by the TSM software
application to one of a number of registered remote non-TSM computers, a request for
application data. These non-TSM computers include devices 208 and 216-228 of Fig. 2. The
remote non-TSM computer is configured to access the public key for encrypting the
application data responsive to the request. The TSM software application also can transmit a
request for application data to a TSM computer, which may use the public key to return data
to the device 244.

[0081] Block 620 performs a receiving function in the contactless smart card device,
where the encrypted application data is received and stored. The encrypted application data
may be stored in a temporary memory within the secure element sectors assigned for the
purpose, or via an external secure memory belonging to contactless smart card device, where
the external secure memory is connected to the secure element via a secure communication
channel. Application data providers may encrypt the requested application data using the
public key and then communicate the encrypted data to the device 244 for receipt in block
620.
[0082] Block 625 decrypts the encrypted application data using the private key assigned to the TSM software application. The decrypted application data is ready for installation within a pre-determined data memory block of the secure element, where the data memory block allocation is decided by the control software application based on the current status of the memory blocks, the access bits assigned to the memory blocks, and the state of the sector - SSLOT or RSLOT.

[0083] In an exemplary embodiment, the secure element 256 can have assigned thereto a unique private key and corresponding public key. When the TSM software application is first installed, it can generate two public / private key pairs and save these key pairs internally. One key pair is used for receiving encrypted communication as described with reference to Figure 6, and the other key pair is used to allow the TSM software application to sign messages.

[0084] A trusted entity, such as a remote trusted service manager, can contact the TSM software application to obtain the public keys and to create certificates that allow third parties to verify that these public keys are indeed associated with the TSM software application in a real secure element. These third parties, for example, the devices 208 and 216-228 of Fig. 2, then can encrypt messages using the public key for encryption, send the encrypted messages to the secure element 256, and verify that messages they receive originated with secure element 256.

[0085] Invocation of the decryption function of the TSM software application, using the private key for decryption, can only be called by other applications installed in the secure element 256. Certificates can be created based on the public/private key pairs to vouch for the security of the public keys.

[0086] FIG. 7 illustrates a computer-implemented method 700 of controlling access to the secure element namespace for partitioning and provisioning purposes, the access conditions 704, access types 708-712, and access keys, for example, 720 and 724 that many be assigned to memory blocks within various sectors of a contactless smart card according to certain exemplary embodiments. For the sector or memory block listed in column 716, the type of change that may be implemented via the control software application is defined by the access conditions 704. The control software application stores the access condition information along with the table 300B illustrated in Fig. 3. The read access type in the first row is set to Key A in which implies that the related sector 728 may be read by an external card reader device capable of displaying the same Key A to the contactless smart card. Similarly, Key A or B may be used to access the writing capabilities to the sector defined by the
access condition in 728. By way of an example, using the transit system, for a sector that has
access bits, in the access memory block for allowing exit and entry data input, the external
card reader provides the smart card with the B key to the particular sector for writing the exit
and entry stations. Initial value changes may be made at sector 740 using key B₂ which may
be different from key Bi. A card reader at a turnstile may not access this sector, and a special
reader at the transit office may provide access to this sector for adding value to the
contactless smart card.

[0087] The access keys themselves may be changed in certain circumstances, but in the
embodiments described herein, the control software application logs and permits changes to
the B key based on the contractual obligation between the card issuer and the software
application provider. Accordingly, as illustrated in Fig. 7, Key A₂ 752 may be changed using
the same key A₂ or the high privileged key, key B₂ to first access and change the access keys
in the access memory block of the sector. Key B₂ is always a higher security key and can be
used to perform the access key changes to Key A₂ and key B₂ of a selected sector, as
illustrated via 744-764. The B key may not be changed with the A key even though the
converse may work for select sectors. Finally, access bits in the access memory block may
be changed 776, thereby assigning the memory block different privileges for RSLOT and
SSLOT purposes. Further, software applications in the memory blocks may be read out and
stored in different memory blocks prior to changing the access keys or the access bits. The
application data or software applications may then be written back to a new or the original
memory blocks after the access keys and bits have been changed. For an RSLOT, by way of
an example, memory sectors 728 and 740 may need to be SSLOTs to allow a transit authority
to add values to the data within these slots. However, the access bits in the access memory
block may not be an SSLOT, and may instead be an RSLOT, thereby allowing the transit
authority to change access conditions, from increment to decrement without changing keys in
the block.

[0088] One or more aspects of the disclosure may comprise a computer program that
embodies the functions described and illustrated herein, wherein the computer program is
implemented in a computer system that comprises instructions stored in a machine-readable
medium and a processor that executes the instructions. However, it should be apparent that
there could be many different ways of implementing the disclosure in computer
programming, and the disclosure should not be construed as limited to any one set of
computer program instructions. Further, a skilled programmer would be able to write such a
computer program to implement an embodiment of the disclosed disclosure based on the
appended flow charts and associated description in the application text. Therefore, disclosure of a particular set of program code instructions is not considered necessary for an adequate understanding of how to make and use the disclosure. The inventive functionality of the disclosure will be explained in more detail in the following description of exemplary embodiments, read in conjunction with the figures illustrating the program flow.

[0089] The exemplary methods and acts described in the embodiments presented previously are illustrative, and, in alternative embodiments, certain acts can be performed in a different order, in parallel with one another, omitted entirely, and/or combined between different exemplary embodiments, and/or certain additional acts can be performed, without departing from the scope and spirit of the disclosure. Accordingly, such alternative embodiments are included in the disclosures described herein.

[0090] The exemplary embodiments can be used with computer hardware and software that perform the methods and processing functions described above. As will be appreciated by those having ordinary skill in that art, the systems, methods, and procedures described herein can be embodied in a programmable computer, computer executable software, or digital circuitry. The software can be stored on computer readable media. For example, computer readable media can include a floppy disk, RAM, ROM, hard disk, removable media, flash memory, memory stick, optical media, magneto-optical media, CD-ROM, etc. Digital circuitry can include integrated circuits, gate arrays, building block logic, field programmable gate arrays ("FPGA"), etc.

[0091] Although specific embodiments have been described above in detail, the description is merely for purposes of illustration. It should be appreciated, therefore, that many aspects described above are not intended as required or essential elements unless explicitly stated otherwise. Various modifications of, and equivalent acts corresponding to, the disclosed aspects of the exemplary embodiments, in addition to those described above, can be made by a person of ordinary skill in the art, having the benefit of the present disclosure, without departing from the spirit and scope of the disclosure defined in the following claims, the scope of which is to be accorded the broadest interpretation so as to encompass such modifications and equivalent structures.
CLAIMS

What is claimed is:

1. A computer-implemented method for partitioning the namespace of a secure
element into at least two storage types by a control software application within the secure
element, the method comprising:

   defining, in the control software application, at least a first access type, a second
access type, a first access key, and a second access key for a plurality of memory blocks
within the secure element namespace,

   wherein each of the first access key and the second access key provides one of the
first access type, the second access type, or a combination of the first and the second access
types to the plurality of memory blocks within the secure element namespace,

   wherein the first access type comprises surrender of control for memory blocks
controlled by the first access type such that an initial owner of the memory blocks controlled
by the first access type cannot reclaim the memory blocks controlled by the first access type
without cooperation of a current user of the memory blocks controlled by the first access type,
and

   wherein the second access type allows an initial owner of the memory blocks
controlled by the second access type to reclaim the memory blocks controlled by the second
access type without cooperation of a current user of the memory blocks controlled by the
second access type; selecting, by the control software application, from the plurality of
memory blocks within the secure element namespace, at least a first group of memory blocks,
a second group of memory blocks, and access types for each of the selected groups of
memory blocks, wherein at least one memory block in each selected groups of memory
blocks is an access memory block for providing the selected access type of a software
application or application data within data memory blocks of the selected groups of memory
blocks to an external data requesting device; and

   transmitting, from the control software application, for storage in the access memory
block for each of the selected groups of memory blocks, the first access key, the second
access key, and the selected access types for each respective selected groups of memory
blocks, thereby partitioning the namespace of the secure element into at least two storage
types.
2. The method according to claim 1, wherein each of the first access type and the second access type provide at least one of a read access type, a write access type, an increment access type, or a decrement access type to the plurality of memory blocks within the secure element namespace.

3. The method according to claim 1, wherein each of the group of memory blocks selected by the control software applications comprises three data memory blocks and an access memory block, the three data and one access memory blocks forming a sector within secure element namespace.

4. The method according to claim 1, further comprising storing, in the access memory block for each of the selected groups of memory blocks, the first access key, the second access key, and the selected access types for the selected group of memory blocks.

5. The method according to claim 1, wherein at least one of the memory blocks of the first or the second groups of memory blocks comprises a directory table, the directory table comprising computer-coded application identifiers that point an external data requesting device to a different memory block comprising a requested software application.

6. The method according to claim 5, wherein the external data requesting device is a contactless type card reader terminal configured to use radio frequency waves for communication with the secure element or a contact type card reader terminal device configured to read magnetic or optically coded data from the secure element.

7. The method according to claim 1, further comprising managing, by a remote software application on a remote computer or a user-interface software application, the control software application in the secure element, thereby executing inputs at the user-interface software application or from the remote software application for defining the first access type, the second access type, the first access key, and the second access key; for selecting the first group of memory blocks, the second group of memory blocks, and access types for each of the selected groups of memory blocks; and for transmitting the first access key, the second access key, and the selected access types for each respective selected groups of memory blocks.
8. The method according to claim 7, wherein the managing step is authenticated via a trusted service manager, wherein the user-interface software application provides an authentication request for each of the defining, the selecting, and the transmitting inputs in the managing step to the trusted service manager computer via a wireless communication channel, and the trusted service manager computer provides, to the secure element, a response comprising authentication for each of the requested inputs.

9. The method according to claim 1, wherein the external data requesting device is provided access to make changes to the software application or application data within at least one of the selected groups of memory blocks in the secure element namespace when the external data requesting device presents to the secure element either the first access key, the second access key, or the combination of the first and the second access key, and wherein the first access key, the second access key, or the combination of the first and the second access key matches a stored access key or a stored combination of access keys for a write access type, the write access type defined in the access memory block of the selected group of memory blocks.

10. The method according to claim 1, further comprising:
    storing, in a secure memory, by the control software application, existing data from within at least one of the selected groups of memory blocks using an existing access key for a read access type to access the existing data in the data memory blocks, wherein the existing data is an existing software application or existing application data;
    overwriting, by the control software application in the secure element, a first existing access key and a second existing access key in the access memory block of the selected group of memory blocks with the first and second access key from the defining step; and
    writing, by the control software application in the secure element, back to the selected group of memory blocks by the control software application, the stored existing data from the secure memory, wherein the selected group of memory blocks are protected by the first and second access keys from any access-type.
11. A computer-implemented system, comprising:

- a secure element; and

- a control software application within the secure element, the control software application having defined therein at least a first access type, a second access type, a first access key, and a second access key for a plurality of memory blocks within the secure element namespace,

wherein each of the first access key and the second access key provides one of the first access type, the second access type, or a combination of the first and the second access types to the plurality of memory blocks within the secure element namespace,

wherein the first access type comprises surrender of control for memory blocks controlled by the first access type such that an initial owner of the memory blocks controlled by the first access type cannot reclaim the memory blocks controlled by the first access type without cooperation of a current user of the memory blocks controlled by the first access type, and

wherein the second access type allows an initial owner of the memory blocks controlled by the second access type to reclaim the memory blocks controlled by the second access type without cooperation of a current user of the memory blocks controlled by the second access type.

12. The system according to claim 11, the control software application having further defined therein:

- at least a first group of memory blocks, a second group of memory blocks, and access types for each of the selected groups of memory blocks, wherein at least one memory block in each selected group of memory blocks is an access memory block for providing the selected access type of a software application or application data within data memory blocks of the selected groups of memory blocks to an external data requesting device,

wherein the access memory block for each selected group of memory blocks has stored therein the first access key, the second access key, and the selected access types for each respective selected groups of memory blocks.

13. The system according to claim 11, wherein each of the first access type and the second access type provide at least one of a read access type, a write access type, an increment access type, or a decrement access type to the plurality of memory blocks within the secure element namespace.
14. The system according to claim 12, wherein each selected group of memory blocks comprises three data memory blocks and one access memory block, the three data and one access memory blocks forming a sector within a secure element namespace.

15. The system according to claim 12, wherein the access memory block for each selected group of memory blocks has stored therein the first access key, the second access key, and the selected access types for the selected group of memory blocks.

16. The system according to claim 12, wherein at least one of the memory blocks of the first or second groups of memory blocks comprises a directory table, the directory table comprising computer-coded application identifiers that point external data requesting devices to a different memory block comprising a requested software application.

17. The system according to claim 16, wherein the external data requesting device is a contactless type card reader terminal configured to use radio frequency waves for communication with the secure element or a contact type card reader terminal device configured to read magnetic or optically coded data from the secure element.

18. The system according to claim 12, further comprising:
   a remote software application on a remote computer that manages the control software application in the secure element, to define the first access type, the second access type, the first access key, and the second access key, to select the first group of memory blocks, the second group of memory blocks, and access types for each of the selected groups of memory blocks, and to transmit the first access key, the second access key, and the selected access types for each respective selected groups of memory blocks.
19. The system according to claim 18, further comprising a user-interface software application, wherein the remote software application is a trusted service manager, wherein the user-interface software application provides an authentication request for each defining, selecting, and transmitting input to the trusted service manager via a wireless communication channel, and wherein the trusted service manager provides, to the secure element, a response comprising authentication for each requested input.

20. The system according to claim 12, wherein an external data requesting device is provided access to make changes to the software application or application data within at least one of the selected groups of memory blocks in the secure element when the external data requesting device presents to the secure element either the first access key, the second access key, or the combination of the first and the second access keys, and wherein the first access key, the second access key, or the combination of the first and the second access keys matches a stored access key or a stored combination of access keys for a write access type, the write access type defined in the access memory block of the selected group of memory blocks.

21. The system according to claim 11, further comprising:

a secure memory,

wherein the control software application

stores existing data from within at least one of the selected groups of memory blocks using an existing access key for a read access type to access the existing data in the data memory blocks, wherein the existing data is an existing software application or an existing application data;

overwrites a first existing access key and a second existing access key in the access memory block of the selected group of memory blocks with the first and second access key defined by the control software application; and

writes back to the selected group of memory blocks the stored existing data from the secure memory, wherein the selected group of memory blocks are protected by the first and second access keys from any access type.
### Secure element namespace/
#### Installed software application memory

<table>
<thead>
<tr>
<th>Sector Memory Block 308</th>
<th>Bytes per block</th>
<th>0</th>
<th>1</th>
<th>2</th>
<th>....</th>
<th>....</th>
<th>....</th>
<th>13</th>
<th>14</th>
<th>15</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td></td>
<td>3</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320B</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328B</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320C</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328C</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>2</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328Y</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>1</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>A Key 320Z</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Data Memory Block – Directory 332A</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td>Access Memory Block 328Z</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>15</td>
<td></td>
<td>0</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

### Control Software Application 340

<table>
<thead>
<tr>
<th>Sector No.</th>
<th>Access Key Stored 344</th>
<th>Access Condition Stored 348</th>
<th>Sector type 352</th>
<th>AID 356</th>
<th>Change log 360</th>
</tr>
</thead>
<tbody>
<tr>
<td>15</td>
<td>A Key 320A</td>
<td>Access Bits from Block 328A</td>
<td>Initial Value SSLOT</td>
<td>.</td>
<td>.</td>
</tr>
<tr>
<td>15</td>
<td>B Key 324A</td>
<td>Access Bits from Block 328A</td>
<td>Read/Write SSLOT</td>
<td>.</td>
<td>.</td>
</tr>
<tr>
<td>14</td>
<td>A Key 320B</td>
<td>.</td>
<td>Increment/Decrement RSLOT</td>
<td>.</td>
<td>.</td>
</tr>
<tr>
<td>.</td>
<td>.</td>
<td>.</td>
<td>.</td>
<td>.</td>
<td>.</td>
</tr>
<tr>
<td>0</td>
<td>.</td>
<td>.</td>
<td>Directory</td>
<td>.</td>
<td>.</td>
</tr>
</tbody>
</table>

Fig. 3
A computer-implemented method for partitioning the namespace of a secure element into at least two storage types by a control software application within the secure element

Defining, in the control software application, at least first access type, a second access type, a first access key, and a second access key for a plurality of memory blocks within the secure element namespace, wherein each of the first access key and the second access key provides one of the first access type, the second access type, or a combination of the first and the second access types to the plurality of memory blocks within the secure element namespace.

Selecting, by the control software application, from the plurality of memory blocks within the secure element namespace, at least a first group of memory blocks, a second group of memory blocks, and access types for each of the selected groups of memory blocks, wherein at least one memory block in each selected groups of memory blocks is an access memory block for providing the selected access type of the software application or application data within data memory blocks of the selected groups of memory blocks to an external data requesting device.

Transmitting, from the control software application, for storage in the access memory block for each of the selected groups of memory blocks, the first access key, the second access key, and the selected access types for each respective selected groups of memory blocks, thereby partitioning the namespace of the secure element into at least two storage types.

End
A computer-implemented method for writing application data in a secure element namespace using requests from a user-interface software application resident outside the secure element

Transmitting, from the user-interface software application, to a remote trusted service manager (TSM) computer, a request for application data, and at least an access key for a write access type, the application data to be written to the secure element namespace

Receiving, in a temporary memory of the secure element, from the remote TSM computer, the requested application data, and the requested access key

Writing, by a control software application in the secure element, the requested application data from the temporary memory of the secure element to a data memory block of the secure element namespace, wherein the data memory block of the secure element namespace is accessed by the control software application using the requested access key

End

Fig. 5
A computer-implemented method for implementing a trusted service manager (TSM) locally within the secure element of a contactless smart card device

installing, in the secure element of the contactless smart card device, a TSM software application, wherein the TSM software application comprises computer code for executing a transmitting function to request application data and a decrypting function for decrypting an encrypted form of received application data, the received application data received at the contactless smart card device in response to the request from the transmitting function;

storing, in the secure element, a private key assigned to the TSM software application, the private key generated along with a corresponding public key using an asymmetric cryptography algorithm;

transmitting, by the transmitting function of the TSM software application to a registered remote non-TSM computer, a request for application data, wherein the remote non-TSM computer is configured to access the public key, and wherein the remote non-TSM computer encrypts the requested application data with the public key;

receiving, in the contactless smart card device, the encrypted application data responsive to the transmitted request; and

decrypting, by the decrypting function of the TSM software application, using the private key, the encrypted application data.
### Access Conditions

<table>
<thead>
<tr>
<th>Read Access Type 708</th>
<th>Write Access Type 712</th>
<th>Sector or Memory Block to Edit/Change 716</th>
</tr>
</thead>
<tbody>
<tr>
<td>Key A₁ 720</td>
<td>Key A₁</td>
<td>B₁ 724</td>
</tr>
<tr>
<td>Key A₂ 732</td>
<td>Key B₂ 736</td>
<td>Change Initial Value Sector 740</td>
</tr>
<tr>
<td>Key A₂</td>
<td>B₂ 744</td>
<td>Key A₂</td>
</tr>
<tr>
<td>Key A₂</td>
<td>B₂ 756</td>
<td>Key B₂ 760</td>
</tr>
<tr>
<td>Key A₂</td>
<td>B₂ 768</td>
<td>Key B₂ 772</td>
</tr>
</tbody>
</table>
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