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Abstract

An online system for permitting users in a data network to manage inventories of their collectibles (including antiques) includes a database of collectibles, user inventory files, user information files, a database of needed items and items available for sale, and a server-based task for managing and searching the database of needed items and items available for sale. The database of collectibles includes object classes indexed by primary classes and subclasses, and user inventory files storing inventories of instances of the object classes, including instances that each user has, instances that each user would like to sell, and instances that each user would like to buy. Users may access their respective inventories by inspecting, editing, and adding the instances to the user inventories; obtaining valuations of instances in their inventories; and insuring instances in their inventories. The server-based task finds buy-sell opportunities between the users.
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ONLINE METHOD AND APPARATUS FOR MANAGEMENT OF COLLECTIBLES

RELATED APPLICATIONS


BACKGROUND OF THE INVENTION

[0002] 1. Field of the Invention

[0003] The invention relates to Internet services, and more particularly to a web site permitting users (both businesses and individuals) to manage inventories of their collectibles. In the following specification and claims, the term “collectibles” shall mean any objects of personal property. Therefore, “collectibles” include (i) secondary market items (i.e., an item traded or sold after its initial distribution and/or sale), (ii) antiques, (iii) antiques (i.e., items 100 years old or older), (iv) vintage items, and (v) contemporary, current and modern items. A collectible could be manufactured as a limited edition, or it could be mass produced. A collectible could be an original issue/release, a reproduction or a reissue. Collectibles include, but are not limited to, the following categories: Advertising, Americana (including Western and Native), Animals, Animation Art, Animation Characters, Antiques, Art, Autographed items, Autographs, Automobiles, Aviation, Banks, Barber Shop, Bottles, Breweriana, Calendars, Casino, Chalkware, Circus and Carnival, Clocks and Timpieces, Coin-Operated, Coins, Collector Plates, Comic Books, Comic Figurines, Comic Magazines, Computers, Cookie Jars, Crafts, Cultural, Currency, Decorative, Disney, Dolls, Doll Houses, Educational, Electric Fans, Electronics, Ephemera, Ethnic items, Ethnicographic, Figures, Figurines and Miniatures, Fine Art, Firefighting, Fishing, Flags, Folk Art, Fraternal Groups, Furniture, Games, Gemstones, Hawaiiiana, Historical, Holiday and Seasonal, Jewelry, Keychains, Kitchenware, Knives, Lamps, Lighters, Limited Editions, Locks, Keys, Lunch Boxes, Magazines, Magic, Magnets, Maps/Atlas, Matchbooks, Medical, Memorabilia, Menus, Metalware, Militaria, Movies (Videos, DVD's, etc.), Movie, Television and Radio Memorabilia, Music, Music Boxes, Musical Instruments, Native Americana, Nautical, Newspapers, Optical, Orientalia, Paper, Paraphernalia, Plz (disenlers, etc.), Photographs, Photography Equipment, Photographic Images, Pinback buttons and lapel pins, Police, Political, Porcelain, Posters, Postcards, Pottery & Glass, Prints, Quilts, Radio, Railroad Models, Trains, Railroadiana, Recorded Music, Religious, Rock-n-Roll, Scales, Science, Science Fiction, Sewing, Sheet Music, Snowdome, Souvenirs, Sports Memorabilia, Stamps, Stoneware, Telephone and Telegraph, Television, Television Sets, Textiles, Theatre, Tobacciana, Tools, Toys, Toy Bears, Trading cards (including Comics, Gaming (sports), Science Fiction, and Other Non-Sports), Trains, Transportation, Trucks, Umbrellas, Vanity items, Western, Wine, World’s Fair and Exposition items, and Writing Instruments.

[0004] 2. Background Art

[0005] Prior to the introduction of the Internet (i.e., the World Wide Web), collectors and businesses catering to collectors used a variety of services and methods for managing their collectibles. Books, magazines, and catalogs provided information about collectibles. Avid collectors formed clubs, and traded collectibles at club meetings, auctions, flea markets, and through classified ads. Many businesses and professionals became devoted to servicing collectors. These businesses and professionals included specialty shops, auction houses, dealers, and appraisers. Other businesses, such as insurance companies, major retailers, and publishers, had a significant portion of their business devoted to servicing collectors.

[0006] With the introduction of personal computers and the Internet, a variety of software and online services have become available to collectors. These include software and online services for cataloging certain categories of collectibles contained in personal collections. Although the available software and online services provide features and advantages unobtainable from traditional methods, they do not provide, at a single web site, all of the services of interest to collectors and businesses catering to collectors. Moreover, the management of large collections introduces a problem of requiring users to navigate through a variety of display screens for the various features. Ease of navigation is especially important for attracting new users and inducing them to enter information about their collections into an electronic database. Furthermore, being able to offer an aggregate of services that cater to the needs of the collector is important. Another significant attribute is educating the collector of the items that may potentially be available.

SUMMARY OF THE INVENTION

[0007] In accordance with one aspect of the invention, there is provided a computer-implemented method of a user accessing a site on the Internet. The site is accessible to a multiplicity of users for managing inventories of their collectibles. The collectibles are instances of object classes defined in a computer-implemented database of object classes, and the inventories are defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell. The method includes the user accessing information in the at least one computer-implemented database of user information by inspecting, editing, valuing, and adding to the instances that the user has, and by inspecting, editing, and adding to the instances that the user would like to buy, and by inspecting, editing, and adding to the instances that the user would like to sell. The method further includes notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy.

[0008] In accordance with another aspect of the invention, the provision of a computer-implemented method of a user accessing a site on the Internet. The site is accessible to a multiplicity of users for managing inventories of their collectibles. The collectibles are instances of object classes defined in a computer-implemented database of object classes, and the inventories are defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users
have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell. The method includes the user accessing information in the at least one computer-implemented database of user information by inspecting, editing, and adding to the instances that the user has, and by inspecting, editing, and adding to the instances that the user would like to buy, and by inspecting, editing, and adding to the instances that the user would like to sell. The method further includes notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy. In addition, the at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and the inventories are defined in at least one computer-implemented database of user information specifying instances of the object classes that respectively users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell. The apparatus includes at least one processor programmed for providing access of a user to the user’s information in the at least one computer-implemented database of user information for inspecting, editing, viewing, and adding to the instances that the user has, and for inspecting, editing, and adding to the instances that the user would like to buy, and for inspecting, editing, and adding to the instances that the user would like to sell, and for notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy.

[0011] In accordance with a further aspect, the invention provides an apparatus for permitting a user to access a site on the Internet that is accessible to a multiplicity of users for managing inventories of their collectibles. The collectibles are instances of object classes defined in a computer-implemented database of object classes, and the inventories are defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell. The apparatus includes at least one processor programmed for providing access of a user to the user’s information in the at least one computer-implemented database of user information for inspecting, editing, and adding to the instances that the user has, and for inspecting, editing, and adding to the instances that the user would like to buy, and for inspecting, editing, and adding to the instances that the user would like to sell, and for notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy. The at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and the at least one processor is programmed to permit the user to inspect and edit the respective grading conditions of the instances that the user has and the instances that the user would like to buy. In addition, the at least one processor is programmed to permit the user to specify a new object class for classifying, in the at least one computer-implemented database of user information, instances of the new object class that the user has.

[0012] In accordance with a final aspect, the invention provides an apparatus for permitting a user to access a site on the Internet that is accessible to a multiplicity of users for managing inventories of their collectibles. The collectibles are instances of object classes defined in a computer-implemented database of object classes, and the inventories are defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell. The apparatus includes at least one processor programmed for
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providing access of a user to the user's information in the at least one computer-implemented database of user information for inspecting, editing, and adding to the instances that the user has, and for inspecting, editing, and adding to the instances that the user would like to buy, and for inspecting, editing, and adding to the instances that the user would like to sell, and for notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy. The at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and the at least one processor is programmed to permit the user to inspect and edit the respective grading conditions of the instances that the user has and the instances that the user would like to buy. In addition, the apparatus is programmed to automatically transfer information about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of the one of the object classes.

BRIEF DESCRIPTION OF THE DRAWINGS

[0013] FIG. 1 is a block diagram of an embodiment of the invention, which uses a single server for management of collectibles;

[0014] FIG. 2 is an alternative embodiment that uses an intranet of servers for management of collectibles;

[0015] FIG. 3 is a block diagram showing a hierarchy of classes of objects in a database of collectibles;

[0016] FIG. 4 is a block diagram of a user inventory data structure;

[0017] FIG. 5 is a listing of functions performed by the server for management of collectibles;

[0018] FIG. 6 is a first sheet of a flow chart showing a typical procedure followed during user access of the server for management of collectibles;

[0019] FIG. 7 is a second sheet of the flow chart begun in FIG. 6;

[0020] FIG. 8 is a third sheet of the flow chart begun in FIG. 6;

[0021] FIG. 9 is a flow chart of a background routine for deactivating the need list and sell list of a user that has not confirmed the needed items list and items available to sell list after expiration of a certain length of time;

[0022] FIG. 10 shows a display screen as seen by a user when browsing the database of collectibles;

[0023] FIG. 11 is a display screen as seen by the user for entering a "have" instance;

[0024] FIG. 12 shows a display screen as viewed by a user during entry of a "need" instance;

[0025] FIG. 13 shows a display screen of the database of collectibles after the user has entered two have instances and one need instance of a recording item;

[0026] FIG. 14 shows a display screen for adding a class to the database of collectibles for an object class not listed in the database;

[0027] FIG. 15 is a first sheet of a flow chart showing how a user navigates through the database of collectibles and the user's inventory of collectibles;

[0028] FIG. 16 is the second sheet of the flow chart begun in FIG. 15;

[0029] FIG. 17 shows in more detail the data structure of the database of needed items and items available for sale;

[0030] FIG. 18 is a block diagram for an entry in the needed items list or the items available for sale list of the database of FIG. 17;

[0031] FIG. 19 shows a block diagram of a server-based system for performing buy-sell transactions and maintaining in storage a record of items that are needed by users and available for sale by users;

[0032] FIG. 20 is a block diagram of an entry in a request queue in the system of FIG. 19;

[0033] FIG. 21 is a first sheet of a flow chart of a task servicing the request queue in the system of FIG. 19;

[0034] FIG. 22 is a second sheet of the flow chart begun in FIG. 21;

[0035] FIG. 23 is a flow chart of a subroutine called for in the flow chart of FIG. 21 for searching and selecting among possible alternatives to satisfying a buy-sell transaction request;

[0036] FIG. 24 is a flow chart showing how the task servicing the request queue formulates a reply to a user when the user's request cannot be satisfied; and

[0037] FIG. 25 is a flow chart showing how a user handles replies from the task servicing the buy-sell transaction requests.

DESCRIPTION OF ILLUSTRATIVE EMBODIMENTS

[0038] FIG. 1 shows a block diagram of an online system for management of collectibles in accordance with the present invention. In this example, the system is implemented by programming a network server generally designated 10. The server 10 is linked to the Internet 11 to service a number of users 12, 13. The server 10 is shown having a processor 14, random access memory 15, and data storage 16. The data storage 16, for example, includes an array of conventional disk drives. The data storage stores a number of programs and data files, including programs for various functions 17, display screen data structures 18, a database of collectibles 19, a database of registered users 20, and user inventory files 21. Associated with the user inventory files are user-needed items 22 and user for sale items 23. Sample data file formats are provided in Appendix I below.

[0039] One of the functions 17 is a "Bot" function in which a user needing an item or having an item available for sale, can obtain the needed item from another user or sell the available item to another user. Instead of searching the users' inventory files, the "Bot" function accesses any relevant information about needed and items available for sale in a separate database 24 organized especially for the "Bot" function. Updates to the database 24 are protected by a transaction log 25, which maintains a history of the changes made to the database. The transaction log can be accessed by
a background routine for compiling statistical information such as a market price for items that are frequently traded.

[0040] It is possible that the databases for the oe-line system for management of collectibles could exceed the capacity of even a very high capacity network server. In this case, the databases could be split-up and put in separate servers as shown in FIG. 2. For example, a first server 31 provides user authentication and access 32 to a number of other servers in a network 33. This server 31 includes functions 34, screens 35, and a database of users 36.

[0041] In the system of FIG. 2, the user inventory files are spread over three servers 37, 38 and 39 in terms of the first letter of the username. For example, user inventory files for users with names beginning with A to P are in the server 37, user inventory files for users with names beginning with Q to P are stored in a second server 38, and user inventory files for users having names beginning with Q to Z are stored in a third server 39. In a similar fashion, the database of collectibles is divided among two servers 40 and 41 by the first alphabetic letter of the primary class of the collectibles. As further described below with reference to FIG. 3, certain classes of the collectibles include recorded music, books, stamps, toys/games, etc. In the system of FIG. 2, the database of collectibles in classes beginning with the letters A to H are stored in a first server 40 and the database of collectibles in classes beginning with the letters I to Z are stored in a second server 41. The transaction log and database of needed items available for sale is split by class name in a fashion similar to the splitting of the database of collectibles. For example, a first server 42 includes a transaction log for classes with class names beginning with A to N and a database of needed items available for sale separated into classes beginning with letters A to N. A second server 43 includes a transaction log for classes beginning with the letter O to Z and a database of needed items available for sale separated into classes beginning with O to Z.

[0042] FIG. 3 shows a data structure for the database of collectibles 19. It includes a root class 51 representing the entire database of collectibles, and primary classes 52, 53, 54, 55 representing recorded music, books, stamps, toys/games, etc. Each one of the primary classes has subclasses; for example, the class 52 of recorded music includes a subclass 61 of country, a subclass 62 of classical, a subclass 63 of rock, a subclass 64 of artists, and a subclass 65 of labels. In this example the primary classes are mutually exclusive but the subclasses are not necessary mutually exclusive. For example, there will be overlap between the subclasses of country, classical, and rock and the subclasses of artists and labels. In each subclass there is a list of object classes, which in this case are phonograph records or similar objects such as tapes or compact discs. For example, the object classes include a first record object class 66 for country music by a particular artist (i.e., Smith 68) on a particular label, and a second record object class 67 by a particular artist on a particular label (i.e., Apple 69).

[0043] For readers familiar with object oriented programming, the database of collectibles 19 is seen as a hierarchy of classes ending in object classes. It does not include any object instances, although each object class can be representative of any number of similar object instances. For example, a 1991 penny with the mint mark “D” could be considered an object class, representing all of the 1991 “D” pennies from the US mint. Each object instance could have different attributes, such as whether the condition of the penny is poor, fair, good, excellent, near mint or mint or another similar grading scheme or system.

[0044] In practice, the database of collectibles 19 is implemented as a data structure of linked lists. Each node in the structure includes attributes of the node (such as a class name), a list of pointers to objects above it in the hierarchy (i.e., pointers to superiors), and a list of pointers to objects below it in the hierarchy (i.e., pointers to subordinates). Standard programming languages, such as C++, provide compilers and function libraries for producing and managing such data structures.

[0045] FIG. 4 is a block diagram of the data structure of a user’s inventory file 70. The data structure includes a root node 71, which is the root node for the database classifications 72 of at least the classes and subclasses of the object instances in the user’s inventory. An object instance will be referred to simply as a “item”. The user’s inventory includes items referred to as “have” items 73 (items that the user has) and “needed” 74 (items that the user wants to purchase). The “have” items 73 are further subdivided into items or groups of items in a hierarchy of priority including items 79 to be procured first, items 80 to be procured last, and possibly additional items or groups of items of intermediate priority. Each of the items 79 to be procured first, for example, could be procured immediately if the item is found to be available for sale by another user. Each of the items 80 to be procured last, for example, could be procured only after the user has been notified that the item is available for sale and the user then gives further approval of the sale.

[0046] FIG. 5 shows an outline of the functions 17 provided by the online system for management of collectibles.

[0047] The “login” function accepts entry of a user id and password, in order to provide user authentication and access to all functions except browsing of the database of collectibles, obtaining information about items offered for sale, and viewing general information about the site, such as a privacy statement and information for new users about the services provided by the site. Only registered users may maintain online inventories and engage in buy-sell transactions.

[0048] The “feedback” function is provided if a transaction has been consummated and then feedback is allowed seller to buyer and buyer to seller regarding that one transaction. The feedback consists of a rating according to a scale, and the opportunity to leave a descriptive comment. The feedback rating of the particular user will be visible to other users.

[0049] The inventory “have it” function provides the user with an initial screen allowing for selection of category/subcategory. Based on that category the user can choose how to view the database of collectibles. While viewing the database of collectibles, the user may perform an inventory of the user’s items, and also change how to view the database. The user may click on a green “Have” oval next to...
each object class in the database of collectibles to inventory their collection. Any item clicked on will assume the defaults in the user's profile unless modified by the user "detail it" function. If the user's profile indicates selling of inventory is an interest, then an additional field of sales price will be entered. If an item exists in a user's collection that is not listed in the database of collectibles, then the user can still enter the item into the user's inventory and/or make such item available for sale to other users, but the object class of the item is not available in the master database of collectibles until audited by a category specialist and "approved" for entry into the database, which would then enable other users to access this object class.

[0050] The inventory “need” function provides a way for the user to enter and edit the user's list of needed items. The user activates the inventory “need” function by clicking on a red “Need” oval next to each object class in the database of collectibles. Based on the user’s profile, the user will get a notification on-line, emailed, or both, regarding needed items found and either billed to a credit card or as to which other payment arrangements need to be made. Items that are clicked “Need” must be prompted immediately for price they will pay. A price of zero is acceptable and means the user is not certain of a price and will review a list of items available meeting the condition specified and sorted by price (lowest at the top). Because a large list of needed items being fulfilled could monetarily overwhelm a user, an attribute of “immediate y/n” for a needed item or in a user’s profile will determine if the deal is found and consummated immediately or if it requires email or online approval from the owner/keeper of the need list. In addition, a user will have the ability to create a hierarchy of the needed items so that the user can specify the items or group of items to be procured first, second, third, etc. The need lists will also be reviewed periodically to make sure they are current. If no changes to a user's inventory or need list occur in a certain period of time, then an automatic email response system requests the user to verify the status of the need list items. Unless the user logs in and puts the need list back in active status, the need list will be deactivated.

[0051] The inventory “detail it” function is activated by the user clicking on a “detail it” button. The “detail it” function shows defaults associated with each item and permits the user to change the details. For example, a user may typically collect items in “very good” condition, and in this case the user's profile may set a default for all items in such user's inventory (the “Have” list) will be very good, unless changed by the user. Similarly, all items that such user seeks to purchase in that object class (the “Need” list) will only match items that are offered in a condition of “very good” or better, unless changed by the user. In a similar fashion, the user's profile may indicate whether or not selling of an item is typically of interest, and if not, the sales and sales price fields may not appear, unless and until changed by the user. Further, the user's profile may indicate whether or not purchases typically should be transactioned immediately when a desired item is found available, or only after further approval of the user is sought, especially if some time passes between the posting of a request for an item and when an appropriate item is found.

[0052] The “mass inventory upload” function displays a screen allowing the user to specify a local file that has ASCII text comma delimited, XML, or other PDA accessible format representing inventory that can be uploaded into the user's online inventory file. It may also be desirable to provide a similar function that enables registered users to transfer inventory information from another Internet site to their on-line inventory file. For example, if a user purchases an item from another site, then information about the purchased item could be automatically transferred over the Internet to the user's on-line inventory file.

[0053] The “inventory—download” function displays a screen allowing the user to specify a directory for downloading the user's online inventory file for local access. The formats may be ASCII text comma delimited, XML, or other PDA accessible format.

[0054] The “add to catalog/add an artist” function displays a screen allowing the user to add to the database of collectibles. The user could enter a uniform product code (UPC) number, if available, and/or otherwise specify a description and any appropriate primary class or secondary classes for a new object class. The user can also expand the primary or secondary classes; for example, the user can add an artist. For any addition, there is an attribute “approved,” which is not modifiable by the user and defaults to “N” (No) or “P.” Category specialists will review and approve suggested additions to the master database. For searching and efficiency purposes, non-approved additions to the database could be a separate table. Until approval the only viewing and inventory function that can have access to these additions is the requesting user and others granted special access by the system administrator. Before special access is granted by the system administrator, the user can add items of a newly created object class to the user’s list of needed items or items available for sale list. Once approved, the newly approved items on the user’s need list or sell list are also included in the database of needed and for sale items (24 in FIG. 1).

[0055] The “suggest correction” function displays a screen to the user allowing the user to suggest corrections to the database. The suggestions are placed in a queue, for review and approval or rejection by category database specialists.

[0056] The “review need list/confirm entries” function displays a series of screens describing the user's needed items. The user can edit the screens, and also delete the screens to delete the items from the user’s list of needed items.

[0057] The “check Bot list” functions permit the user to communicate with a program task in the server that looks for possible buy-sell transactions among the users. In particular, when a user adds items to the user's list of needed items, or adds items to the user's list of items available for sale, a “Bot request” is received by the Bot task, and the added item is compared to information about similar items in the database of needed items and items available for sale, to determine whether a buy-sell transaction is possible, and to execute such a transaction immediately, if an immediate transaction is possible and has been authorized by the buyer and/or seller (although the seller will presumably always permit there to be an immediate transaction).

[0058] The “check Bot list—online notification” function permits the user to specify or change how the Bot task should return online notifications of a possible or consummated Bot transaction.
The “check Bot list—Email notification” function permits the user to specify or change how the Bot task should return email notifications of a possible or consumed Bot transaction.

The “check Bot list—Transaction” function displays a screen to the user allowing the user to specify or change user-related information governing how the Bot task should execute buy-sell transactions, such as how purchased items should be delivered to the buyer.

The “Payment, credit card or other billing” function displays a screen allowing the user to enter or change credit card billing information, such as the credit card company, card number and expiration date, or other and may also allow the user to review a history of changes to the credit card account. This function may also include other methods of payment on an account.

The “Payment, other means of payment” function displays a screen that specifies other means acceptable to the seller for consummating the transaction, including the acceptance of cash, check, money order or other suitable form of payment.

The “add to inventory” function is similar to the “inventory—have it” function described above.

The “hot item” function is invoked to revalue an item and ignore previous responses to offers for an item and is typically invoked when someone wants to reprice an item for sale or reprice a need list item.

The “price” function appraises the user’s inventory, to the extent such valuation information is available. This can be done for personal reasons or insurance purposes.

The “insure” function displays a screen from which the user may request a quote for all or part of the user’s inventory. The user is prompted to choose either purchase price, market price or insurance price for the request for quotation. The user is also asked for personal information, information about the residence or building in which the items are kept, and deductible amounts, for formulating the quotation. If the user supplies the information, a request for quotation is prepared, and transmitted online to an insurance agency. The insurance agency will then seek to place the insurance with an insurance underwriter/carrier, and any quotation from an insurance carrier is then presented to the user for acceptance.

The “privacy statement” function displays a screen to the user informing the user that no information provided is used for any purpose other than helping add to a user’s collection, offering for sale items that the user designates as for sale, and for obtaining an insurance quote when the user submits a request or other services offered now or in the future. The privacy statement affirms that the user’s information is kept on a secure database and is not passed on to any unaffiliated third party unless disclosed and authorized, or the user specifies that an item in the user’s collection is up for sale or releases information for an insurance quote.

The “about HaveNeed.com” function displays information to the user about the owner of the website providing the collectibles management system.

The “search” function provides full search capabilities across categories and classes in the database of collectibles. The database of collectibles is set up in an object-oriented fashion to index each object class by a multiplicity of fields, each field corresponding to a superior class in the database of collectibles. Therefore, searching is a relatively simple and rapid task of scanning the pointer lists for specified classes in the database, and retrieving the classes identified by the pointers. This process continues in a recursive fashion to the depth indicated by the user’s search specification, or by default to the object classes at the base of the class hierarchy.

The “pricing information” function displays a screen informing the user of any services of the collectibles management system that are not provided free of charge. The screen provides the pricing structure and philosophy regarding purchases, sales, valuation, inventorying, posting items needed or items available for sale, and insurance quotes. Many of these services are contemplated to be free of charge, at least for a base level of activity. In addition, buyers could be given credits redeemable for the services that are not free (analogous to a “frequent flyer” program), and sellers could be given volume discounts for successfully selling a large number of items.

The “condition” function displays a number of screens informing the user how to determine the condition of items in the user’s inventory. For example, grades may range from mint (M), near mint (NM), excellent (E), very good (VG), good (G), fair (F), to poor (P), depending upon the category of collectible being either inventoried, added to a need list or being made available for sale. The condition function provides specific definitions of these grades with respect to various primary classes of collectibles. It is anticipated that generally accepted industry grading standards will be utilized.

FIG. 6 shows a flowchart of a typical sequence of user access of the collectibles management system. The actual sequence of user access may vary from that shown in FIG. 6, because the user may access the various functions of the system as desired and as needed. For example, the user may select a function using a conventional tab or pull-down menu.

In step 81 of FIG. 6, execution branches to step 82 if the user is new to the collectibles management system. In step 82, the system registers the user and sets a default profile for the use. The system registers the user by receiving some information about the user, assigning a unique user id selected by the user, obtaining a password from the user, and creating a file for storing the user information and user profile. After step 82, execution continues to step 83. Execution also continues to step 83 from step 81 if the user is not a new user.

In step 83, execution branches to step 84 if the user would like to edit the user profile. In step 84, the user edits the user profile. After step 84, execution continues to step 85. Execution also continues to step 85 from step 83 if the user does not want to edit the user profile.

In step 85, execution branches to step 86 if the user would like to catalog his or her collectibles. In step 86, the system creates or adds items to the user’s inventory file, and the user’s list of needed items, and list of items available for sale in the user’s inventory file. After step 86, execution continues to step 87. Execution also continues to step 87 from step 85 if the user does not want to catalog his or her collectibles.
In step 87, execution branches to step 88 if the user would like to display all or selected items from his or her inventory. The user selects items by paging through all items in the inventory, or by specifying a primary class, subclass, or object class to page through his or her items in the specified primary class, subclass, or object class. While paging through the items, the user may edit attributes of the items, delete items from the inventory, and change the list of items available for sale by changing an attribute of each item in the list of the user's inventory in the Recording No. 1 or the Recording No. 2 in FIG. 10 can be selected or "blocked out" by clicking on or over it with a mouse, and the user may then be presented with a request form in which to supply a reason for the edit or the request for verification. The request for an edit or verification is forwarded to a catalog specialist for consideration and approval or disapproval in whole or in part. After step 96, execution continues to step 97. Execution also continues to step 97 from step 95 if the user does not want to add to or change the database.

In step 97, execution continues to step 98 if items have been added to the user’s inventory. In step 98, the user is prompted to answer whether or not an insurance quote is desired for the items added to the user’s inventory. If so, execution continues to step 99 to prepare an insurance quote based on purchase price or appraised value. The quote is prepared, for example, by electronically forwarding the information to an insurance agency. When a quote has been returned to the insurance agency from an insurance underwriter/carrier, it is displayed to the user and/or an email is sent to the user advising that a quote is available and can be transmitted or displayed by following a link to the appropriate web site. In step 100, execution continues to step 101 if the user accepts the quote. In step 101, the user’s credit card account is billed, and the insured items are marked as insured in the user’s inventory. After step 101, execution continues to step 102 of FIG. 8. Execution also continues to step 102 of FIG. 8 from step 97 if the user does not want to add items to his or her inventory, from step 98 if the user does not want an insurance quote prepared, and from step 100 if the user does not accept the quote.

In step 102 of FIG. 8, the system checks whether or not the user’s inventory has changed or has been confirmed within a certain period of time, such as one month. The system determines whether or not the user’s inventory has changed or has been confirmed within a certain period of time by inspecting a “last modified” attribute of the user’s inventory file. If the user’s inventory has not been changed or confirmed for the certain period of time, then execution continues to step 103. In step 103, the user is prompted to add new items to the user’s inventory. In step 104, the system checks whether there are any uninsured items in the user’s inventory. If so, then execution branches to step 105 to prompt the user to get a quote for insurance on uninsured items in the user’s inventory. After step 105, execution continues to step 106. Execution also continues to step 106 if there are no uninsured items in the user’s inventory.

In step 106, execution branches to step 107 if the user’s need list contains listed items. In step 107, the system prompts the user to confirm or change the user’s need list. Once confirmed or updated, a “last modified” attribute for the need list is updated to indicate the time of the present confirmation or change. After step 107, execution continues to step 108. Execution also continues to step 108 from step 106 if the user’s need list does not contain any items.

In step 108, execution branches to step 109 if the user’s sell list (i.e., list of items available for sale) is not empty. In step 109, the system prompts the user to confirm or update the user’s list of items available for sale. After step 109, execution continues to step 110. Execution also continues to step 110 if the user’s list of items available for sale is found not to contain any items in step 108.

In step 110, the system updates a confirmation “time stamp” for the user’s inventory, and then execution
continues to step 111. Execution also continues to step 111 from step 102 if the user's inventory has not been changed or confirmed for the certain period of time.

[0086] In step 111, the user access to the collectibles management system is finished if the user logs off or ceases communicating with the system for a certain “timeout” period. Otherwise, execution loops back to step 83 of FIG. 6 to continue user access.

[0087] It should be apparent that when the user is logged in to the system, steps 103 to 110 are performed periodically to keep the user’s account current. The system may perform a similar check for users that have not logged on for a certain period of time. For such inactive users, if their need list contains items or if their list of items available for sale contains items, the system sends an E-mail to the user requesting the user to log in to the system and confirm that the user still desires to buy or sell the items on the respective lists. If a user fails to confirm items of the need list or sell list, then they are put in a deactivated state, and temporarily removed from the database of needed items and items available for sale (24 in FIG. 1). A flowchart of a background routine that performs this periodic checking function is shown in FIG. 9.

[0088] In a first step 121 of FIG. 9, the system accesses attributes of the next user, including an attribute indicating whether or not the user’s need list is empty, an attribute indicating whether or not the user’s sell list is empty, and the “last modified” and “last confirmed” time stamps for the user’s inventory, need list, and sell list. In step 122, execution continues to step 123 if the user’s need list is empty. In step 123, if the user’s sell list is empty, execution loops back to step 121. Otherwise, if the user’s sell list is not empty, execution continues to step 124. Execution also continues to step 124 from step 122 if the user’s need list is not empty.

[0089] In step 124, the system computes the elapsed time from the most recent change or confirmation of the user’s inventory to the present time. Then in step 125, the system compares the elapsed time to a relatively large threshold (TH12), such as three months. If the elapsed time is greater than the relatively large threshold, then execution continues to step 126. In step 126, the system compares the elapsed time to a smaller threshold (TH11), such as two months. If the elapsed time is not greater than the relatively small threshold, then execution loops back to step 121. Otherwise, if the elapsed time is greater than the relatively small threshold, then execution branches to step 127. In step 127, the system sends an E-mail to the user, warning that the user’s need list and want list will be deactivated unless the user logs in and confirms the lists. After step 127, execution loops back to step 121.

[0090] In step 125, if the elapsed time exceeds the relatively large threshold (TH12), then execution continues from step 125 to step 128. In step 128, the system deactivates the user’s need list and sell list. For example, this is done by setting a deactivation attribute for the user, and also removing the user entries of the items of the need list and sell list from the database of needed and for sale items (14 in FIG. 1). Then in step 129, the system sends an E-mail to the user saying that the user’s need list and sell list have been deactivated. These lists will remain deactivated until the user logs on to the system and requests reactivation. Reactivation entails placing the items of the user’s need list and sell list into the database of needed and for sale items (24 in FIG. 1), and then clearing the deactivation flag for the user. After step 129, execution loops back to step 121 to continue the background routine.

[0091] FIG. 10 shows a display screen 130 as seen by a user when browsing the database of collectibles. In this example, the user is browsing through the subclass of country music in the primary class of recorded music. The search specification “country music” appears at the top of the screen. The sound recording object classes are listed down the screen on the right as “Recording No. 1,” “Recording No. 2,” etc. To the left of each object class name and description is a green “Have” oval 131 and a red “Need” oval 132. The user can view all of the sound recording object classes by paging down through screens similar to the screen 130 in FIG. 10. In this example, the user is viewing the sound recording object classes in order to add sound recordings to his or her inventory. When the user finds a sound recording object class for an item that the user has, the user operates a mouse or other pointing device to click on the “Have” oval to the left of the object class name and description, causing the screen to change to a have-instance entry screen (see FIG. 11). When the user finds a sound recording that the user needs, the user clicks on the “Need” oval to the left of the object class name and description, causing the screen to change to a need-instance entry screen (see FIG. 12).

[0092] FIG. 11 is a display screen 140 as seen by the user for entering a “Have” instance. The screen has the class name “country music” and an object class name and description. To the left of the class name and description is a green “Have” oval 141 and a yellow “Sell” oval. The user can click on the “Have” oval 141 to increase the number of have instances for the object class, and the “Have” oval then indicates the number of have instances. For the screen 140 in FIG. 11, the user has clicked once on the “Have” oval 141, causing it to change from “Have” to “Have 1”. The user can click on the “Sell” oval 142 a selected number of times to offer a selected number of the have instances for sale. The screen 140 has additional fields for the screen, a quantity of instances for the screen, an ask price, a purchase price, a market price, a condition, an insurance price, and an “insured for” field. The “insured for” field may indicate insurance that the user had on the item before entering the item (and the insured for amount) into the user inventory, or the “insured for” field may indicate a level of insurance that the user has purchased by using the collectibles management system, in which case the system may automatically fill in the “insured for” field. In this example, each “have instance” screen shows attributes for the indicated quantity of instances. The screen 140 further includes a “Detail” button 143 that the user can click on to obtain further details, such as default settings, for the have instances.

[0093] The “Have” and “Sell” buttons indicate a total number of instances for the object class. The total number of instances for the object class can exceed the quantity for a single screen, because there may be more than one have-instance screen for any one object class. Typically this would occur because the user has a number of instances of an object class and some of these instances have different conditions. When the user wants to continue adding instances for the same object class but for a different
condition, the user clicks on a “new instance” button 144 to present another have-instance screen. In this fashion, the user can create any number of have instance screens for any one object class. The user can then browse through and edit the have instance screens by clicking on a “backwards instances” button 145 and “forwards instances” button 146. The user can delete instance screens by editing the “quantity” field to zero. When the user is finished creating and editing the instance screens for an object class, the user clicks on a “back to catalog” button 147.

[0094] FIG. 12 shows a display screen as viewed by a user during entry of a “Need” instance. The screen has the class name “country music” and an object class name and description. To the left of the class name and description is a red “Need” oval 151. The user can click on the “Need” oval 151 to increase the number of need instances for the object class, and the “Need” oval then indicates the number of need instances. For the screen in FIG. 12, the user has clicked once on the “Need” oval 151, causing it to change from “Need” to “Need 1”. The screen 150 has additional fields indicating a range of instances, a quantity of need instances for the screen, a bid price, and a condition. The user is prompted to fill in the price they are willing to pay, but a price of zero is acceptable and means that the user is unsure of the price and will review the item found having the lowest ask price that is at least equal to the condition specified in the need instance. In this example, each need-instance screen shows attributes for the indicated quantity of instances. The screen 150 further includes a “Detail” button 153 that the user can click on to obtain further details, such as default settings, for the need instances. For example, rather than asking the user to specify the number of instances to be sold, the user could choose to edit a sell indicator having a default of “no” meaning do not sell any of these; “1” meaning sell all instances for the screen except one; and “yes” meaning sell all of the instances for the screen.

[0095] The “Need” oval 151 indicates a total number of need instances for the object class. This total number can exceed the quantity for a single screen, because there may be more than one need-instance screen for any one object class. Typically this would occur because the user would want a number of instances having different conditions. When the user wants to continue adding need instances for the same object class but for a different condition, the user clicks on a “new instances” button 154 to present another need-instance screen. In this fashion, the user can create any number of need-instance screens for any one object class. The user can then browse through and edit the need instance screens by clicking on a “backwards instances” button 155 and “forwards instances” button 156. The user can delete instance screens by editing the “quantity” field to zero. When the user is finished creating and editing the instance screens for an object class, the user clicks on a “back to catalog” button 157.

[0096] FIG. 13 shows a display screen of the database of collectibles after the user has entered two “have” instances and one “need” instance of the first recording object class. In this example, the green “Have” oval 161 indicates “Have 2”, the red “Need” oval 162 indicates “Need 1”, and the yellow “Sell” oval 163 indicates “Sell 1”. The user can click on any of these ovals 161, 162, and 163 to go back to either the first instance screen of a have instance, need instance or sell instance of the first recording object class.

[0097] In the screen 160 of FIG. 13, the user can click on a “new class” button 164 for creation of a new class similar to the classes shown in the screen 160. For example, if the user clicks on the “new class” button 164 for the screen 160, the system assumes that the user would like to create a new recording class of country music, and the system displays a new class entry screen 165 as shown in FIG. 14. This new class entry screen 165 has fields to permit the user to enter a title, artist, label, and uniform product code (UPC) for the new recording class. The new class entry screen 165 also has an “approved” field that is by default “no” and can be changed to “yes” only by a category specialist. Once approved by the category specialist, the new class entry will appear in the database of collectibles for all users. Until the new class is approved by the category specialist, the new class entry will only appear in the database of collectibles for the user who created it or for a category specialist or the system administrator. Before approval by the category specialist, a user can create “Have,” “Need,” and “Sell” instances of a new class of objects that the user has created. To do this, the user clicks on a “back to catalog” button 166 on the new class screen 165, and then the user clicks on “have” and “need” buttons that will be associated with the new object class that will be listed on the display screen (160 in FIG. 13) of the database of collectibles.

[0098] FIG. 15 is a first sheet of a flow chart showing how a user navigates through the database of collectibles and the user’s inventory of collectibles. In a first step 170, the user enters a search specification, such as a primary class or subclass, or the user scrolls down the hierarchy of the database of collectibles, for example, by selecting nodes on a display of the hierarchy, or by successively selecting a branch on a menu for each node, beginning with a menu of the primary classes. Then, in step 171, the user navigates through objects classes that meet the search specification, while the system shows the user the number of “Have” instances, “Need” instances, and items for sale instances (see also FIG. 13). In step 172, execution branches to step 173 if the user clicks on the “Have” oval.

[0099] In step 173, execution branches to step 174 if there are no have instances associated with the “Have” oval. In step 174, the system displays the “Have” entry screen (see also FIG. 11), and increments the quantity of instances for the screen for each click on the “Have” oval. Execution continues from step 174 to step 175. Execution also continues from step 173 to step 175 if there are any have instances.

[0100] In step 175, the user pages through the have instance screens. The user may modify attributes, delete instances (by editing the quantity field to zero), and offer items for sale by clicking on the “Sell” oval. Execution continues from step 175 to step 176. In step 176, execution continues to step 177 unless the user selects the “back to catalog” button. In step 177, execution loops back to step 174 if the user selects the “New Instances” button, or otherwise loops back to step 175. If the “Have” oval is not selected in step 172, or if the “back to catalog” button is selected in step 176, then execution continues in step 178 of FIG. 16.

[0101] In step 178 of FIG. 16, execution branches to step 179 if the user selects a “Need” oval. Execution branches to step 180 if there are no “Need” instances associated with the
“Need” oval. In step 180, the system displays the need instance entry screen (see also FIG. 12), and increments the quantity of instances for the screen for each click on the “Need” oval. Execution continues from step 180 to step 181. Execution also continues from step 179 to step 181 if there are any need instances.

[0102] In step 181, the user pages through the need instance screens. The user may modify attributes and delete instances (by editing the quantity field to zero). Execution continues from step 181 to step 182. In step 182, execution continues to step 183 unless the user selects the “back to catalog” button. In step 183, execution loops back to step 180 if the user selects the “new instances” button, or otherwise loops back to step 181. If the “Need” oval is not selected in step 178, or if the “back to catalog” button is selected in step 182, then execution continues in step 184. In step 184, execution loops back to step 171 of FIG. 15 unless the user ends the catalog items function, for example, by selecting another function on a tab or pull-down menu.

[0103] FIG. 17 shows in more detail the data structure of the database 24 of needed and for sale items. The database includes database classifications 191 and a set of variable-length object records, each including an object ID 192, a need list 193 of items needed by users, and a sell list 194 of items available for sale by users. FIG. 18 is a block diagram for an entry 200 in the need list (193 of FIG. 17) or the sell list (194 of FIG. 17). The entry 200 includes a quality, ask price, a quantity, a user ID, a request date-time, and an expiration date-time. To facilitate searching of the lists, the entries can be arranged in each list in the following order—first of decreasing quality, second of increasing price, and third of increasing date-time at which the entry is placed on the list.

[0104] The user ID could include coded information about the user, such as a credit rating or a feedback rating, that could be used as a limiting criteria for consuming a buy-sell transaction. For example, a buyer may not wish to deal with a seller unless the seller has a certain credit rating or feedback rating. In addition, a seller may not wish to deal with a buyer unless the buyer has a certain credit rating or feedback rating. Moreover, a seller may prefer to do business with a buyer who is prepared to immediately consummate a transaction versus a buyer who only desires to receive an email notification that an item is available (assuming both buyers are willing to pay the same price). Another way of ensuring fair dealing is to permit users to add an image of an item to their inventory, especially for items having an unusual condition or configuration, and to permit an interested purchaser to view the image. Moreover, the database of collectibles could include a library of images, so that the seller would need to add an image of an item to their inventory only if the seller could verify that the image of the item in the library is an accurate depiction of the item being offered for sale, or can describe the difference between the “stock” image and the item available for sale.

[0105] The request date-time preferably is the date-time of an original request even through the request may have been modified, for example, to provide corrections or clarifications.

[0106] FIG. 19 shows a block diagram of a server-based system 210 for performing buy-sell transactions and maintaining in storage a record of items needed and items for sale by users. The system 210 accesses the transaction log 25 in storage and the database 24 of object records of needed and for sale items in storage. The system further includes a Bot request queue 211 in random access memory (RAM), a Bot servicing task program 212, a RAM cache 213 of variable-length object records indexed by object ID, and a Bot reply queue 214 in RAM. The Bot servicing task 212 continually looks for matching opportunities for users wanting to sell and wanting to buy items, and is server based in order to keep users from having to wait on the searching function. Based on their profile, the user will get a notification on-line, emailed or both regarding needed items found and billed or sales or inquiries regarding inventory available for sale in their possession. These notifications will immediately be available to those on-line to maximize instantaneous satisfaction.

[0107] FIG. 20 is a block diagram of an entry 220 in the Bot request queue (211FIG. 19). The entry 220 includes an object ID, a set of flags, and a need or sell list entry 200. The flags include at least a buy-sell (B/S) flag indicating whether the entry 220 is either a request to buy an instance of the object class identified by the object ID, a post flag indicating whether or not the request should make any change to the database 24 of needed and for sale items, and a flag (D) indicating whether or not the request is a request to delete an entry from the database of needed and for sale items. Additional flags could be used that would modify the default method of resolving buy-sell requests as described below with reference to FIG. 23. The default method is to execute a buy-sell transaction at the lowest price to the buyer for at least the condition specified, or better. An alternative method would be to report back to the buyer the lowest price items for all of the conditions at or better than the specified condition having prices at or lower than the price the buyer is willing to pay.

[0108] FIG. 21 is a first sheet of a flow chart of the task for servicing the Bot request queue. In a first step 221, the task ends if the queue is empty. Otherwise, execution continues to step 222. In step 222, the task gets the object ID of the entry at the head of the Bot request queue. In step 223, execution branches to step 224 if the object record is not in RAM. In step 224, the object record is recalled from storage and placed in RAM. Execution continues from step 224 to step 225. Execution also continues from step 223 to step 225 if the object record is found in the RAM.

[0109] In step 225, the request at the head of the Bot request queue is resolved based on the object record in RAM. For example, if the delete flag is set, the need or sell list entry in the request is deleted from the object record in RAM. If the delete flag is not set, then the request is resolved as shown in FIG. 23 and as further described below. Once the request is resolved, execution continues to step 226. In step 226, execution continues to step 227 if a transaction commit is not needed. A transaction commit is not needed when the object record has not been changed. In step 227 a reply is placed in the Bot request queue, and the Bot servicing task is finished.

[0110] If a transaction commit is needed, execution branches from step 226 to step 228 of FIG. 22. In step 228, the task writes the transaction to the transaction log in storage. For example, an entry is written into the transaction log including the object record as it was before modification...
for the transaction, and a copy of the request being serviced. Next, in step 229, the task writes the modified object record to storage. Finally, in step 230, the task puts a reply into the Bot reply queue, and the task has finished servicing the request from the Bot request queue. In practice, the Bot servicing task would be resumed at a next task scheduling interval once any higher priority tasks are finished.

[0111] FIG. 23 is a flow chart of a subroutine called in step 225 of FIG. 21 for searching and selecting among possible alternatives to satisfying a buy-sell transaction request. In a first step 241 of FIG. 23, the object record in RAM for the object ID of the request is searched for instances that will satisfy the request. For example, the request will be satisfied by an instance having an acceptable or open price and an acceptable condition, assuming that the buyer will accept an instance from the seller that is at least as good as the condition sought by the buyer. If an instance is found in step 243 if no satisfactory instances are found in the object record. In step 243, if the post flag is not set, execution continues to step 244 and returns to reply that the request is unsatisfied. Otherwise, if the post flag is set, execution branches from step 243 to step 244. In step 244, the need or sell list entry in the request is written into the need or sell list of the object record in the RAM, and execution returns to commit the post transaction.

[0112] If in step 242 at least one satisfactory instance was found in the object record, then execution continues to step 245. In step 245, execution continues to step 246 if more than one satisfactory instance was found in the object record. In step 246, for satisfactory instances in the object record having different prices, instances are rejected that are a higher price to buyer. In this comparison, an open price is considered to have a higher price to the buyer. Then, in step 247, for satisfactory instances in the object record having the same price but different quality, instances are rejected that have the lower quality. Then, in step 248, for satisfactory instances in the object record having the same price and quality, instances are rejected that were posted later. Execution continues from step 248 to step 249. Execution also continues to step 249 if only one satisfactory instance is found in the object record.

[0113] In step 249, if the post flag is set, execution returns to reply that the request is satisfied. However, no transaction is consummated. In effect, when processing a Bot request having a cleared post flag, the Bot servicing task searches the database of needed and for sale items for the most acceptable instance in the object record, and reports back the search result. In step 249, if the post flag is set, execution continues to step 250. In step 250, if the request has an open price, then execution returns to reply that the request is satisfied. However, the buyer must be willing to accept the price sought by seller or, alternatively, the seller could reduce the price it is willing to accept. If the price is not open, then execution continues from step 250 to step 251 to perform the buy-sell operation upon the object record in RAM, typically by deleting the entry in the need or sell list including the most satisfactory instance of the object record. Execution then returns to commit the buy-sell transaction, and to place a reply in the Bot reply queue. The Bot reply queue is serviced so that any item that is purchased through this matching concept is automatically removed from the seller’s inventory, the buyer’s need list, and added to the buyer’s inventory.

[0114] The Bot serving task can handle the following matching scenarios. In the first scenario, the needed item is found for a set price that is lower than the buyer’s maximum price. The transaction is consummated by notifying buyer and seller, adding the item to the buyer inventory, removing it from the seller inventory, and charging the $x to the buyer’s credit card on file. The $x is a matrix based on the sales price. Notification happens on email and/or “BotNote” which can be modifiable and specified by user. The user can specify email only, BotNote only, or both or BotNote only when on-line. The “BotNote” is something always on the screen that states: “You have ‘x’ BotNotes.” When the user clicks on the message, the notes are displayed for review. These notes are the messages from the Bot reply queue regarding transactions or potential transactions.

[0115] In a second scenario, a needed item is found for more than the buyer’s maximum price. Then the buyer is notified of a potential transaction to give the buyer an opportunity to increase the price. This can also go the opposite direction and the seller can get a BotNote regarding interest at a lower price. Notifications take place via the “Bot List” and/or email. Users could set a limit on the number of BotNotes they would like to receive over a period of time. It is also be desirable for the user files to maintain a history of BotNotes received and rejected by the user so that the user is not bothered by BotNotes about offers that are no better than prior offers. The typical user would not want to re-address pricing scenarios previously rejected just because another item has become available. However, a buyer could elect to receive a repeat notification if no other suitable matches have been located after a specified period.

[0116] In a third scenario, the needed item is not found. The request is placed in the database of needed and for sale items, until another request comes by that may produce a match.

[0117] In a fourth scenario, the needed item is found but buyer didn’t specify a price. The item and seller’s price is communicated to buyer so that the buyer may elect to purchase the item at the seller’s offer price.

[0118] In a fifth scenario, the needed item is found but the buyer is not willing to pay the price specified by seller. The seller can be given the opportunity to lower the price it is willing to accept. This can repeat itself, although in the preferred implementation, the system is programmed to limit the extent to which buyers and sellers may negotiate with each other. In particular, the preferred buy-sell philosophy is premised on a “set sales price” as opposed to an auction platform.

[0119] In the preferred embodiment, the buy-sell model is similar to a store or mall in which sellers must post a public price for each item offer. The sellers can tell if the posted price is too high by seeing customers that show interest but balk at the posted price. This philosophy is considered most conducive to promoting free and fair exchange of items among a diverse group of users, including sophisticated and unsophisticated individuals, as well as large and small businesses. Buyers may place orders to buy and the orders may specify a price, but the price is not public and it is an upper limit to what a buyer is willing to pay. If a seller happens to offer to sell at a price that is lower than the price that a buyer is willing to pay, the buyer is given the benefit of the difference by requiring the buyer to pay only the
sellers offering price. The seller must specify a price in order for the system to process or post an item for sale. The buyer need not specify a price to see if an item is being offered by any seller, and to see at least the lowest price offered by any seller. A seller may see if there are any buyers waiting for an item to purchase, but the buyer may not see the maximum price that the buyer is willing to pay. The model discourages haggling over price.

At any time the user may click on his or her “BotNotes,” although there must be a number of 1 or greater for the user to successfully click on it and get something back, unless there are archived BotNotes that the user desires to access. Each communication that is made via email is also on the “BotNotes” and can be responded to in that manner as easily as it can be responded to on email. The communications and options for the user include the following:
1. read a note transaction consumption and information regarding how to contact for shipment/payment;
2. accept a price lower than the user originally requested to sell an item; and
3. increase the price a buyer is willing to pay, or decrease the price a seller is willing to accept for an item.

FIG. 24 is a flow chart showing how the task servicing the request query replies to a user when a user’s request cannot be satisfied. In a first step 261, if the result of searching the database of needed and for sale items was to find a desired item with an unacceptable price or condition, then execution continues to step 262. Otherwise, execution branches to step 263, where the system sends a reply to the requester indicating that the item is not available. After step 163, the routine is finished.

In step 262, if the request is a request to buy an item, then execution continues to step 264. In step 264, the system replies to the buyer that the item was found for sale but with an unacceptable condition or price. The buyer’s request may have a flag choosing an option further to report to the buyer the price and condition of the closest offer or offers of the item for sale. For example, the system could send a BotNote to the buyer saying: “the item has been posted for a price of X, in excess of what you were willing to pay.” Then, in step 265, at the option of the seller or sellers having posted the item for sale, the system may report to each seller that there is a buyer needing the item with a condition of at least X. A seller’s request may have a flag choosing this option, and the flag becomes posted with the seller’s request when the seller’s request cannot be satisfied immediately and is therefore stored in the database of needed and for sale items. For example, in step 265, the system could send the seller a BotNote saying: “someone is interested in purchasing this item, but they are not willing to pay your price.” After step 265, the routine is finished.

If in step 262 the request is a request to sell an item, then execution continues from step 262 to step 266. In step 266, the system replies to the seller that the item was found to be needed (i.e., there was a posted offer to buy) but with an unacceptable condition or price. At the seller’s option, the system reports to the seller the condition but not the buyer’s offer price of the closest offers to buy the item. Then, in step 267, the buyer’s option, the system reports to the buyers of the closest offers to buy the item, that there is a seller willing to sell the item with a condition of X and a price of Y. After step 267, the routine is finished.

FIG. 25 is a flow chart showing how a user handles replies from the Bot servicing task (212 in FIG. 19). In a first step 271 of FIG. 25, the user’s computer checks whether the reply is a report of an unsatisfied request for an item that the user had posted. In other words, the user’s computer checks whether the reply was produced in response to a request from another user. The user’s computer could do this by inspecting a flag in the reply. If the reply is not a report of an unsatisfied request for an item that the user had posted, then execution branches to step 272 to put the reply in the user’s BotNote box, and the routine is finished. If the reply is a report of an unsatisfied request for an item that the user had posted, then execution continues from step 271 to step 273. In step 273, execution branches from step 273 to step 274 if the user has turned on a BotNote filter. In step 274, the filter is applied. For example, the filter rejects a reply BotNote if the user’s BotNote box or BotNote history file (e.g., a local file on the user’s computer) contains a previous reply BotNote about the same item and the present reply BotNote does not indicate a better price or condition for the item. The filter function could be freely specified by the user. For example, the user could use a filter so that the user sees only the first BoxNote about an unsuccessful request about an item, or only about opportunities for the same item of at least the desired quality at a lower price, or only about opportunities for the same item with a greater quality without regard to price. The filter could be different for different items or different categories, so that a user could view more information about possible transactions for more desired items, and less information about possible transactions for less desired items.

Execution continues from step 274 to step 275. In step 275, if the reply was rejected by the filter, then the routine is finished. Otherwise, execution continues to step 276. Execution also continues to step 276 from step 273 if the user does not have the filter turned on.

In step 276, the reply is put in the user’s BotNote box. Then in step 277, once the user reads the reply, execution continues to step 278 where the reply is taken from the user’s BotNote box and placed in the user’s BotNote history file, and the routine is finished.

In view of the above, there has been described an online computer-implemented method and system for permitting users in a data network to manage inventories of their collectibles and to access listings of available collectibles in order to easily identify needed items and to create a need list. In addition, the system enables businesses catering to collectors to easily post their items for sale in an identifiable manner that increases the likelihood of matching an item on another user’s need list.

APPENDIX I. Sample Databases

User File
User-id
Password
User Type
Name
Address
Sell Indicator Default
[0135] Condition Default
[0136] Medium Default
[0137] Email Address
[0138] Password Tip
[0139] Correspondency Type
[0140] CC Info
[0141] Feedback Score
[0142] Catalog—Sound Recording
[0143] Label
[0144] Number
[0145] Source
[0146] Date
[0147] Title
[0148] Artist
[0149] Country
[0150] Medium
[0151] Special Notes
[0152] UPC
[0153] Genre
[0154] Image
[0155] Approved
[0156] Artist
[0157] Artist ID
[0158] Name
[0159] Bio
[0160] Formed Date
[0161] Date of Birth
[0162] City/State/Country
[0163] Specialty
[0164] Other Spec
[0165] Other Spec 2
[0166] Genre
[0167] Approved
[0168] Disc
[0169] Label
[0170] Number
[0171] Artist ID
[0172] Role
[0173] Approved
[0174] Price
[0175] Date
[0176] Label
[0177] Number

[0178] Condition
[0179] Price
[0180] UPC
[0181] Have Inventory
[0182] User-id
[0183] Label
[0184] Number
[0185] Qty
[0186] Sell Indicator
[0187] Purchase Price
[0188] Market Price
[0189] Condition
[0190] UPC
[0191] Sell Price
[0192] Date
[0193] Description
[0194] Insurance Price
[0195] Need Inventory
[0196] User-id
[0197] Label
[0198] Number
[0199] Qty
[0200] Price
[0201] Condition
[0202] UPC
[0203] Description
[0204] Feedback
[0205] k
[0206] User
[0207] User Providing
[0208] Type
[0209] Comme
[0210] nt
[0211] Date
[0212] Label
[0213] Number
[0214] Insurance Policy
[0215] User-id
[0216] Renewal Date
[0217] Coverage Amount
[0218] Carrier
[0219] Period
[0220] Premium
What is claimed is:

1. A computer-implemented method of a user accessing a site on the Internet, the site being accessible to a multiplicity of users for managing inventories of their collectibles, the collectibles being instances of object classes defined in a computer-implemented database of object classes, and the inventories being defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell, said method comprising:

   - the user accessing information in said at least one computer-implemented database of user information by inspecting, editing, valuing, and adding to the instances that the user has, and by inspecting, editing, and adding to the instances that the user would like to buy, and by inspecting, editing, and adding to the instances that the user would like to sell, and
   - notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy.

2. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and wherein the method further includes the user inspecting and editing the respective grading conditions of the instances that the user has and the instances that the user would like to buy.

3. The method as claimed in claim 1, which includes enabling the user to invoke an appraisal service for valuing instances of the object classes that the user has.

4. The method as claimed in claim 1, which includes enabling the user to invoke an insurance service for insuring instances of the object classes that the user has.

5. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information includes user profiles specifying choices for respective users of different methods of conducting buy-sell transactions, and wherein the method includes the user choosing whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval, and wherein the method includes the user choosing whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval.

6. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information includes information specifying for respective users whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval, and wherein the method includes the user choosing whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval.

7. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information includes information specifying for respective users whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval.

8. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information includes information specifying choices for respective users of E-mail notification or on-line notification of possible or consummated buy-sell transactions, and wherein the method includes the user editing the information for notifying the user of possible or consummated buy-sell transactions.

9. The method as claimed in claim 1, wherein said at least one computer-implemented database of user information includes information specifying for respective users whether or not the respective users should be notified when there is
a match of object class but not quality and price between unsatisfied instances that the users would like to buy and unsatisfied instances of the object classes that the users would like to sell, and wherein the method includes the user choosing whether or not the user should be notified when there is a match of object class but not quality and price between an instance that the user would like to buy and an instance that another user would like to sell, or between an instance that the user would like to sell and an instance that another user would like to buy.

10. The method as claimed in claim 1, which includes the user inspecting a history of notifications, of possible or consummated buy-sell transactions, sent from the site on the Internet to the user.

11. The method as claimed in claim 1, which includes the user adding a new object class to the database of collectibles.

12. The method as claimed in claim 1, which includes the user specifying a new object class for classifying, in said at least one computer-implemented database of user information, instances of the new object class that the user has.

13. The method as claimed in claim 1, which includes updating said at least one computer-implemented database of user information for consummating a buy-sell transaction between one user that is a seller of an instance that is sold and another user that is a buyer of the instance that is sold by automatically removing the instance that is sold from the instances that the seller has and from the instances that the seller wants to sell and adding the instance that is sold to the buyer’s instances that the buyer has.

14. The method as claimed in claim 1, which includes automatically transferring information about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes.

15. The method as claimed in claim 1, which includes automatically transferring information over the Internet about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes from another site on the Internet.

16. The method as claimed in claim 1, which includes uploading inventory information of the user over the Internet to the site.

17. The method as claimed in claim 1, which includes downloading inventory information of the user over the Internet from the site.

18. The method as claimed in claim 1, which includes enabling the user to request an edit or verification of an entry in the database of collectibles by requesting a catalog specialist to correct or confirm the entry in the database of collectibles.

19. A computer-implemented method of a user accessing a site on the Internet, the site being accessible to a multiplicity of users for managing inventories of their collectibles, the collectibles being instances of object classes defined in a computer-implemented database of object classes, and the inventories being defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell, said method comprising:

- inspecting, editing, and adding to the instances that the user has, and by inspecting, editing, and adding to the instances that the user would like to buy, and by inspecting, editing, and adding to the instances that the user would like to sell; and
- notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy;

wherein said at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and said method includes the user inspecting and editing the respective grading conditions of the instances that the user has and the instances that the user would like to buy; and

wherein said method includes the user specifying a new object class for classifying, in said at least one computer-implemented database of user information, instances of the new object class that the user has.

20. The method as claimed in claim 19, wherein said at least one computer-implemented database of user information includes user profiles specifying choices for respective users of different methods of conducting buy-sell transactions, and wherein the method includes the user inspecting the user’s profile and editing a choice for the user of the different methods of conducting buy-sell transactions.

21. The method as claimed in claim 19, wherein said at least one computer-implemented database of user information includes information for notifying respective users of possible or consummated buy-sell transactions, and wherein the method includes the user editing the information for notifying the user of possible or consummated buy-sell transactions.

22. A computer-implemented method of a user accessing a site on the Internet, the site being accessible to a multiplicity of users for managing inventories of their collectibles, the collectibles being instances of object classes defined in a computer-implemented database of object classes, and the inventories being defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell, said method comprising:

- the user accessing information in said at least one computer-implemented database of user information by inspecting, editing, and adding to the instances that the user has, and by inspecting, editing, and adding to the instances that the user would like to buy, and by inspecting, editing, and adding to the instances that the user would like to sell; and
- notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy;

wherein said at least one computer-implemented database of user information specifies respective grading condi-
tions of the instances that the users have and the instances that the users would like to buy, and wherein said method includes the user inspecting and editing the respective grading conditions of the instances that the user has and the instances that the user would like to buy; and

wherein said method includes automatically transferring information about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes.

23. The method as claimed in claim 22, wherein said at least one computer-implemented database of user information includes user profiles specifying choices for respective users of different methods of conducting buy-sell transactions, and wherein the method includes the user inspecting the user’s profile and editing a choice for the user of the different methods of conducting buy-sell transactions.

24. The method as claimed in claim 22, wherein said at least one computer-implemented database of user information includes information for notifying respective users of possible or consummated buy-sell transactions, and wherein the method includes the user editing the information for notifying the user of possible or consummated buy-sell transactions.

25. Apparatus for permitting a user to access a site on the Internet that is accessible to a multiplicity of users for managing inventories of their collectibles, the collectibles being instances of object classes defined in a computer-implemented database of object classes, and the inventories being defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell, said apparatus comprising:

at least one processor programmed for providing access of a user to the user’s information in said at least one computer-implemented database of user information for inspecting, editing, valuing, and adding to the instances that the user has, and for inspecting, editing, and adding to the instances that the user would like to buy, and for inspecting, editing, and adding to the instances that the user would like to sell, and for notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy.

26. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information specifies respective grading conditions of the instances that the users have and the instances that the users would like to buy, and wherein said at least one processor is programmed to permit the user to inspect and edit the respective grading conditions of the instances that the user has and the instances that the user would like to buy.

27. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to invoking an appraisal service for valuing instances of the object classes that the user has.

28. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to invoke an insurance service for insuring instances of the object classes that the user has.

29. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information includes user profiles specifying choices for respective users of different methods of conducting buy-sell transactions, and wherein said at least one processor is programmed for permitting the user to inspect the user’s profile and edit a choice for the user of the different methods of conducting buy-sell transactions.

30. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information includes information specifying for respective users whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval, and wherein said at least one processor is programmed for permitting the user to choose whether or not purchases should be transacted either immediately when a desired item is found available, or only after user notification that a desired item is available and upon further user approval.

31. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information includes information for notifying respective users of possible or consummated buy-sell transactions, and wherein said at least one processor is programmed for permitting the user to edit the information for notifying the user of possible or consummated buy-sell transactions.

32. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information includes information specifying choices for respective users of E-mail notification or on-line notification of possible or consummated buy-sell transactions, and wherein said at least one processor is programmed for permitting the user to edit the information for specifying choices for respective users of E-mail notification or on-line notification of possible or consummated buy-sell transactions.

33. The apparatus as claimed in claim 25, wherein said at least one computer-implemented database of user information includes information specifying for respective users whether or not the respective users should be notified when there is a match of object class but not quality and price between unsatisfied instances that the users would like to buy and unsatisfied instances of the object classes that the users would like to sell, and wherein said at least one processor is programmed for permitting the user to choose whether or not the user should be notified when there is a match of object class but not quality and price between an instance that the user would like to buy and an instance that another user would like to sell, or between an instance that the user would like to sell and an instance that another user would like to buy.

34. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to inspect a history of notifications, of possible or consummated buy-sell transactions, sent from the site on the Internet to user.

35. The apparatus as claimed in claim 25, wherein said at least one processor is programmed to permit the user to add a new object class to the database of collectibles.

36. The apparatus as claimed in claim 25, wherein said at least one processor is programmed to permit the user to specify a new object class for classifying, in said at least one
computer-implemented database of user information, instances of the new object class that the user has.

37. The apparatus as claimed in claim 25, wherein said apparatus is programmed for updating said at least one computer-implemented database of user information for consummating a buy-sell transaction between one user that is a seller of an instance that is sold and another user that is a buyer of the instance that is sold by automatically removing the instance that is sold from the instances that the seller has and from the instances that the seller wants to sell and adding the instance that is sold to the buyer’s instances that the buyer has.

38. The apparatus as claimed in claim 25, wherein said apparatus is programmed to automatically transfer information about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes.

39. The apparatus as claimed in claim 25, wherein said apparatus is programmed to automatically transfer information over the Internet about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes from another site on the Internet.

40. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to upload inventory information of the user over the Internet to the site.

41. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to download inventory information of the user over the Internet from the site.

42. The apparatus as claimed in claim 25, wherein said at least one processor is programmed for permitting the user to request an edit or verification of an entry in the database of collectibles by requesting a catalog specialist to correct or confirm the entry in the database of collectibles.

43. Apparatus for permitting a user to access a site on the Internet that is accessible to a multiplicity of users for managing inventories of their collectibles, the collectibles being instances of object classes defined in a computer-implemented database of object classes, and the inventories being defined in at least one computer-implemented database of user information specifying instances of the object classes that respective users have, instances of the object classes that respective users would like to buy, and instances of the object classes that respective users would like to sell, said apparatus comprising:

- at least one processor programmed for providing access of a user to the user’s information in said at least one computer-implemented database of user information for inspecting, editing, and adding to the instances that the user has, and for inspecting, editing, and adding to the instances that the user would like to buy, and for inspecting, editing, and adding to the instances that the user would like to sell, and for notifying the user of a possible or consummated buy-sell transaction when there is an instance that the user would like to buy and another user would like to sell, and when there is an instance that the user would like to sell and another user would like to buy;

- wherein said at least one computer-implemented database of user information specifies respective grading conditions of the instances of the object classes that the user has and the instances that the users would like to buy, and wherein said at least one processor is programmed to permit the user to inspect and edit the respective grading conditions of the instances of the object classes that the user has and the instances that the user would like to buy; and

- wherein said apparatus is programmed to automatically transfer information about an instance of one of the object classes into the information specifying the instances of the object classes that the user has when the user purchases the instance of said one of the object classes.
47. The apparatus as claimed in claim 46, wherein said at least one computer-implemented database of user information includes user profiles specifying choices for respective users of different methods of conducting buy-sell transactions, and wherein said at least one processor is programmed for permitting the user to inspect the user’s profile and edit a choice for the user of the different methods of conducting buy-sell transactions.

48. The apparatus as claimed in claim 46, wherein said at least one computer-implemented database of user information includes information for notifying respective users of possible or consummated buy-sell transactions, and wherein said at least one processor is programmed for permitting the user to edit the information for notifying the user of possible or consummated buy-sell transactions.

* * * * *