PROCESS OF SECURITY OF A UNIT ELECTRONIC UNIT WITH CRYPTOPROCESSOR

The invention concerns a process for securing an electronic device incorporating a hardware component capable of autonomous implementation of calculation process f using one key K, the process involves calculating at least two new keys K_i such that at least one of said new keys is identical to key K, and one of said new keys is different from key K, and executing said calculation process f successively with each of said calculated keys K_i, using said hardware component.
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PROCESS OF SECURITY OF A UNIT ELECTRONIC WITH CRYPTOPROCESSOR

The invention concerns a process for securing an electronic device incorporating a hardware component such as a cryptoprocessor, for the purpose of autonomous implementation of a cryptographic algorithm using a secret quantity such as a secret key. In more precise terms, the process is designed to secure said cryptoprocessor against a certain type of physical attacks referred to as Differential Power Analysis (first order electronic attacks or higher) which seek to obtain information concerning the secret key by studying the power consumption of the electronic device during execution of calculations.

TECHNICAL DOMAIN

Certain components incorporate a hardware DES algorithm. The DES algorithm has the advantage of being extremely fast – of the order of 20 microseconds – and can apparently withstand SPA and DFA type attacks. Unfortunately, it cannot withstand a first order DPA attack. Indeed, with a reasonable number of samples – of the order of 10,000 – it is possible to extract the key. Faced with this vulnerability, it can be necessary to reprogram a secure software DES in full.

One purpose of this invention is to propose a process and system for securing components incorporating cryptoprocessors or equivalent devices, in particular against DPA type attacks.

The cryptographic algorithms considered here use a secret key to calculate output information according to input information. This can involve an encryption, decryption, signature or signature verification, authentication or non-repudiation operation. The
algorithms are constructed in such a way that an attacker with knowledge of the inputs and outputs, cannot in practice deduce any information concerning the secret key itself. Numerous applications base their security on secret key cryptographic algorithms such as the DES, or the more recent AES algorithm, which has now taken its place as the world-wide encryption standard (see John Daemen, Vincent Rijmen; AES proposal; Rijndael: http://csrc.nist.gov/encryption/aes/rijndael/Rijndael.pdf).

We are interested in a broader class than that traditionally designated by the expression secret key algorithm or symmetrical algorithm. In particular, all that is described in this patent application also applies to the so-called public key or asymmetrical algorithms, which in fact incorporate two keys, one public and the other private and not disclosed, the latter being the target for the attacks described below.

The Power Analysis type attacks described by Paul Kocher and Cryptography Research (see document "Introduction to Differential Power Analysis and Related Attacks" by Paul Kocher, Joshua Jaffe and Benjamin Jun, Cryptography Research, 870 Market St., Suite 1008, San Francisco, CA 94102, HTML version of the document accessible at URL address: http://www.cryptography.com/dpa/technical/index.html, mentioned in this application for reference purposes) are based on the observation that, in reality, the attacker can acquire information other than simple input and output data, on execution of calculations, such as the power consumption of the microcontroller or the electromagnetic radiation emitted by the circuit, for example. This information, which depends on secret quantities such as the key, leaks from the card.

Differential Power Analysis, abbreviated to DPA, is an attack which makes it possible to obtain information concerning the secret
key contained in the electronic device, by making a statistical analysis of records of power consumption for a large number of calculations with the same key.

We can consider, as a non-exhaustive example, the case of the DES (Data Encryption Standard) algorithm, a description of which can be found in any of the following documents:
FIPS PUB 46-2, Data Encryption Standard, 1994;
FIPS PUB 74, Guidelines for Implementing and Using the NBS Data Encryption Standard, 1981;
ANSI X3.92, American National Standard, Data Encryption Algorithm, 1981;
Or in the following work:
The above-mentioned documents are indicated in this application for reference purposes.

The DES algorithm is executed in 16 steps referred to as rounds (see Figure 1a). In each of these 16 rounds, conversion F is executed on 32 bits. This conversion F uses eight 6-bit to 4-bit non-linear conversions, each coded in a table referred to as an S-box (see Figure 1b), where the S-boxes are noted S1, S2, ..., S8.

A DPA attack on the DES algorithm can be implemented as follows:
1st step: Consumption is measured on the first round for 1,000 DES calculations. The input values for these 1,000 calculations are noted E[1], ..., E[1000]. The 1,000 curves corresponding to power consumption measured for these calculations are noted C[1], ..., C[1,000]. Mean curve CM is also calculated for the 1,000 consumption curves.
2nd step: We consider the first output bit from the first S-box on the first round, for example. The value of this bit is noted b. It is easy to see that b only depends on 6 bits of the secret key. The attacker makes an assumption concerning the 6 bits concerned. The attacker calculates the theoretical values expected for b from these 6 bits and the E[i]. This makes it possible to separate the 1,000 inputs E[1], ..., E[1,000] into two categories: those which give b=0, and those which give b=1.

3rd step: Mean value CM' is then calculated for the curves corresponding to the first category inputs, namely those for which b=0. If CM and CM' show a marked difference, it is considered that the values adopted for the 6 bits of the key were correct. If CM and CM' do not show a marked difference in the statistical sense, namely no difference substantially greater than the typical variance for the noise measured, the 2nd step is repeated with a different selection for the 6 bits.

4th step: Steps 2 and 3 are repeated with a target bit b from the second S-box, and then from the third S-box, and so on up to the eighth S-box. Forty-eight bits of the secret key are finally obtained in this way.

5th step: The 8 remaining bits can be found by exhaustive search.

This attack requires no knowledge concerning the individual power consumption of each instruction, nor the position in time of each of these instructions. It applies in the same way if we assume that the attacker knows the outputs of the algorithm and corresponding consumption curves. It is based solely on the following fundamental assumption:

Fundamental assumption: An intermediate variable exists, appearing during the course of calculation of the algorithm, such that knowledge of a few key bits, in practice less than 32 bits, is sufficient to decide whether two inputs, respectively two outputs, give the same
value for this variable or not.

All algorithms using the S-box principle, such as the DES algorithm, are potentially vulnerable to DPA attack, as the customary methods of implementation generally lie within the framework of the assumption mentioned above.

So-called High-Order Differential Power Analysis attacks, abbreviated to HO-DPA, correspond to generalisation of the DPA type attack described above. They can use a number of different information sources apart from consumption, and can involve measurement of electromagnetic radiation, temperature, etc., and employ more sophisticated statistical processing than the simple notion of average, with less elementary intermediate variables (generalising bit b defined above). Nevertheless, they are based on precisely the same fundamental assumption as the DPA attack.
SUMMARY OF THE INVENTION

The invention concerns a process for securing an electronic device incorporating a hardware component capable of autonomous implementation of a calculation process using key K, characterised by the fact that it involves calculating at least two new keys $K^d_i$ such that for at least one given $i=j$, $K^j_j=K$ and for at least one $i=t$, $K^{t_i}<> K$, and executing said calculation process with each of said calculated keys $K^d_i$ in succession, using said hardware component.

According to one particular form of implementation, the process involves calculating $I=\alpha m$ new keys $K^n_i$, ..., $K^n_i$, so that for a given $j$ ($0<j<n+1$), sub-keys $K^d_j$ ($0<i<1+1$) take all the possible values, including the value of sub-key $K_j$, and executing hardware cryptographic function $f$ with these $I$ new keys $K^n_i$, ..., $K^n_i$, in a random manner.

The invention also concerns an electronic device and a smart card for example, and a program for implementation of the process.

BRIEF DESCRIPTION OF THE DRAWINGS

Other purposes, advantages and characteristics of the invention will emerge from the following description of implementation of the process according to the invention, and of a method of execution of an electronic device adapted for this implementation, given for non-exhaustive example purposes referring to the appended drawings where:

- Figure 1 shows an electronic device according to the invention in schematic form;
Figure 2 shows a hardware component of said device according to Figure 1 in schematic form;

Figure 3 shows the process according to the invention in schematic form.

IMPLEMENTATION OF THE INVENTION

The process according to the invention is designed to secure an electronic device, for example an on-board system such as a smart card implementing a cryptographic calculation process which uses a secret key. The electronic device incorporates means to process information, such as a processor, and means to store information such as a memory.

As a non-exhaustive example, the electronic device described below corresponds to an on-board system incorporating electronic module 1 as shown in Figure 1. Modules of this type usually take the form of a monolithic integrated electronic microcircuit or chip, which, once protected physically by any known means, can be mounted on a portable object such as a smart card, microcircuit card or other which can be used in various domains, for example.

Microprocessor electronic module 1 comprises CPU microprocessor 3, connected bidirectionally via internal bus 5 to a non-volatile memory 7 of the ROM, EEPROM, Flash, FeRam or other type containing an executable program, RAM memory 11, I/O device 13 for communication with the exterior, and cryptoprocessor calculation unit 15 (CRYPTO P), this component being capable of autonomous cryptographic calculation, such as calculation of a DES algorithm, for example. As shown in Figure 2, cryptoprocessor 15 of said module 1 executes calculation process f using secret key K, stored in a secret zone of a memory, for example of the EEPROM type, on a message M.
We will firstly consider the solution in its general form. As shown in Figure 3, the objective is to calculate result \( E(M,K) \) of cryptographic function \( E \) on message \( M \), using key \( K \). For this purpose, we have function \( f \), which, in its capacity as a black box, executes the same calculation as \( E \) but cannot withstand DPA attack in particular. We also consider that key \( K \) acts in regard to the algorithm in the form of \( n \) small sub-keys \( m_b \) (taking \( m_b < 10 \) bits, or \( m = 2^{m_b} \) possible values for each sub-key), which will then be noted \( K_{1,2, \ldots, n} \), and which will be susceptible to DPA attack in particular. The sub-keys are of the same size in the form of implementation described below. The invention also applies for sub-keys of a different size.

The invention involves associating external software module 17 with the cryptoprocessor, to secure the cryptographic function implemented by said cryptoprocessor 15.

As shown in Figure 3, the invention involves calculating \( I = \alpha m \) new keys \( K'^1, \ldots, K'^I \), so that for a given \( j \) \((0 < j < n+1)\), each sub-key \( K''_j \) \((0 < i < l+1)\) takes all the possible values, and according to a special form of implementation \( \alpha \) times, including the value of sub-key \( K_j \), and executing hardware cryptographic function \( f \) with these \( I \) new keys \( K'^1, \ldots, K'^I \) in a random manner.

In other words, the idea is to execute \( I = \alpha m \) successive calculations with keys \( K'^i \), \( 0 \leq i < l \), such that:

there exists \( i \) such that \( K'^i = K \).

For all the \( j \), we have \( \{ K'^i j, 0 \leq i < n \} = \{0,1, \ldots, n-1\} \), with each sub-key appearing exactly \( \alpha \) times.

This means in fact that we will execute a number of successive calculations with different keys (including the true key), in such a way that each possible sub-key appears the same number of times.
The calculations will also be executed in a random order. Consequently, the attacker has no chance of identifying the correct sub-key by DPA attack, as this sub-key appears neither more nor less frequently than any other.

We will now see how this countermeasure (noted CM in the following paragraphs) applies to different algorithms.

Simple application to the DES algorithm

Notations

We will adopt the following notations for the DES algorithm:

PC1 represents the initial permutation of the key, reducing the key from 64 to 56 bits.

IPC1 represents the inverse of PC1 (56 bits to 64), where the 8 missing bits are completed (parity bits are frequently used).

PC2 represents the combination of compressive permutation (56 bits to 48 bits) and shift of the key to the first round.

IPC2 represents the inverse of PC2 (48 to 56 bits), where the 8 undetermined bits (8=56-48) are selected arbitrarily (for example randomly).

The permutation from 48 bits to 64 bits (combination of IPC2 and IPC1) is noted PP.

We see that PP makes it possible, starting from key K48 with 48 bits, used in the first round of the DES algorithm, to reach global key K64 =PP(K48) having the following property: using K64 as the key for a DES calculation, we obtain K48 as the first sub-key in the first round.
We will now see how we can apply our countermeasure in concrete terms.

1.1 Initial implementation of the CM

In the case of the DES algorithm, the sub-keys are used in the form of \( n=8 \) sub-keys of \( mb=6 \) bits each, giving \( m=64 \) possibilities. We shall then execute 64 successive calculations \( (\alpha =1) \) with the following derivative keys:

\[
\begin{align*}
K_{00} &= K \oplus PP(000000, 000000, \ldots, 000000, 000000) \\
K_{01} &= K \oplus PP(000001, 000001, \ldots, 000001, 000001) \\
K_{02} &= K \oplus PP(000010, 000010, \ldots, 000010, 000010) \\
K_{03} &= K \oplus PP(000111, 000111, \ldots, 000111, 000111) \\
K_{51} &= K \oplus PP(111101, 111101, \ldots, 111101, 111101) \\
K_{02} &= K \oplus PP(111110, 111110, \ldots, 111110, 111110) \\
K_{03} &= K \oplus PP(111111, 111111, \ldots, 111111, 111111)
\end{align*}
\]

It is thus easy to see that for each of the eight sub-keys used in the first round, the 64 possible values are represented equally, and that true key \( K_{00} \) is present in the list. It is then merely necessary to execute 64 DES calculations with the 64 derivative keys in a random order, and select the final result as being that where the correct key has been used.

This can be done in the following way. Sixteen memory bytes are allocated to store the result. An additional byte is also allocated for each \( K_i \) (initialised in this case at 0 or 8), which will indicate the byte from which the result is stored in memory. Thus, this byte will take the value 8 for all keys except \( K_{00} \) for which it will take the value 0. This makes it possible to use a relatively generic code, which could resemble the next pseudo-code C, considering that we have one
function executing a memory copy, one which calculates the \PP(i | ... | i) and one which randomizes the 64 keys.

```c
void DES_encrypt_DPA( unsigned char in[8],
                       unsigned char cle[8],
                       unsigned char out[8] )
{
int i;
unsigned char M1[8], M2[16], K[64][9];

memcpy(K[0],cle,8);
K[0][8] = 0;

for(i=1; i<64; i++)
{
   memcpy(K[i], cle XOR PP(i | ... | i), 8);
   K[i][8] = 8;
}

randomize_0_63(K);

for(i=0; i<64; i++)
{
   memcpy(M1, in, 8);
   DES_encrypt_non_DPA(M1,K[i]);
   for(j=0;j<8;j++)
   {
      M2[K[i][8] + j] = M1[j];
   }
}
memcpy(out, M2, 8);
}
```

### 1.2 General security considerations

From the DPA point of view, it is easy to see that any attacker, unable to distinguish for each of the 64 executions of the DES algorithm whether the true key is concerned or not, cannot attack the algorithm with a conventional DPA. However, it must be remembered that programming of the method requires a very strict approach, as any analysis making it possible to distinguish – even rarely – the
correct key destroys the CM completely! Attention must therefore be paid to the following critical points:

- Randomization: this step shifts the true key to location \(0 \leq i < 64\) which must be unknown to the exterior.
- Result copy (loop to j): here again, the two values (0 or 8), which would enable the attacker, if revealed, to know which DES algorithm uses the true key, are involved.

3.4 CM extensions and various aspects

- If we take a closer look at function PP, it is easy to see that it is not necessary to use the same value for the eight sub-keys, as was done previously, to mask the key. Taking sub-key \(i\), it is merely necessary for the 64 possible values to appear. It is not necessary for the order of the 64 values to be the same for a given sub-key as for another sub-key! The only requirement is that the value 0 of the sub-key (for which the true sub-key is used) appears at the same time for the eight sub-keys, so that one of the 64 calculations gives the correct result. We can thus imagine a derivation of the following type:

\[
\begin{align*}
K_{00} &= K \oplus PP(000000 \mid 000000 \mid ... \mid 000000 \mid 000000) \\
K_{01} &= K \oplus PP(011000 \mid 001101 \mid ... \mid 001001 \mid 111100) \\
K_{02} &= K \oplus PP(010101 \mid 001111 \mid ... \mid 001011 \mid 010000) \\
K_{03} &= K \oplus PP(110011 \mid 100010 \mid ... \mid 000011 \mid 010010) \\
K_{04} &= K \oplus PP(101011 \mid 011100 \mid ... \mid 110001 \mid 101000) \\
K_{05} &= K \oplus PP(100111 \mid 101010 \mid ... \mid 000110 \mid 010111) \\
K_{06} &= K \oplus PP(001110 \mid 010111 \mid ... \mid 011100 \mid 110001)
\end{align*}
\]

This merely requires a function which executes a random permutation of the values [1,63].
It should be noted that the fact that the mask \( 000000 | \ldots | 000000 \) always appears in the initial position does not represent a problem, as the derivative keys are then permuted randomly before being used. If we consider that we have a function \( PP2(i,\text{val}) \) which replaces the 6 bits of value \( \text{val} \) in the correct position for it to correspond to sub-key \( i \), we then obtain the following pseudo-code C:

```c
void
DES_encrypt_DPA(unsigned char in[8],
                  unsigned char cle[8],
                  unsigned char out[8])
{
    int i,j;
    unsigned char M1[8], M2[16], K[64][9];

    memcpy(K[0], cle, 8);
    K[0][8] = 0;
    for(i=0; i<64; i++)
    {
        memcpy(K[i], cle, 8);
    }
    for(i=0; i<8; i++)
    {
        unsigned char Perm63[63];
        randomize_1_63(Perm63);
        for(j=1; j<64; j++)
        {
            K[j] = K[j] XOR PP2(i, Perm[j]);
        }
        randomize_0_63(K);
        for(i=0; i<64; i++)
        {
            memcpy(M1, in, 8);
            DES_encrypt_non_DPA(M1, K[i]);
            for(j=0; j<8; j++)
            {
                M2[K[j][8] + j] = M1[j];
            }
        }
    }
}
```
memcpy(out, M2, 8);
}

- Randomization of the 64 derivative keys can be performed using the following conventional method (cf. Crypto'2002 or Akkar/Goubin article on HODPA attacks on the DES algorithm), which involves scanning the keys from 0 to 63 with index i, and exchanging the key with index i with a key with an index selected randomly between 0 and 63:

```c
void
randomize(unsigned char table[64])
{
    int i, i_temp;
    unsigned char temp;

    for(i=0; i<64; i++)
    {
        table[i] = i;
    }

    for(i=0; i<64; i++)
    {
        i_temp = random() % 64;
        temp = table[i];
        table[i] = table[i_temp];
        table[i_temp] = temp;
    }
}
```

3.5 Other DES rounds

We have seen how to protect the first DES round against DPA attack. Where the DES is more vulnerable on the 16th round in the protocol used, a similar method can naturally be envisaged. Only function PP will change, and correspond to the key-scheduling for the 16th round! It is then possible to use 64 key masks which protect both the first and last rounds. The following 64 key mask keys possess this property:
Obviously, this countermeasure (or at least the critical parts) must be implemented in the assembler mode, so as to avoid introducing vulnerability due to unfamiliarity with the methods used by the compiler.

2. Application to the AES algorithm

Obviously, this method can apply in a similar way to the AES algorithm. This is even simpler to explain, as the first sub-key used—which is frequently the target—comprises the key with no other conversion! Another practical difference stems from the fact that the key occurs 8 bits by 8 bits. Thus, in the case of an AES algorithm with key and 128-bit message, we obtain key derivation and a
pseudo-code C as follows:

5
K_00 = K ⊕ ( 00000000 | 00000000 | ... | 00000000 | 00000000 )
K_01 = K ⊕ ( 00000001 | 00000001 | ... | 00000001 | 00000001 )
K_02 = K ⊕ ( 00000010 | 00000010 | ... | 00000010 | 00000010 )
K_03 = K ⊕ ( 00000011 | 00000011 | ... | 00000011 | 00000011 )

10
K_05 = K ⊕ ( 11111101 | 11111101 | ... | 11111101 | 11111101 )
K_06 = K ⊕ ( 11111110 | 11111110 | ... | 11111110 | 11111110 )
K_08 = K ⊕ ( 11111111 | 11111111 | ... | 11111111 | 11111111 )

void
AES_encrypt_DPA( unsigned char in[16],

20         unsigned char cle[16],
         unsigned char out[16] )
{
    int i;
    unsigned char M1[16], M2[32], K[256][17];

25    memcpy(K[0],cle,16);
    K[0][16] = 0;

    for(i=1; i<256; i++)
    {
        memcpy(K[i], cle XOR (i | ... | i), 16);
        K[i][8] = 16;
    }

35    randomize_0_255(K);

    for(i=0; i<256; i++)
    {
        memcpy(M1, in, 16);
        AES_encrypt_non_DPA(M1,K[i]);

40        for(j=0; j<16; j++)
        {
            M2[K[i][16] + j] = M1[j];
        }
    }

    memcpy(out, M2, 16);
}

The only real difference is that key-scheduling for the AES algorithm is not linear, in contrast to the DES, except for the first
sub-key. Thus, if we wish to protect the last round by this method, a method similar to the DES cannot be considered. It is then necessary to store the set of 256 keys specific to a given key, instead of the key derivation plan.

3. Conclusion

We thus see that it is possible, by execution of 64 DES (or 256 AES) algorithms and a number of ancillary calculations, to protect a cryptographic algorithm (DES or AES, for example) against DPA attack by means of a rapid although unprotected brick. Sixty-four DES or 256 AES may appear long, nevertheless in practice these hardware operations take a practically negligible amount of time.
CLAIMS

1. Process for securing an electronic device incorporating a hardware component capable of autonomous implementation of calculation process \( f \) using key \( K \), characterised by the fact that it involves calculating at least two new keys \( K^i \) such that at least one of said new keys is identical to key \( K \), and at least one of said new keys is different from key \( K \), and executing said calculation process \( f \) successively with each of said calculated keys \( K^i \) using said hardware component.

2. Process according to claim 1, characterised in that it involves executing said calculation process with said keys \( K^i \) in a random order.

3. Process according to claim 1 or 2, characterised in that key \( K \) is sub-divided into sub-keys \( K_1, ..., K_n \), and that there exists at least one \( i \) such that key \( K^i \) is different from \( K \) for at least one sub-key \( K^i_j \).

4. Process according to one of claims 1 to 3, characterised in that key \( K \) is sub-divided into sub-keys \( K_1, ..., K_n \), and that the procedure involves calculating \( l=\alpha \) m new keys \( K'^1, ..., K'^l \), where \( m \) represents the number of possible values for one of sub-keys \( K'^i_j \) of \( K'^i \), in such a way that for a given \( j \) \((0<j<n+1)\), sub-keys \( K'^i_j \) \((0<i<l+1)\) take all the possible values, including the value of sub-key \( K_j \) of \( K \).

5. Process according to claim 4, characterised in that sub-keys \( K'^i_j \) \((0<i<l+1)\) take all the possible values \( \alpha \) times.

6. Electronic device incorporating means to store a calculation process, means to execute said process and a hardware component capable of autonomous implementation of a calculation process using
key K, characterised in that it incorporates a software module associated with the hardware component, capable of calculating at least two new keys $K^i$, such that at least one of new said keys is identical to key K, and one of said new keys is different from key K, and in that the software module is associated with the hardware component in such a way as to be able to transmit in succession to said hardware component, the new keys calculated to implement said calculation process with each of said new keys $K^i$.

7. Electronic device according to claim 6, characterised in that said software module transmits in succession the new keys calculated in a random order.

8. Computer program incorporating program code instructions for execution of the steps of the process according to one of claims 1 to 5, when said program is executed in an electronic device.
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